
Displaying Data on A15-A8 on the Altair 8800 

 

The technique used in the Kill the Bit program to display a value on the upper 8 address LEDs is to re-

peatedly access an address in a loop for which the MSB of the address is the value to display on the ad-

dress LEDs. The program itself must remain in the lower 256 bytes of RAM. 

 

The use of the DAD instruction to count cycles through the loop instead of using DCX or INX is intention-

al. Though not documented, the 8080's address lines are driven during intermediate instruction states 

for the INX, DCX, INR, and DCR instructions. These instructions, in turn, cause unwanted light patterns to 

appear on A15-A8. 

 

It appears the 8080 may use the PC increment logic to implement the INX, DCX, INR, and DCR instruc-

tions. The side effect of this is that the address lines are driven for a brief period during the execution 

cycle by the value of the register or register pair being incremented. B, D, and H appear on A15-A8. C, E, 

and L appear on A7-A0. This is true for both 16 bit and 8 bit increments. 

 

This effect is not noticeable as a program is single-stepped from the front panel since the address lines 

are valid (an actual memory address) during the wait state used to stop execution between each single-

step.  

 

UPDATE: 

The '79 die revision of the Intel 8080 still drives the address lines for 16 bit INX, DCX, but the 8 bit INR, 

DCR no longer drive the address lines. 

 

UPDATE: 

I originally considered the INX, DCX address line behavior an anomaly, but as I dug into why the behavior 

occurs, it is quite clear why it happens. Because of that, I was able to predict a few other instructions 

that produce similar results. For example, you can write Kill the Bit with SPHL and XTHL instructions as 

well. 

 

The 8080 register file is organized as a collection of 16 bit registers that include BC, DE, HL, SP, PC, WZ 

(working registers), an address latch, and a 16 bit incrementer/decrementer. The output of the address 

latch drives the address pins through a buffer that is enabled at all times other than during HOLD and 

RESET states. The output of the address latch also feeds the incrementer/decrementer, the output of 

which can be routed back into any of the 16 bit registers. The incrementer/decrementer can simply pass 

through value of the address in addition to incrementing/decrementing the value.  

 

This register file organization explains why INX/DCX and other instructions drive the address pins. In or-

der to increment/decrement a register, or to move one register to another register, the value is moved 

to the address latch so that the increment/decrementer can then perform it's +/-/none operation and 



route the result to the destination register. While the value is in the address latch, it is driven onto the 

address pins. 
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