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PREFACE

This mannal describes the C progr Trlng language as
implemented under MOD 400. The langu ge is described by noting
variations from a baseline version’ of C. The reader is assumed
to be familiar with C. This manual is not a language
specification, nor is it intended as a tutorial document.

The new C functions supported are:

getptcb putr runvp ucf_defr
getr runl setprint ucf_finish
gettch runlp tzset ucf_init
posr runv ucf_defc

The new C-related utilities supported are:

CSICK . DL_ENV ENV_DEF GET_ENV
LIST_ENV SET_ENV

Descriptions of the SL and FILE_OUT commands have been moved
to the DPS 6 GCOS 6 MOD 400 Commands manual.

Section 1 defines the version of C used as the basis for
comparison.

Section 2 notes all variations in the MOD 400 implementation
of the C language.

Section 3 describes the process of developing C programs
under MOD 400, including use of the C compilers and loading C
programs under MOD 400.

Section 4 lists the C standard library as implemented under
MOD 400.

USER COMMENTS FORMS are included at the back of this manual. These forms are to be used to record
any corrections, changes, or additions that will make this manual more useful.

Honeywell disclaims the implied warranties of merchantability and fitness for a particular
purpose and makes no express warranties except as may be stated in its written agreement
with and for its customer.

In no event is Honeywell liable to anyone for any indirect, special or consequential damages.
The information and specifications in this document are subject to change without notice.
Consuit your Honeywell Marketing Representative for product or service availability.
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Appendix A is a list of C compiler diagnostic messages.
Appendix B lists the eight-bit ASCII character set.
A glossary defines UNIX, C, and MOD 400 terms.

Braces { } in this manual are used to enclose information
from which the user must make a choice.

The following conventions are used to indicate the relative
levels of topic headings used in this manual:

Level Format
1 (highest) ALL CAPITAL LETTERS, UNDERLINED
2 Initial Capital Letters, Underlined
3 ALL CAPITAL LETTERS, NOT UNDERLINED
4 Initial Capital Letters, Not Underlined
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MANUAL DIRECTORY

The following publications constitute the GCOS 6 MOD 400
manual set. See the "Software/Manual Matrix" of the Guide to
Software Documentation for the current revision number and
addenda (if any) of the manuals.

Manuals are obtained by submitting a Honeywell Publications
Order Form to the following address:

Honeywell Information Systems Inc.
47 Harvard Street

Westwood, MA 02090

Att: Publications Services

Honeywell software reference manuals are periodically updated
to support enhancements and improvements to the software. Before
ordering any manual listed below, the customer should refer to
the Guide to Software Documentation to obtain information
concerning the specific edition of the manual that supports the
software currently in use at the installation. When specifying
manuals on the Publications Order Form, a customer using the
4-digit base publication number listed below will obtain the
latest edition of the manual currently in stock. The
Publications Distribution Center can provide specific editions of
a publication only when supplied with the 7- or 8-character order
number described in the Guide to Software Documentation.

Honeywell applications software packages - such as INFO, the
Honeywell Manufacturing System (HMS), and TPS 6 - provide
specialized services. See your Honeywell representative for
information concerning the availability of applications software
and supporting documentation.
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Base

Publication
Number Manual Title
CwW35 GCOS 6 C User's Guide
Cz01 GCOS 6 MOD 400 Guide to Software
Documentation
Czo2 GCOS 6 MOD 400 System Building and
Administration
Cz03 GCOS 6 MOD 400 System Concepts
Cz04 GCOS 6 MOD 400 System User's Guide
CzZ05 GCOS 6 MOD 400 System Programmer's Guide -
Volume I
Cz06 ~ GCOS 6 MOD 400 System Programmer's Guide -
Volume II
Cz07 GCOS 6 MOD 400 Programmer's Pocket Guide
C209 GCOS 6 MOD 400 System Maintenance Facility
Administrator's Guide
CZlo GCOS 6 MOD 400 Menu System User's Guide
Czl1 GCOS 6 MOD 400 Software Installation Guide
CZ15 GCOS 6 MOD 400 Application Developer's Guide
Cz1l6 GCOS 6 MOD 400 System Messages
Cz217 GCOS 6 MOD 400 Commands
Ccz1l8 GCOS 6 Sort/Merge
Cz1l9 GCOS 6 Data File Organizations and Formats
Cz20 GCOS 6 MOD 400 Transaction Control Language
Facility
Cz21 GCOS 6 MOD 400 Display Formatting and Control
Cz22 GCOS 6 VISION Reference Manual
Cz23 DM6 AZ7 Reference Card
Cz224 Introduction- to DM6 AZ7 Query Writing
Cz25 DM6 AZ7 Reference Manual
Cz29 GCOS 6 VISION Reference Card
Cz31 GCOS 6 Advanced COBOL Compiler User's Guide
C232 GCOS 6 Multiuser COBOL Compiler Guide
Cz34 GCOS & COBOL 74 Language Reference
C235 GCOS 6 COBOL Quick Reference Guide
CZ36 GCOS 6 BASIC Reference
Ccz37 GCOS & BASIC Quick Reference Guide
Cz38 GCOS 6 Assembly Language (MAP) Reference
CZ39 GCOS 6 Advanced FORTRAN Reference
Cz40 GCOS 6 Pascal User's Guide
CZ42 GCOS 6 Ada Compiler System User's Guide
Cz52 DM6 I-D-S/II Programmer's Guide
Cz53 DM6 I-D-S/II Data Base Administrator's Guide
Cz54 DM6é I-D-S/II1 Reference Card
Cz70 Electronic Mail Facility Administrator's Guide
Cz71 DM6 TP Development Reference
cz72 - DM6 TP Application User's Guide
Cz73 DM6 TP Forms Processing
Cz74 GCOS 6 Data Base Augmented Real-Time Tracing
System User's Guide
CZ93 Electronic Mail Facility User's Guide
Gz13 GCOS 6 MOD 400 Release 4.0 Migration Guide
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Base
Publication
Number

HCO1
HC12
HC13

Manual Title

MOD 400 Application Development Overview v

Disk-Based Data Entry Facility-II User's Guide

Disk-Based Data Entry Facility-II Operator's
Quick Reference Guide

The following manuals describe the MOD 400 distributed
processing software components:

Base
Publication
Number

CB35
CFll

CG90
Cz59

CZ60
CZ61
Cz62
Cz63
CZ64
CZ65
CzZ66
GGl9
GG20
GT18

GT19

Manual Title

DPS 6éDPS 7 PVE File Transfer Facility User's
Guide -

DPS 6/DPS 7 PVE Remote Batch Facility User's
Guide ’

Interactive Entry Facility-II User's Guide

Level 6 to Level 6 File Transmission Facility
User's Guide

Level 6 to Level 66 File Transmission Facility
User's Guide

Level 6 to Level 62 File Transmission Facility
User's Guide

BSC Transport Facility User's Guide

2780/3780 Workstation Facility User's Guide

HASP Workstation Facility User's Guide

Programmable Facility/3271 User's Guide

Remote Batch Facility/66 User's Guide

Disk-Based VIP7305 Emulator Facility User's
Guide

Disk-Based Asynchronous Communications Facility
User's Guide

Disk-Based VIP7705 Emulator Facility User's
Guide

Disk-Based VIP7814 Emulator Facility User's
Guide
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The following manuals describe the ORACLE data base
management facility:

Base
Publication

Number Manual Title

GS61l GCOS 6 MOD 400 ORACLE Installation Guide

Gs62 GCOS 6 MOD 400 ORACLE Database Administrator's
Guide

GS63 GCOS 6 MOD 400 ORACLE Interactive Application
Facility (IAF) Terminal Operator's Guide

GS64 GCOS 6 MOD 400 ORACLE Interactive Application
. Facility (IAF) Terminal Operator's Reference
Manual

GS65 GCOS 6 MOD 400 ORACLE Interactive Application
Facility (IAF) Designer's Guide

GS66 GCOS 6 MOD 400 ORACLE Interactive Application
Facility (IAF) Designer's Reference Manual

GS67 GCOS 6 MOD 400 ORACLE HLI Precompiler Interface

GS68 GCOS 6 MOD 400 ORACLE Host Language Call

Interface Manual

GS69 GCOS 6 MOD 400 ORACLE RPF Report Text Formatter
User's Guide

GS70 GCOS 6 MOD 400 ORACLE RPT Report Generator

User's Guide

GS71 GCOS 6 MOD 400 ORACLE SQL/UFI Reference Manual

GS72 GCOS 6 MOD 400 ORACLE Terminal User's Guide

GS73 GCOS 6 MOD 400 ORACLE Utilities Manual

GS74 GCOS 6 MOD 400 ORACLE Error Messages and Codes

In addition, the following publications provide supplementary
information:

Base
Publication
Number Manual Title
AS22 . Level 6 Models 6/34, 6/36, and 6/43 Minicomputer
' Handbook
AT97 Level 6 Communications Handbook
CC71 Level 6 Minicomputer Systems Handbook
CD18 Level 6 MOD 400/600 Online Test and Verification
Operator's Guide
FQ41 Writable Control Store User's Guide

These five manuals are not covered by the Guide to Software
Documentation. See your Honeywell representative for information
concerning the versions of the manuals relevant to your
installation.
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Users should be aware that a software release bulletin
accompanies each software product ordered from Honeywell. Users
should consult the software release bulletin before using the
software. Users should contact their Honeywell representative if
a copy of the software release bulletin is not available.
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Section 1
INTRODUCTION

C is a general-purpose, low-level programming language. It
was developed under UNIX,* but is now available for use with a
number of computers and operating systems.

This manual describes the C programming language as
implemented on DPS 6 systems under MOD 400. The language is
described by noting variations from a baseline version of C.

The MOD 400 C compiler provides a C program with an emulation
of the UNIX environment. The environment simulated is a single-
user system. Run-time routines, signals, messages, and traps all
appear to a C program as they do under UNIX.

The reader is assumed to be familiar with C, UNIX, and
MOD 400. This manual is not a' complete reference document; nor
is it intended as a tutorial document.

DEFINITION OF "BASELINE" C

The version of C used in this manual as the baseline for
comparison is as described in:

The C Programming Language, by Brian W. Kernighan and Dennis
M. Ritchie. 1978, Prentice-Hall, Inc., Englewood Cliffs, NJ

The phrase "baseline C" is used in this manual to refer to that
version of C.

*UNIX is a Trademark of Bell Laboratories.
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You are assumed to have a copy of this book on hand when you
refer to this manual. .

CONTENTS OF THIS MANUAL

The rest of this manual is organized as follows:

Section 2 notes all variations in the MOD 400 implementation
of the C language. The section is organized to match
Appendix A of The C Programming Language.

Section 3 describes the process of developing C programs
under MOD 400, including use of the C compiler, various C
utilities, and loading of C programs.

Section 4 lists the C standard library of run-time routines.
Appendix A -lists the C compiler diagnostic messages.
Appendix B lists the eight-bit ASCII collating sequence.

A glossary defines UNIX, C, and MOD 400 terms.
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Section 2

IMPLEMENTATION OF
THE C LANGUAGE

This section lists variations from the baseline C as
described in The C Programming Language (see Section 1). This
section is organized and keyed to match Appendix A ("The C
Reference Manual®™) of that book. Bracketed numbers in level
heads appearing in this section correspond to headings in
Appendix A of that book. ‘

This section contains only statements of variations. 1If a
feature is not described in this section, it is fully supported
by the C compiler, and behaves exactly the same as in baseline C.

LEXICAL CONVENTIONS [2]

The following variations on baseline C lexical conventions
exist in MOD 400 C. '

Identifiers (Names) [2.2]

An identifier name can contain uppercase or lowercase
letters, digits, underscores, and dollar signs, in any order.
Only the first eight characters are significant. External
identifiers are mapped to six characters, in uppercase. The
MOD 400 C compiler treats external identifiers as follows:

l. All lowercase characters are changed to uppercase
characters.

2. All underscores are removed.
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3. If more than six characters remain after eliminating
underscores, vowels are eliminated from right to left
until either: (1) there are only six characters left, or
(2) there are no more vowels.

4. If more than six characters remain after eliminating
underscores and vowels, the excess is truncated, right to
left.

Keywords [2.3]

The following additional identifiers are reserved for use as
keywords: ‘

void
enum
escape
const
Constants [2.4]

The following variations on baseline C constants exist in
MOD 400 C.

Strings [2.5]

A string has type "array of characters" and storage class
const, and is initialized with the given characters.

Hardware Characteristics [2.6]

The size of C data types are:

Data Type Size (bits)

char 8
unsigned char 8
int 16
unsigned int 16
short 16
long 32
unsigned long 32
float 32
double 64

WHAT'S IN A NAME? [4]

The C compiler supports all arithmetic types. C data types
are described below.

A character variable (char) is a one-byte, signed binary
integer consisting of seven significant bits and a high-order
sign .bit. It is always byte-aligned. A scalar char variable
that is not a component of a structure always occupies the
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high-order byte of a word of memory, and is followed by a fill
byte. 1In general, the signed character data type does not handle
eight-bit ASCII characters correctly. Use the unsigned character
data type for eight-bit data; use the signed character data type
for integer data with a domain of =128 to 127 (at most).

An unsigned character variable (unsigned char) is a one-byte,
unsigned binary integer consisting of eight significant bits. It
is never negative and always byte-aligned. A scalar unsigned
char variable that is not a component of a structure always
occupies the high-order byte of a word of memory, and is followed
by a fill byte.

An integer variable (int) is a two-byte, signed binary
integer consisting of 15 significant bits and a high-order sign
bit. It is always word-aligned. This is the default data type
for any variable.

An unsigned integer variable (unsigned int) is a two-byte,
unsigned binary integer consisting of 16 significant bits. It is
never negative and always word-aligned.

A long variable (long) is a four-byte, signed binary integer
consisting of 31 significant bits and a high-order sign bit. It
is always word-aligned.

An unsigned long variable (unsigned long) is a four-byte
~unsigned binary integer consisting of 32 significant bits. It is
always positive and always word-aligned.

A floating-point variable (float) is a four-byte, word-
aligned, signed real number. It can contain a value in the
approximate range 8.6E~-78 to 7.2E+75, with up to eight digits of
precision.

A double-precision variable (double) is an eight-byte,
word-aligned, signed real number. It can contain a value in the
approximate range 8.6E-78 to 7.2E+75, with up to 17 digits of
precision.

CONVERSIONS [6]

The following variations on baseline C operand conversion
exist in MOD 400 C. '

Characters and Integers [6.1]

The C compiler performs sign extension on characters.
Character variables range in value from =128 to 127..

Float and Double [6.2]

The C compiler converts a double-precision variable to a
floating-point variable by truncation.
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Floating and Integral [6.3]

In the conversion from floating point to integral, the C
compiler truncates the fraction part.

EXPRESSIONS [7]

The following variations on baseline C expressions exist in
MOD 400 C.

The C compiler computes subexpressions in the order the
compiler determines to be most efficient, even if the sub-
expressions involve side effects. The order in which side
effects take place is unspecified.

Additive Operators [7.4]

If the offset to be added to (or subtracted from) a pointer
is greater than 32767, an invalid pointer results, unless the
offset is type long.

Shift Operators [7.5]

When a right shift is performed on a signed quantity, the
sign is propagated. For instance, in the expression E1>>E2,
where El is a signed quantity, the vacated bit positions are
filled by a copy of the sign bit.

When a right shift is"performed on an unsigned quantity,
vacated bit positions are filled with zeros.

Assignment Operators (7.14]

There are two types of pointers: pointers to byte-aligned
data (char and unsigned char), and pointers to word-aligned data
(all others). A word pointer is a 32-bit DPS 6 pointer. A byte
pointer is a composite, consisting of a word pointer and an int
byte offset. Pointers of either type are always word aligned.
Therefore, a pointer to a pointer of any type is always a word
pointer. The size of a word pointer is four bytes; the size of a
byte pointer is six bytes.

The C compiler also allows you to assign a pointer to an
integer and an integer to a pointer; however, the conversion is
reversible only if the integer is type long.

When an offset is added to (or subtracted from) a character
pointer, only the integer byte offset is affected. The byte
offset may eventually overflow unless the character pointer is
normalized (by adjusting the word pointer and the byte offset so
that the byte offset is 0 or 1). You can do this by explicitly
casting the character pointer as a character pointer:

cp = (char *)cp;
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This happens implicitly if the character pointer is converted to
any other type.

You can use simple assignment (lvalue=expression) to copy one
occurrence of a structure or union to another. The expression
must have the same structure or union type as the lvalue.

DECLARATIONS [8]

The following variations on baseline C declarations exist in
MOD 400 C.

Storage Class Specifiers [8.1]

The C compiler does not use register declarations for
aggregate types or functions.

The C compiler accepts the first two register variables of
type int, unsigned, char, or unsigned char, plus the first two
register variables of type pointer. The remainder is treated as
storage class auto.

You can declare data (of any type) to be storage class
const. This instructs the C compiler to allocate space in the
code segment rather than in the data segment. You must declare
const data with initial values; once they are declared, you
cannot change them.

A const identifier declared within a function has block
scope. It is known and can be referenced only within the block
in which it is declared. 1Its storage class specifier must be
const or static const and it must have an initializer.

A const identifier declared outside any function has file
scope. It is known and can be referenced from the point of
declaration to the end of the file. 1If its storage class
specifier is const, it can be referenced by a separately compiled
function and must have an initializer. 1If its storage class
specifier is extern const, it is a declaration that references a
definition in a separately compiled function and must not have an
initializer. 1If its storage class specifier is static const, it
is a definition that can be referenced only within the current
source unit and must have an initializer. o

In reentrant code, an array of pointers to functions can be
initialized only if it is storage class const. It can be
referenced externally via the mechanism above. This is a
specific instance of the reentrant code rule that pointers in
data cannot be initialized to point to code (const or function)
and vice versa.
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Type Specifiers [8.2]

You can explicitly declare functions not returning a usable
value as returning type void. For example:

void £f1(); /* declaration */
goid £2() /* definition */
£1()

The compiler diagnoses any expression that requires the value of
a functicon returning veid as erronecus, provided the definition
or declaration of the function is in scope. If no declaration or
definition is in scope, the compiler follows the rules for
"implicit declaration [13] and assumes type function returning
int.

The enum is analogous to the scalar types of Pascél. The
format is

enum-specifier
with syntax

enum-specifier:
enum { enum-list }
enum identifier { enum=-list }
enum identifier

enum-list:
enumerator
enum-list , enumerator

enumerator:
identifier
identifier = constant-expression

The identifier in the enum-specifier is analogous to the
structure tag in a struct-specifier; it names a particular
enumeration. For example,

enum color { red, white, blue, green };

enum color *cp, col;
makes color the enumeration tag of a type describing various

colors, and then declares cp as a pointer to an object of that
type, and col as an object of that type.
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The identifiers in the enum-list are declared as constants,
and may appear wherever constants are required. If no enumer-
ators with = appear, then the values of the constants begin at 0
and increase by 1 as the declarations are read from left to
right. An enumerator with = gives the associated identifier the
value indicated; subsequent 1dent1f1ers continue the progression
from the assigned value. :

Enumeration tags and constants must all be distinct, and
unlike structure tags and members, are drawn from the same set as
ordinary identifiers.

Objects of a given enumeration type are regarded as having a
type distinct from objects of all other types. All enumeration
variables are treated as if they were int.

Structure and Union Declarations [8.5]

The C compiler only recognizes integer and character bit
fields. The compiler does not initialize structures containing

bit fields. The compiler assigns bit fields left to right within
the word.

STATEMENTS [9]

The following variations on baseline C statements exist in
MOD 400 C.

Escape Statement [9.14]

You can instruct the C compiler to pass information unchanged
to the Assembly language intermediate ccde. The format is

escape "char literal®™[, “"char literal®]... ;

where "char literal® is a character string constant delimited by
guotation marks. At least one string is required. Character
escapes such as \t and \n are translated into ASCII characters.
If a string does not end with a newline character (indicated by
\n), the compiler appends one. Commas between strings are
optional, but the closing semicolon is required.

The escape statement, up to and including the semicolon, is
syntactically eguivalent to white space.

EXTERNAL DEFINITIONS [10]

The following variations on baseline C external definitions
exist in MOD 400 C.
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External Function Definitions [10.1]

The C compiler converts word pointer actual parameters to
character pointers by supplying a 0 byte offset. Word pointer
formal parameters consider the byte offset in the calculation of
formal parameter addresses but otherwise ignore it. Character
actual parameters are converted to integers. Character formal
parameters are converted back to characters by shifting their
value to the high-order byte of the word and setting the low-
order byte to 0. The entire contents of a structure or union
actual parameter is passed.

COMPILER CONTROL LINES [12]

The following variations on baseline C compiler control lines
exist in MOD 400 C.

Token Replacement [12.1]

The C compiler allows omissicn of arguments in #define
statements. For example, given the statement:

#define list(a,b,c) a:b:c

subsequent uses of the identifier yield these replacements:

list(x,,2) becomes X::2

: . list(x, ,z) becomes X: 2
list( , , g) becomes : g
list((w,x),y,2) becomes (wyx):y:z

Text inside a string or character constant is not subject to
replacement except in the token string forming the macrocall
body.

File Inclusion [12.2]

An include file can contain an #include statement; this is
called a "nested include."

By convention, UNIX C include files are referred to as
"header files™ and given a .h suffix. The C compiler does not
enforce this convention.

If the filename in an #include statement is a full or
relative pathname, the C compiler includes that file (or
generates a fatal diagnostic error).

If the filename is expressed as

#include <filename>
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then the C compiler searches these directories:

l. Directories named in -I control arguments
2. Standard library directories. :

If the filename is expressed as
#include "filename"
then the C compiler searches these directories:
1. The directory of the original source unit
2. Directories named in -I control arguments

3. Standard library directories.

The MOD 400 standard C libraries are defined as
>UDD>account_ID>INCLUDE and >LDD>INCLUDE.

The MOD 400 C run-time routines accept UNIX pathnames and
converts them to MOD 400 equivalents; for example:

Pathname type UNIX MOD 400
Simple header. h HEADER. H
Partial sys/params.h SYS>PARAMS. H
Relative ../f00.h <F0O0.H
Full /bin/hic.h >>BIN>HIC.H

TYPES REVISITED [14]

The following variations on baseline C types exist in
MOD 400 C.

Structures and Unions [14.1]

Structures can be assigned, passed as arguments to functions,
and returned by functions. The types of operands involved must
be the same.

If a signal occurs during the return seqguence, and the same
function is called reentrantly during processing of the signal,
the value returned from the first call can be corrupted. The
problem can occur only with signals; ordinary recursive calls
work properly. (See the description of the signal function in
Section 4.)

Explicit Pointer Conversions [14.4]

A char pointer-to-long-to-char pointer or word pointer-to-
long-to-word pointer conversion will produce the original pointer
value. A pointer-to-int-to-pointer conversion will lose the most
significant bits of the pointer value and produce an invalid
pointer.
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PORTABILITY CONSIDERATIONS [16]

The first character is assigned to the high-order byte; a
character variable is byte aligned, but a pointer to a character
is word aligned.

The C compiler automatically defines the system names
"mod400" or "unix" (as appropriate),; the variety name "level§,"
and the macrocalls "_LINE__" and "__FILE_ " (using double
underscores). The macrocall "__ LINE__" is replaced by the
current line number (within the current file). The macrocall
" FILE_ " is replaced by the current file name. For example, if
line 10 of the program MYPROG.C contains:

printf("ss:3d\n",__FILE_ ,_ LINE_ );
it would be changed to

printf("$s:%d\n","MYPROG.C",10) ;
If these macrocalls appear in an include file, they are replaced
by the current line number in the include file and the name of
the include file, respectively. '

The C compiler does not require either the Commercial or the
Scientific Processor. However, if you write a program that uses
date/time functions or floating-point arithmetic, you must
execute it on DPS 6 hardware that includes a Scientific Processor
or the Scientific Processor simulator.

Migration From MOD 400 Release 3.1 to MOD 400 Release 4.0

For a C program compiled under MOD 400 Release 4.0, using the
Release 2.0 C compiler and runtime routines, and linked using the
Release 4.0 Linker, there is no limit on size. Otherwise, the
program is limited to 64K bytes.

To port C programs from MOD 400 Release 3.1 to Release 4.0,
you must reload and relink them using the Release 2.0 C runtime
routines, but you can use either the Release 3.1 or the Release
4.0 Linker. If you relink a previously reentrant program using
the Release 3.1 Linker, do not use the -R or -SHARE arguments,
and ignore diagnostic messages concerning $AMASK, $CMASK, and
SLASTS. If you relink a reentrant program using the Release 4.0
Linker, specify the -R argument.
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Register Conventions

When a C program (including run-time routines) executes, the
registers it might use are:

Data registers (R1-R7)

Address registers (Bl-B7)

Program counter (P)

Stack address register (T)

CPU mode register (Ml)

SIP operating mode register (M4)
SIP trap enable register (M5)
System status/security register (S)
Indicator register (I)

Scientific accumulators (SAl-SA3).

STACK FRAME

Figure 2-1 shows the layout of a stack frame.

LOW MEMORY

BE =i ARGUMENT COUNT

AUTOMATIC VARIABLES

TEMPORARIES

B4

REGISTER CONTEXT

HIGH MEMORY
Figure 2-1. Stack Layout

Address registers B4, B6, and B7 are dedicated to uniqgue
uses. Register B6 contains a stack frame pointer to word zero of
the stack frame for the currently active function. Register B4
contains a pointer to a local push-down stack within the
function's stack frame. This local stack is used for compiler-
generated temporary values needed during expression evaluation,
and arguments to be passed to called functions. Register B7
contains a formal parameters pointer (a pointer to the argument
list prepared by the calling function).
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The contents of a stack frame are:

1. The number of arguments passed to the associated
function, stored in the first word (at offset zero from
the stack frame pointer)

2. Automatic variables, including any register variables not

allocated to registers; stored beginning in the second
word

3. Compiler—-generated temporaries and arguments

o e &

function was entered, stored at the end of the stack
frame. This register context is reloaded when the the
function exits.

4. A subset of the register context ag it existed when the

When control transfers from one function to another and back
again, register BS5 contains the return address. During the
transfer, register B4 contains the address of arguments being
passed to the called function, and register R6 contains the
argument count. The called function's entry sequence saves, in
the saved register context, the contents of registers B4 and B7.
Then it copies B4 into B7, and loads intoc B4 a pointer to the
first word of the saved register context in its own stack frame.

The register context saved by a function's entry sequence is:

e Data registers R1-R5 (a few functions do not save Rl)
e Indicator register (I)
e Address registers B2-B5 and B7.

Address register B6 is implicitly set and reset when a stack
frame is acquired or relingquished.

The C compiler generates code assuming that the SIP operating
mode register (M4) is set for double-word (32-bit) operands in
SAl and SA2 and a quad-word (64-bit) operand is set in SA3, with
the corresponding memory operands set to the same precision
whenever a function is entered. Register M4 is also assumed to
be set to truncate mode. Functions often change M4 during their
execution, but reset it to this standard state before returning
or calling another function. The code generated for functions
that use float or double variables assumes that any functions it
calls will overwrite the contents of the scientific accumulators.
(A function with no float or double variables does not use M4.)

The SIP trap enable register is not altered by the generated
code; however, it is set upon entry to a function, and determines
the behavior of that function in the presence of exceptions (such
as exponent overflow) during floating-point operations.
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REGISTER VARIABLES
Register variables are assigned as follows:

® RS contains the first register variable of type signed
int, unsigned int, signed char, or unsigned char.

® R4 contains the second register variable of type signed
int, unsigned int, signed char, or unsigned char.

e B3 and R3 contain the first register variable of type
pointer. R3 is used only for pointers to signed and
unsigned chars.

e B2 and R2 contain the first register variable of type
pointer. R3 is used only for pointers to signed and
unsigned chars.

Registers R1, R6, R7, Bl, B5, and any of the registers mentioned
previously that are not assigned to register variables are used
as working registers.

Registers R6, R7, Bl, SAl, and SA3 are also used to return
scalar (non-structure) values from a function to its caller.
Signed and unsigned integer and signed and unsigned character
values are returned in R7. Signed and unsigned long values are
returned in R6 and R7. Pointers to signed and unsigned chars are
returned in Bl and R7; other pointer values are returned in Bl
alone. Floating-point values are returned in SAl, and double-
word values are returned in SA3.

SAVED MACHINE STATE

The run-time routines save the machine state as it existed
when a signal was received before calling the appropriate signal
catcher. 1If the signal catcher returns, the saved machine state
is restored to resume execution. The saved machine state
consists of:

Data registers (R1-R7)

Address registers (Bl-B7)

Mode registers (M1-M6)

Scientific accumulators (SAl-SA3)
Indicator register (I)

Scientific indicator register (SI)
Commercial indicator register (CI).

If neither the Scientific Processor nor the Scientific
Processor simulator is present, registers SAl1-SA3, M4-M5, and SI
are not saved and restored.

If neither the Commercial Processor nor the Commercial

Processor simulator is present, register Cl is not saved and
restored.
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Section 3

DEVELOPING C
PROGRAMS

This section describes the process of program development
under MOD 400. Included are descriptions of the MOD 400 C
compiler, C-related commands and active functions, and C utility
programs. :

-%

USING THE C COMPILER (M4_CC)

The MOD 400 C compiler can perform several operations on a C
source program in seguence:

l. Preprocessing

2. Compilation

3. Assembly of compiled code
4. Prelinking

5. Linking.

You can instruct the compiler to stop after any of these
operations.

The syntax of the M4_CC command is described on the following
pages.
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FORMAT:

M4_CC file list [ctl_arg]
ARGUMENTS::
file list

One or more pathnames, separated by spaces, of modules
the C compiler is to compile; assemble, and/or link.
Files can be C source units (name.C), Assembly language
source units (name.A or name.P), object units {(name.O),
or object directories (path). An object directory path
such as <IO is equivalent to the control argument -LIB
<I0. The compiler compiles, assembles, and/or links
files in the order given in the command line.

You can intermix control arguments and file names in any
order.

[ctl_arg]
Control arguments are processed in the order you enter
them, before any files are compiled, assembled, or
linked; therefore, arguments can override each other.
Control arguments with parameters do not require white

space separators; for example, -BU name and -BUname are
both syntactically correct.

One or more of the following control arguments can be
entered, in any order:

-AS

Stop after assembling the compiled code. Output is
placed in the corresponding file(s) name.O.

The arguments -PP, -CO, -AS, and -LD are mutually
exclusive.

-BU name
Assign name to the bound unit. Prelinker output-
files are named bu_name.Q and S$bu_name.O; Linker
output files are named bu_name.M and bu_name.

Default: The default name for C programs is A.OUT.
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Stop after compiling the preprocessed code. Output
is placed in the corresponding file(s) name.A.

The arguments -PP, -CO, -AS, and -LD are mutually
exclusive.

-COUT out_path

Instruct the Assembler to write source listing to the
file out_path.

Default: No listing is produced.

{name=def}
name

Enter name in the list of definitions as though
either "#define name def" or "#define name 1,"
respectively, had occurred in the source unit. Up to
20 such names can be entered. These definitions are
recorded before the first line of the C source unit
is processed.

Example: M4 _CC MYPROG.C -D "true=3"

-1 directory

Add directory to the list of include file directories
the C compiler will search. Up to eight include
directories can be added. Simple filenames in
#include statements are sought by the C compiler in:
(1) the directory of the source unit, (2) directories
named in -I control arguments, and (3) standard
include directories (see Section 4).

Stop after prelinking the assembled code. The C
compiler stores Linker commands in the work file
bu_name.Q, and external data declarations in the
Assembly language object unit $bu_name.O.

The arguments -PP, ~-CO, =-AS, and -LD are mutually
exclusive.
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Produce a listing of Assembler errors and error codes
only. Output is written to name.L if the -COUT
argument is not specified.
Default: No listing is produced.

-LIB directory
Search LIB directory for object units during the
prelinking process. If vou specify this argument;
the compiler will search LIB directories after the
working directory, but before the directory
>LDD>Z4CRT. This pathname is passed to the C
prelinker. Libraries are searched in the order
specified; so the placement of a -LIB control
argument is significant.

Example: The control argument -LIB <IO instructs the
prelinker to search the directory IO.

Produce a listing of the Assembler output. Listing
is written to name.L if the -COUT argument is not
specified.

Allow macrocall recursion.
-NL

Do not link the bound unit. This arqument is passed
to the C prelinker.

-OLDLD

Use the "o0ld" Load utility. (See the descriptions of
the Load and 014 Load utilities in this section.)

-0P
Optimize the compiled object code.
-PC
Pass comments through the preprocessor.

Default: Comments are stripped out.
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-PP

Stop after preprocessing the source unit(s).
Preprocessing involves all source code lines
beginning with #. Output is placed in the
correspending file(s) name.W.

The arguments -PP, -CO, -AS, and -LD are mutually

exclusive.
-R

Genérate reentrant code.
-SZ n

Request n additional 1024-word blocks of memory for
linking (where n can range from 1 to 32). Use of
this option can substantially reduce linking time for
large programs. Refer to the MOD 400 Application
Developer's Guide for suitable memory values for
linking.

«-U "name®”

Remove name from the list of definitions, as if
"#undef name® had occurred in the source unit. Up to
20 such names can be removed. These-definitions are
removed after the C compiler processes the -D control
arguments, but before the first line of the C source
unit is processed. Besides names defined by the -D
control argument, only implicitly defined names like
level6, unix, or mod400 can be undefined.

-UC
Change all scalars, arrays, and pointers of the type
char to the type unsigned char. Treat character-
string constants as if they had been declared "const
unsigned char []" rather than "const char []."

EXAMPLES:

This command line compiles, assembles, and links a single C
source unit, named OUT2.C. The bound unit is placed in
A.OUT; the object unit is deleted by default.

M4_CC OUT2.C
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This command line causes the C compiler to compile PROGl.C,

ignoring the listed object files and the Linker argument:

M4_CC -BU PROG PROG2.0 PROG3.0 PROGl.C -AS
This command line:

M4_CC -BU MYPROG A.C B.A C.P C.0O <OBJECT
canges the C compiler to:

1. Compile and assemble A.C, producing object unit A.O.

2. Assemble B.A, producing object unit B.O.

3. Assemble C.P, producing object unit C.O.

4. If there were no errors, perform a prelink edit on the
object units A.0, B.O, C.0, and D.O. The compiler
searches for undefined functions in the object directory
<OBJECT, and then follows standard search rules.

5. Link object files A.0, B.O, C.0, D.O, and the rest,
producing a bound unit named MYPROG and a link map named
MYPROG. M, ' :

This command line:

M4_CC <OBJECT D.O C.0 B.O A.O0 -BU MYPROG B.A A.C C.P
produces the same effect as the previous example, except that
the object units are produced in the order B.O, A.0O, and C.O,
and are linked in the order D.O, C.0, B.O, and A.O.

C-RELATED COMMANDS, ACTIVE FUNCTIONS, AND UTILITY PROGRAMS

C-related commands, active functions, and utilities are
described in the following pages. They are ordered alphabeti-
cally by name. They are all available for general MOD 400 use.

NOTE

The utility program lint, commonly found on UNIX
systems, is not available for MOD 400 C programs.
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C Task Dump (CSICK)

Display information about a C task.
FORMAT:

CSICK task [ctl_arg]
ARGUMENTS :

task

The task to be investigated. Specify a bound unit name,
a logical resource number, or a task control block
address.

[ctl_arg]

One or more of the following control arguments can be
entered, in any order:

{oat

The same as -CONTEXT -HISTORY -STACK -BOUND UNIT
~HEAP ~-FILES -DATA -GROUP_WRITABLE_SEGMENT
-GROUP DESCRIPTOR_ SEGMENT .

~APPEND
~APP
=EXTEND

Extend the output file. This is the default.

{-BOUND_UNIT}
-BU

List the bound units attached to the task being

investigated. The bound unit name, location of the

bound unit's code, and location of the bound unit's
" static data are given for each attached bound unit.

=COLLECTION_WORK_AREA
~C_WORK_ AREA
-CWa

Print the C work area. The C work area is a logical
extension of the task control block. It is user ring
writable, and contains information required to pro-
vide the facsimile UNIX environment for C programs.
The area's structure is defined in the <z4cwa.incl>
header file.
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{GCONSOLE~OUTPUT}
1-CO

Direct output to the user-out file. This is the
default.

When this argument is in effect, the ~-TRUNCATE
argument is ignored..

=CONTEXT
Print the process context. The process context is:

1. The reason the process has stopped

2. The address where it stopped and its TCB-address
3. The contents of its R-registers and B-registers
4. The contents of its top stack frame.

-FILES

Print the process file states. First the mapping c¢f
file descriptors onto streams is given. Then the I/0
block for each stream is listed. If a given stream
is open and is not attached to a MOD 400 standard
file (command-in, user-in, user-out, or error-out),
the file information block used to interface with the
MOD 400 file system is printed following the I/0
block. The buffer contents are dumped and the
pathname of the file or device to which the stream is
attached is also given for each open stream.

The I/0 block is defined in the type definition FILE
in the <z4cwa.incl> header file. The file
information block is defined in the fib structure
definition in the <dm_mcl.h> header file.

{-GROUP_DESCRIPTOR;SEGMENT}
-GDS

Print the process group descriptor segment.

{-GROUP_WRITABLE_SEGMENT}
-GWS

Dump the process group writable segment. The listing
is preceded by a list of the work space blocks for
the task group to which the process belongs. The
blocks are listed in order of increasing age,
including address and size.
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The group writable segment is listed only for
processes executing in a swappool. Work space blocks
are listed regardless of memory pool type.

~HEAP

Print the heap state and the contents of the heap.
The heap state is a list of the busy (allocated)
blocks in the heap ordered by increasing address.
For each busy block, the block's address, size (in
bytes), type, and reference count are given. If a
given block is not under the control of a type
manager, its type is listed as "untyped" and its
reference count is meaningless but usually zero.

-HISTORY

Print the process history. The process history is
obtained by unwinding the process's stack in reverse
order (the most recent frame first). For each frame,
the return address to the caller of the activation
associated with the frame, the number of and location
of the arguments passed to the activation, and the
location of the stack frame are printed.

{-LOGICAL_RESOURCE_NUMBER} lrn
" \=LRN :

Logical resource number, in decimal, of the task to
be investigated.

{—OUTPUT@FILE} path
-OF

Direct the output to the file path. If path is
omitted, output is placed in a working-directory file
named buname.CSOUT, where buname is the bound unit
name of the task's lead bound unit.

Default: Direct output to the user-out file.
=STACK
Include the contents of the stack frame itself in the

- process history described above. This control
‘argument implies the -HISTORY control argument.
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{-TASK_CONTROL_BLOCK} address
-TCB

Address of the task control block of the task to be
investigated. The address must be in hexadecimal
notation, in either uppercase or lowercase,
optionally enclosed in parentheses, and optionally
preceded by 0, x, or O0x. For example, all these
addresses are valid:

054da7 X054da7
054DA7 0x054DA7
x'054Da7"' 54DA7

-TRUNCATE
-TC
-RENEW
Truncate the output file, if it exists, before
placing output in it.

This argument is ignored when the -CONSOLE_OUTPUT
argument is in effect.

Default: Extend the output file.
DESCRIPTION:

The C Task Dump utility prints a detailed explanation of a
task running a C program. It does this by way of formatted
dumps of the process context, call history, stack frame
contents, attached bound units, heap state and contents, file
states, static data area, group writable segment, group
descriptor segment, or any combination of these options.

This utility is interactive; it accepts directives to alter
the information it displays.

The utility uses the bound unit symbol table produced by the
Linker when the Linker is invoked with the -SYMBOL control
argument, if it can be found, to provide compile unit names
and entry point names instead of numeric offset values when
printing the process history. The directories listed in the
PATH environment line are searched to find the bound unit
symbol table file. The default PATH environment line
corresponds to the directory from which the CSICK utility is
loaded, followed by the directories listed in the MOD 400
loader search rules. See the C environment commands and

~active functions for further information on manipulating
environment lines.
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Interactive Mode

When the -CONSOLE OUTPUT control argument is in effect, the
utility operates Interactively. The utility issues the
prompt "csick:"™ to the user-out file at the end of each page
of output and then reads a response from the user-in file.
For most directives, the prompt and response cycle is then
repeated.

The following directives are supported.

{ALL}

A
Equivalent to the successive responses CONTEXT, STACK,
BOUND_UNIT, HEAP, FILES, DATA, GROUP_WRITABLE_SEGMENT,
and GROUP_DESCRIPTOR_SEGMENT.

{BOUND_UNIT}
BU

Add the list of bound units attached to the task being
investigated to the list of information to be displayed.

CONTEXT

Add the process context to the list of information to be
displayed.

DATA

Add the static data area to the list of information to be
displayed.

{E } command_line

Pass command_line to the MOD 400 command processor.

FILES

Add the process's file states to the list of information
to be displayed.

{GROUP_DESCRIPTOR_SEGMENT}
GWS

Add the group descriptor segment to the list of
information to be displayed.
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{GROUP_WRITABLE_SEGMENT}
GWS

Add the group writable segment to the list of information
to be displayed.

HEAP
Add the heap state and the confents of the heap to the
list of information to be displayed.

HISTORY
Add the process history to the list of information to be
displayed.

{QUIT}

Q
Terminate the utility immediately. The prompt and
response cycle is not repeated.

SKIP
Abandon the display of the set of information currently
in progress. The prompt and response cycle is not
repeated. To abandon the current display and request an
added display, you must request the added display at the
first prompt and request the skip at the second. 1If the
current display is requested, it will be done a second
time. Re-requesting the current display and then making
a skip response restarts the current display.

STACK

Add the process history with the contents of the stack
frames themselves included to the list of information to
be displayed.

The C Task Dump utility ignores all other responses.

Using CSICK

One way to use the C Task Dump utility is to set a breakpoint
at an interesting location using one of the MOD 400

debuggers. When the breakpoint is reached, execute the C
Task Dump utility using the debugger's escape (E) directive.
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Delete C Variable (DL_ENV)

Delete C variable.

FORMAT:
DL_ENV name

ARGUMENT:

name
The name of the variable to be deleted from the C envi-
ronment. The name must begin with a dollar sign ($),

- underscore ( ), or letter. The rest of the characters

must be dollar signs, underscores, letters, or digits.
The name must not be more than 32 characters long.

DESCRIPTION:

The Delete C Variable command removes a variable from the
list of variables that you can pass to a C program.
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Check C Variable (ENV_DEF)

Test for existence of C environment variable.
FORMAT (command):
ENV_DEF name
FORMAT (active function):
[ENV_DEF name]
ARGUMENT:
name

The name of the environment variable whose definition
state is to be returned.

The name must begin with a dollar sign ($), underscore
(_), or letter. The rest of the characters must be
dollar signs, underscores, letters, or digits. The name
must not be more than 32 characters long.

DESCRIPTION: v
The Check C Variable Command tests for the existence of a C
variable. This command/active function returns TRUE if name

is defined as an enviromment variable, and FALSE if name is
not defined as an environment variable.
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Get C Variable (GET_ENV)

Display C variable.
FORMAT (command) :
GET_ENV name
name
FORMAT (active function):
[GET_ENV name]
ARGUMENT: ' —~
name
The name of the variable to be displayed.
The name must begin with a dollar sign ($), underscore
(_)s or letter. The rest of the characters must be
dollar signs, underscores, letters, or digits. The name
must not be more than 32 characters long.

DESCRIPTION:

-+ The Get € Variable command/active function returns the
value of the named C variable.
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List C Variables (LIST_ENV)

List C variables.
FORMAT:

LIST_ENV
DESCRIPTION:

pass

The List C Variables command lists the variables you can p
to a C program. This command writes the name and value of
each C variable to the user-out file. '
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LD

Load program.

NOTES

l. The Load utility corresponds to the UNIX
Loader, and is a link editor. It is not to
be confused with the MOD 400 loader, which
causes execution of bound units.

2. The version of the Load utility originally
released with MOD 400 Release 3.1 is avail-
able as the bound unit OLDLD. While OLDLD is
significantly slower and supports fewer
features; it reguires significantly less
mMemory .

FORMAT:
LD buname {—LKIN} path [ctl_arg]
-LK
ARGUMENTS
buname

Name of the bound ufiit to be created.

=LK path

Specifies the names, separated by spaces, of one or
more object units to be linked into the bound unit.

Either this or the -~LKIN argument is regquired.

This argument and the -LKIN argument are mutually
exclusive.

-LKIN path

Specifies a file containing the names of one or more

object units to be linked into the bound unit.
Either this or the -LK argument is required.

This argument and the -LK argument are mutually
exclusive.
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[ctl_arg]

One

or more of the following control arguments can be

entered, in any order:

-LB

path

Specifies a library directory pathname. The library
directory contains object units to be linked into the
bound unit.

Default: The utility searches the system C library
>LDD>Z4CRT.

This argument and the -LBIN argument are mutually
exclusive. ’

-LBIN path

-NL

Specifies a file containing pathnames of library
directories. Library directories contain object
units to be linked into the bound unit. The utility
searches directories in this order:

1. The current working directory
2. Directories specified by -LBIN argument
3. The system C library directory >LDD>Z4CRT.

This arqument and the -LB argument are mutually
exclusive. '

Produce a listing of Assembler errors and error
codes. Output is written to buname.L.

Produce a listing of Assembler output. Output is
written to buname.L.

path
Search load map specified by path before the default

system load map. (Load maps are described under
"Description.")

Do not link the bound unit. 1Instead, leave a Linker
directive file named buname.Q.
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~NO_MAIN

Generate the Linker directive LINKN Z4SUBR instead of
LINKN Z4ROOT. Useful when the main program is
written in FORTRAN or COBOL.

Generate reentrant code (that is, separate code and
data).

-SL

Suppress the Load utility banner (see the description
below).

-START symbol

Generate the Linker directive START symbol. This
allows multiple bound unit entry points. Also useful
when the main program is written in FORTRAN or COBOL.

-SYM

Generate a symbolic history file buname.V (this
argument is passed to the Linker).

=SZ n

Reguest n additional 1024-word blocks of memory for
linking (where n may range from 1 to 44). Use of
this option can substantially reduce linking time for
large programs. Refer to the MOD 400 Application
Developer's Guide for suitable memory-size values.

-V
Display in-progress messages as the Load utility
begins each phase.

-W
Save Linker directive file.

-XREF

Create a cross-reference listing named buname.XREF.

If you specify this control argument, the Load
utility calls the Sort; ignore the Sort messages.
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DESCRIPTION:

The Load utility generates Linker directive files for C,
FORTRAN, or COBOL source units. If you don't wish to compile
and link directly from the C compiler (the default process),
you can use the Load utility to:

e Link C object units
e Prelink C object units.

The Load utility generates a Linker command file with a .Q
suffix, initializes external storage, and performs some
diagnostic checking.

When you invoke the utility, it displays this banner:

LOADER - n.n mm/dd/yy

where n.n is the release number and mm/dd/yy is the date on
which the Load utility bound unit was created.

Examples:
This is the minimum valid Load command:
LD OUTFILE -LK NAMEl

The following command line creates a Linker directive file
for the object units NAME1l and NAME2, but stops short of
creating the bound unit (by use of the -NL option). NAMEL
and NAME2 are in the directories named in the file LBDIR.
External names are resolved using the load map file MAPFILE.

LD OUTFILE -LK NAME1l NAME2 -LBIN LIBDIR -NL -MP MAPFILE

Load Maps:

A load map resolves external names when an object unit
contains more than one function definition, or when an object
unit has a name different from some function it contains.

For example, the default lcad map (>LDD>Z4CRT>Z4LDMP)
contains these entries:

Cos SIN
BRK Z4BRK

These entries specify that the cos function is located in the

object unit SIN.O, and that the brk function is located in
the object unit Z4BRK.O.
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When the Load utility locates an external name in an object
file, it searches the locad map (the one you specified in the
-MP argument, then the default system lcad map
>LDD>Z4CRT>Z4LDMP). If an entry for that external name is
found, the Load utility replaces it with the corresponding
name from the load map. It searches for an object unit by
that name in (1) the working directory, (2) any directories
specified in a -LB argument, and (3) the system directory
>LDD>Z4CRT.

To create your own load map, first create the file. A load
map must be a dynamic indexed sequential file with fixed-
length records. Here are sample commands to create such a
file and its index:

CR MYLOADMAP -DYN -LRSZ 256 -CISZ 512
CX MYLOADMAP.X MYLOADMAP -KLOC 1 -KSZ 6

MYLOADMAP is the data file; MYLOADMAP.X is the load map. To

use the load map, specify -MP MYLOADMAP.X in the Load command
line.

Then you can edit the data file to add entries, one per
line. Entries must correspond to this C structure:

struct loadmap_entry {
char external name[6];
char separator[2];

} char object_file[6];

where external name is the external name (the key field indi-
cated in the Create Index command above), separator is two
spaces, and object_file is the object unit name (NOT includ-
ing the .0 suffix). Therefore, the external names you enter
must be from one to six characters long, left-justified, and
blank-filled to six characters; two spaces must follow; and
the object unit name must be from one to six characters

long. All names must be in upper case.

Once you have populated the load map, you can print the data

file to view the entries in their original order, or the
index file to view the entries in key order.
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OLDLD

014 Load (OLDLD)

"01d" Load utility.

NOTES

1. The Load utility corresponds to the UNIX
Loader, and is a link editor. It is not to
be confused with the MOD 400 loader, which
causes execution of bound units.

2. This is the version of the Load utility
originally released with MOD 400 Release
3.1. While OLDLD is is significantly slower
and supports fewer features than LD, it
requires significantly less memory.

FORMAT:
OLDLD buname {-LKIN} path [ctl_arg]
-LK
ARGUMENTS:
buname

Name of the bound unit to be created.

-LK path

Specifies the names, separated by spaces, of one or
more object units to be linked into the bound unit.

Either this or the -LKIN argument is required.

This arqument and the -LKIN argument are mutually
exclusive.

-LKIN path

Specifies a file containing the names of one or more
object units to be linked into the bound unit.

Either this or the -LK argument is required.

This argument and the -LK argument are mutually
exclusive.
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[ctl_arg]

OLDLOAD

One or more of the following control arguments can be

entered, in any order:

-LB path

Specifies a library directory pathname. The library
directory contains object units to be linked into the

bound unit.

Default: The utility searches the system C library

>LDD>Z4CRT.

This argument and the -LBIN argument are mutually

exclusive.

-LBIN path

Specifies a file containing pathnames of library
directories. Library directories contain object
units to be linked into the bound unit. The utility

searches directories in this order:

1. The current working directory

2. Directories specified by -LBIN argument
3. The system C library directory >LDD>Z4CRT.

This argument and the -IB argument are mutually

exclusive.

Do not link the bound unit. Instead,
directive file named buname.Q.

-SZ n

leave a Linker l

Request n additional 1024-word blocks of memory for
linking (where n may range from 1 to 44). Use of
this option can substantially reduce linking time for
large programs. Refer to the MOD 400 Application
Developer's Guide for suitable memory-size values.

=XREF

Create a cross-reference listing named buname.XREF. '

3-23

Cw35-02



OLDLOAD

DESCRIPTION:

The 01d Load utility prepares and uses Linker directive files
for C source units. You can create bound units from C source
units directly from the C compiler (the default action); link
C object units using the Load utility; or stop after
prelinking C object units using the Load utility. The Load
utility generates a Linker command file with a .Q suffix,
initializes external storage, and performs some diagnostic
checking.

Example:
This is the minimum valid 0ld Load command:

LD OUTFILE -LK NAMEl
The following command line creates a Linker directive file
for the object units NAMEl and NAME2, but stops short of
creating the bound unit (by use of the -NL argument). NAMEl
and NAME2 are in the directories named in the file LBDIR.

LD OUTFILE -LK NAMEl NAME2 -LBIN LIBDIR -NL
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Set C Variable (SET_ENV)

Set C variable.

FORMAT:
SET_ENV name [value]

ARGUMENTS:

name
The name of the variable to be set. The name argument
must begin with a dollar sign (§), an underscore (_), or
a letter. The rest of the characters must be dollar
signs, underscores, letters, or digits. The name
argument must not be more than 32 characters long.

[value]

The value to which name is set. If the value argument is
omitted, a null string is assumed.

DESCRIPTION:

The Set C Variable command sets a value which you can then
pass to a C program.
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Section 4

THE C STANDARD
LIBRARY

This section lists the standard functions and subroutines
provided with the MOD 400 C compiler.

The routines provided with the C compiler attempt to present
C programs with the same interface they would enjoy under UNIX.
However, due to the inherent differences in the two operating
systems, some routines are altered, have restrictions not found
on UNIX, or are not supported at all. For instance, routines
that involve pathnames adhere to MOD 400 pathname conventions,
not UNIX pathname conventions; the process-management functions
(for example, fork) are available only to tasks running in a
MOD 400 swappool; and functions involving the UNIX "super user"
(for example, getpass and some elements of kill) are not allowed
under MOD 400 at all. Also excluded are these functions:

Data base

Multiplexed-£file

Multiprecision integer arithmetic
Plotter 1/0 .

Packet driver

Interprocess communication
Semaphore

Archive

X.25.
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Table 4-1 lists C system functions and subroutines, sorted by
name; Table 4-2 lists the same functions sorted by function
group. Table 4-3 lists commonly used UNIX system functions
(taken from System V UNIX) not supported under MOD 400 C.

... 'The MOD 400 standard C include directories are. located in . . . . _._

>UDD>account ID>INCLUDE and >LDD>INCLUDE.

Table 4-1. MOD 400 C Standard Library (Sorted by Name)

Function
Name Function Group

a641l Convert base-64 ASCII to long String
abort Generate IOT fault Process

abs Absolute value of integer Mathematical
access Determine accessibility of file File control
acos Arc cosine Mathematical
alarm Schedule signal after interval Process
alloc Main memory allocation Storage
asctime Convert time to ASCII System

asin Arc sin ‘Mathematical
atan Arc tangent Mathematical
‘atan2 Arc tangent Mathematical
atof Convert ASCII to floatlng-p01nt String

atoi Convert ASCII to integer String

atol Convert ASCII to long integer String

brk Change memory allocation Storage
bsearch Binary search String
calloc Main memory allocation Storage

ceil Ceiling function Mathematical
chdir Change working directory File control
chown Change owner Process
clearerr File status inquiry Input/output
close Close file File control
cos Cosine Mathematical
cosh Hyperbolic cosine Mathematical
creat Create new file File control
crypt DES encryption System
ctime Convert date/time to ASCII System

dup Duplicate open file descriptor File control
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Table 4-1 (cont). MOD 400 C Standard Library (Sorted by Name)

Function

Name Function Group
ecvt Output conversion String
encrypt DES encryption System
endgrent Close group file File control
endpwent Close password file System
equal_name | Equal-names convention File control
erf Return error function of arg Mathematical
erfc Return l=-erf(x) Mathematical
errno Error message number System
execl Execute a file Process
execle Execute a file Process
execlp Execute a file Process
execv Execute a file Process
execve Execute a file Process
execvp Execute a file Process
exit Terminate a process Process
exp Exponential function Mathematical
fabs Absolute value of real value Mathematical
fclose Close a file Input/output
fentl Control over open files File control
fevt Output conversion String
fdopen Open a file Input/output
feof File status inquiry Input/output
ferror File status inquiry Input/output
£flush - Flush a file Input/output
fgetc Get character from word or file Input/output
fgets Get string from file Input/output
fileno File status inguiry Input/output
find_file Find a file File control
floor Floor function Mathematical
fmod Return remainder function (a/b) Mathematical
fopen Open a file Input/output
fork Spawn a new process Process
fprintf Formatted output conversion Input/output
fputc Put character or word on file Input/output
fputs Put string on file Input/output
fread Buffered binary input Input/output
free Main memory allocation Storage
freopen Reopen a file Input/output
frexp Split into mantissa and exponent Mathematical
fscanf Formatted input conversion Input/output
fstat Get file status File control
fwrite Buffered binary output Input/output
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Table 4-1 (cont). MOD 400 C Standard Library (Sorted by Name)

Function

Name Function Group
gamma Log absolute value gamma function Mathematical
gcvt Output conversion String
getc Get character from word or file Input/output
getchar Get character from word or file Input/output
getcwd Get current working directory File control
getdir Get pathname of system directory System
getegid Get effective group ID Process
getenv Get environment name Process
geteuid Get effective user ID Process
getgid Get group ID Process
getgrent Get group file entry File control
getgrgid Get group file entry File control
getgrnam Get group file entry File control
getlogin Get login name Process
getopt Get option letter from arg String
getpgrp Get process group Process
getpid Get process ID Process
getppid Get parent process ID Process
getpwent Get password record entry System
getpwnam Get password record by login name System
getpwuid Get password record. by user ID System
getptcb Get parent TCB : System
gets Get string from file Input/output
getr Get record Input/output
gettcb Get TCB System
getuid Get user ID Process
getw Get word from file Input/output
gmtime Convert to Greenwich Mean Time System
hypot Euclidean distance Mathematical
init_mem Initialize memory Storage
isalnum Character classification String
isalpha Character classification String
isascii Character classification String
isascii8 Character classification String
isatty Get name of terminal System
iscntrl Character classification String
isdigit Character classification String
isgraph Character classification String
islower Character classification String
isprint Character classification String
ispunct Character classification String
isspace Character classification String
isupper Character classification String
isxdigit Character classification String
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Table 4-1 (cont). MOD 400 C Standard Library (Sorted by Name)

Function

Name Function Group
j0 Bessel function Mathematical
jl Bessel function Mathematical
jn Bessel function Mathematical
kill Send signal to process Process
13tol Convert 3-byte integer to long Storage
l64a Convert long to base-64 ASCII string | String
ldexp Split into mantissa and exponent Mathematical
lgdiv Long divide Mathematical
lgmul Long multiply Mathematical
lgrem Long remainder Mathematical
link Link to a file File control
localtime "Convert date/time to local time System
log Natural logarithm Mathematical
loglO Common logarithm Mathematical
longjmp Non-local goto System
lsearch linear search File control
ltol3 Convert long integer to 3-byte Storage
malloc’ Main memory allocator Storage
mcl Execute MOD 400 macrocall System
memccpy Memory-to-memory copy Storage
memchr Point to character in memory Storage
memcmp Compare memory areas Storage
memcpy Memory-to-memory copy Storage
memset Initialize memory Storage
mktemp Make unigue file name File control
modf Split into mantissa and exponent Mathematical
open Open file File control
pause Stop until signal Process
perror Print system error message System
pipe Interprocess communication Process
posr Position file record pointer. Input/output
pow Power function Mathematical
printf Formatted output conversion Input/output
pthtoé Convert UNIX pathname to MOD 400 System
putc Put character or word on file Input/output
putchar Put character or word on file Input/output
putr Put record on a file Input/output
puts Put string on file Input/output
putw Put word on file Input/output
gsort Quicker sort System
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‘Table 4-1 (cont). MOD 400 C Standard Library (Sorted by Name)

Function
Name Function Group
rand Random number generator Mathematical
read Read from a file Input/output
realloc Reallocate memory Storage
runl Create new process Process
runlp Create new process Process
runv Create new process Process
runvp Create new process Process
same_file Compare pathnames File control
sbrk Change memory allocation Storage
scanf Formatted input conversion Input/output
send_sig Send signal to process Process
setbuf Assign buffering to a file Input/output
setgrent Rewind group file Process
setjmp Prepare for non-local goto System
setkey DES encryption _ System
setprint Set print attribute of stream Process
setpwent Rewind password file System
signal Catch signal Process
sin Sine Mathematical
sinh Hyperbolic sine Mathematical
sleep Suspend execution for interval Process
smopen Open for block read/write File control
smread Read block ' File control
smwrit Write block File control
sprintf Formatted output conversion Input/output
sqrt Square root Mathematical
srand Random number generator Mathematical
sscanf Formatted input conversion Input/output

star_check
star_match
star_name
stat
strcat
strchr
strcmp
strcpy
strcspn
strlen
strncat
strncmp
strncpy
strpbrk
strrchr
strspn
strtok
swab

Validate star name

Validate and match star name
List star name matches

Get file status
Character-string concatenation
First C occurrence

Compare

Copy

Compare length of strings
Length

Concatenate N characters
Compare N characters

Copy N characters

Find first S; in Sy

First C occurrence

Length of S; substr of S chars
Token separator

Swap bytes

File control
File control
File control
File control
String
String
String
String
String
String
String
String
String
String
String
String
String
String
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Table 4-1 (cont).

MOD 400 C Standard Library (Sorted by Name)

. Function

Name Function Group
sys_errlist | Vector of system error messages System
sys_nerr Largest system error message number System
system Execute a command line System
tan Tangent : Mathematical
tanh Hyperbolic tangent Mathematical
time Get time Process
tmpnam Create temporary file name File control
toascii Character translation String
tolower Character translation String
toupper Character translation String
ttyname Get name of terminal System
tzset Set time zone System
ucf_defc Create file File control
ucf_defr Create file File control
ucf_finish | Create file File control
ucf_init Create file File control
uldiv Long unsigned divide Mathematical
ulrem Long unsigned remainder Mathematical
umemchr Point to character in memory Storage
umemcmp Compare memory areas Storage
umemcpy Memory-to-memory Copy Storage
umemset Initialize memory Storage
ungetc Push character back into input file Input/output
unlink<ns1:XMLFault xmlns:ns1="http://cxf.apache.org/bindings/xformat"><ns1:faultstring xmlns:ns1="http://cxf.apache.org/bindings/xformat">java.lang.OutOfMemoryError: Java heap space</ns1:faultstring></ns1:XMLFault>