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I. INTRODUCTION

Since the beginning of Newell, Simon, and Shaw's list processing
language, IPL, in 1954, the role of symbol manipulation languages in com-
puter applications has become increcasingly important. In 1965, a LISP
interpreter was implemented on the Burroughs B 5500 here at Georgia Tech.
For several years, it was used quite successfully in classroom instruction
and in a few small scale symbol manipulation applications. Since the inter-
preter was too slow and too restrictive for any large scale applications, a
decision was made to implement a high level symbol manipulation language by
extending the existing, and excellent, B 5500 ALGOL compiler. The result
was GIL, an acronym for Georgia Tech Language.

The GTL compiler is truly an extension of the Burroughs B 5500 ALGOL
compiler; hence, it contains all features of Burroughs Extended ALGOL. (As
used at Georgia Tech, STREAM PROCEDURES are prohibited.) Only one class of
exception exists. The addition of certain GTL constructs to the ALGOL
compiler has introduced new reserved words which cannot be used as defined
identifiers by the programmer. These words are CAR, CDR, COMPLEX, CTR, EQ,
FIELD, NEQL, NIL, RECORD, STRING, and SYMBOL.

In addition to its symbol manipulation capabilities, GTL also contains
significant extensions to B 5500 ALGOL for numeric computation. GTL contains
facilities for: double precision, complex, and double precision complex
arithmetic; string manipulation; list processing (a non-standard version of
LISP 2); record processing (linked disk records or "plex" processing);
syntax-directed parsing; extended input-output functions (including special

functions for remote terminal files); and other miscellaneous ALGOL
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extensions (including additional intrinsic functions, the BASIC compiler
matrix functions, an efficient means of swapping the contents of two arrays,
a random number generator, and several other useful constructs).

Almost all of the major features of GTL were implemented prior to 1970.
Some of the miscellaneous extensions, some of the inevitable error correc-
tions, and updates to later versions of the ALGOL compiler have been accom-
plished since that time. All the features of GTL, as described in this
manual, are currently being used by a large number of Georgia Tech students,
faculty, and research workers. It is currently running under the Burroughs
Mark XII Data Communications and Time Sharing Master Control Programs.*

Most of the features of GTL were implemented and made operational in
successive stages. As each new feature was implemented it was described in
a separate publication. Altogether, ten of these preliminary draft manuals
were published between May 1968 and December 1969. The contents of these
ten preliminary drafts have been consolidated into this single manual with
a small amount of editing, rearrangement, and with the incorporation of
some new material. The preliminary drafts are now obsolete, and this manual
should be considered the official and complete documentation for GTL.

Comments, suggestions, or corrections to this manual or the GTL language
are welcomed and should be forwarded to the Director, Information and

Computer Science, Georgia Institute of Technology, Atlanta, Georgia 30332.

*As of November 1971, GTL is being updated to Mark XIII.O which provides
a new COMPLEX Polish statement. Since this conflicts with the more convenient
GTL COMPLEX construct, it is planned to omit this particular Mark XIII.0 feature.
With this omission, GTL will no longer be a true extension of Burroughs ALGOL.
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IT. MISCELLANEOUS EXTENSIONS OF ALGOL

The GTL system contains a number of miscellaneous extensions of the
ALGOL framework in which it is embedded. Those are described in detail

below.

2.1 SINGLE PRECISION STANDARD FUNCTIONS
In addition to the standard (or "intrinsic") functions already provided
by the B 5500 ALGOL compiler, GTL provides the following new single precision

standard functions:

Name Meaning

LOG logarithm (base 10)
ARCSIN inverse sine

ARCOS inverse cosine

TAN tangent

COTAN cotangent

SINH hyperbolic sine
COSH hyperbolic cosine
TANH hyperbolic tangent
GAMMA gamma function
LNGAMMA natural logarithm of gamma function
ERRORF error function

2.2 CASE EXPRESSION
The syntax of expressions of type REAL, BOOLEAN, DOUBLE, COMPLEX, DOUBLE
COMPLEX, SYMBOL, and "reference" (disk record address) has been extended by

the inclusion of the '"CASE expression', an expression having the same form
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as the CASE statement of Burroughs Extended ALGOL with the statements
replaced by expressions of the appropriate type. For example, if X, Y, and Z

are REAL variables, then
CASE J OF BEGIN X; Y; Z; END

is an expression of type REAL, the value of which is the value of X if J is O,

Y if Jis 1, or Z if J is 2, or an error termination otherwise,

2.3 FOR STATEMENT

The syntax of the FOR statement has been extended by allowing a single
unsigned integer or simple variable to appear bétween the FOR and DO,
indicating that the controlled statement is to be executed the number of times
given by the value of the variable or integer. For example, if X is a real

variable which has a value of 100, then

FOR X DO STMT

FOR 100 DO STMT
both have the effect of causing STMI to be executed 100 times.

2.4 EXIT STATEMENT
The word EXIT may be used in any block which is not a procedure body to
cause an immediate exit from that block. The EXIT statement may appear any=-

where in the block and may appear any number of times.

2.5 RETURN STATEMENT
The RETURN statement may be used to cause an immediate exit from any

procedure in which it appears., If the procedure is typed, then the procedure
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is given the value of the expression immediately following the word RETURN.

The RETURN statement may appear anywhere in the procedure declaration and may
appear any number of times (if the RETURN statement appears in a block, then
that block must constitute the procedure body). For example, the LISP func-

tion MEMBER (a GTL standard function) may be defined as

BOOLEAN PROCEDURE MEMBER (X,Y); VALUE X,Y; SYMBOL X,Y;

FOR Y IN Y DO IF X = Y THEN RETURN TRUE

2.6 ERROR STATEMENT

A convenient way of providing an immediate exit from any point in a
program in which an error condition is detected is the ERROR statement. An
execution of the ERROR statement will cause the value of its argument to be
printed in a 2 character alpha format, together with the segment and relative
address in the program of the ERROR statement. After the execution of the
ERROR statement the program is immediately terminated. For example, execution

of

ERROR ("E3")

will cause "E3" to be printed and the program to be terminated.

2.7 MATRIX MANIPULATION

GTL provides a limited amount of matrix manipulation (using the intrinsic
functions provided by Burroughs for the BASIC compiler). The matrix opera-
tions are addition, subtraction, multiplication, inversion, transposition,

and assignment. There are 10 basic constructs which are illustrated below.



ARRAY A,B,C[0:10,0:10] sample declaration

1) A:=B + C addition

2) A:=B - C subtraction

3) A:=B ®C multiplication

4) A:=1/B matrix inversion

5) A:=B * transpose

6) A:= B ® primary multiplication by a scalar
7) A:=B simple assignment

8) A:= IDN identity matrix assignment
9) A:= ZER zero matrix assignment

10) A:= COHN unit matrix assignment

where primary is any arithmetic primary; e.g.,

>
Il

B ®2

>
1l

B ® (SIN(X) + 1)

All arrays must be two dimensional and may never be specified as SAVE.
The lower bounds of the arrays must be declared to be 0; however, they are
treated as if they had lower bounds of 1; for example, the arrays declared
above are considered to be 1 by 10 matrices. The intrinsic functions use

the declared sizes of the arrays for their activities, not the amount of

information the programmer has placed into the arrays, necessarily.
The last four modes of assignment are vastly more efficient than the
equivalent open GTIL code and should be used whenever that type of assignment

is desired.
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2,8 POWERS OF TEN TABLE
GTL provides access to a table containing powers of ten. It may be

referenced with a construct of the form

TEN[ aexp ]

where aexp represents an arithmetic expression which, when integerized, will
have a value from zero to 69. The value of this subscript should be the

(integral) power of ten desired:

TEN[aexp] is equivalent to 10 * (aexp)

1/TEN[aexp] is equivalent to 10 * (-(aexp))

When used in a double precision context, it yields a double precision value;
in a single precision context, its value is the double precision value
truncated to a single word.

The use of this construct is encouraged since it provides a much more
efficient means of calculating a power of ten than do the alternate forms.
The object program uses the powers of ten table for I/0 conversion, so its

use will not further increase core requirements,

2.9 SWAP STATEMENT
The fastest and easiest way to swap two two-dimensional arrays is by

the following construct:
SWAP(A1,A2)

where Al and A2 are two array identifiers. The effect is to swap the contents
and sizes of the two arrays. The actual implementation swaps only the

pointers to the arrays, rather than the information in the arrays themselves.



2.10 RANDOM NUMBER GENERATOR
GTL contains a built-in random number generator which the programmer

may reference directly through the arithmetic primary
CONVAL(0)

Each call on CONVAL(O) will generate a new random number between 0 and 1,

but never 1. The arithmetic primary
CONVAL (1)

will return the previously-generated random number and will not generate
a new one, If it is desired to change the stream of random numbers being
generated, an alternate form of CONVAL(O) may be used, involving the following

arithmetic primary
CONVAL (0,ae)

Depending on the value of ae, a different seed for random number generation
will be used. 1In many applications, the following special form of CONVAL

is used once at the beginning of the program:
CONVAL (0,TIME (4))

This presents the program with one of 64 different streams of random numbers,
usually different each time the program is used, dependent upon the machine

clock.
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2.11 STATEMENT LINE NUMBER DETERMINATION
The line number of the current statement in a program may be accessed

through the arithmetic primary

LINENUMBER

This is convenient in many applications, especially for debugging. If the

programmer defines this identifier for his own use, it loses this meaning.
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III. DOUBLE PRECISION ARITHMETIC

3.1 INTRODUCTION
In GTL, the declarator DOUBLE may be used in the same manner in which

the declarator REAL is used in an ALGOL program. For example:

DOUBLE X, Y, Z
DOUBLE ARRAY DR[0:99]
DOUBLE PROCEDURE DSINH (X); VALUE X; DOUBLE X;
BEGIN DOUBLE Y;
DSINH:= ((Y:= EXP(X)) - 1.0/Y) ® .5

END

Calculations with such variables, elements of arrays, and procedure
values will automatically be done in double precision, subject to the
rules of context (Subsection 3.6) and the available double precision
operators and standard functions (Subsections 3.3, 3.4, 3.5). The Input-

Output mechanism (Section IX) facilitates reading and writing double values.

3.2 TFORM FOR DOUBLE EXPRESSIONS

A double expression has the form of an ordinary ALGOL arithmetic
expression with double primaries and/or single precision primaries. A
double primary can be a double variable, a double function designator (a call
on a double-valued procedure or on a double standard function with its
actual parameters, if any), a double assignment statgment, a double expression
within parentheses, READN in a double context (see Subsection 3.6 for con~
text rules and Section IX for READN), or a constant appearing in a double

context.
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3.3 DOUBLE ARITHMETIC OPERATORS
The operators available for double precision arithmetic are +, -, ®, /,
and MOD. DIV may be used between double primaries, but the calculation of

the result will always be done in single precision.

3.4 DOUBLE RELATIONAL OPERATORS

All the relational operators, =, #, <, >, <, =, and their mnemonics,
are available for double precision comparison. A comparison is a double
precision comparison only when the expression on the left hand side of the
relational operator is a double variable, double procedure, or double
assignment statement. A double assignment statement is one in which the

leftmost variable is double.

3.5 DOUBLE STANDARD FUNCTIONS
The available standard (or "intrinsic') functions of double expressions

are as follows:

FUNCTION MEANING

cos cosine .

SIN sine

EXP exponential function

LN natural logarithm

LOG common logarithm

SQRT square root

ARCTAN inverse tangent

LOPART least significant part of double value
HIPART most significant part of double value
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The other functions available for single precision can be applied to
double expressions, but the calculation of the function value will always

be performed in single precision.

3.6 RULES OF CONTEXT

Whether single or double precision calculations are performed to
evaluate an arithmetic expression depends on whether the arithmetic expres-
sion is in a single or double context. If the context is single, the
calculations are done in single precision. If the context is double, all
the calculations are done in double precision except for the operator DIV
and intrinsic functions not avilable in double (which are done in single
precision). When a double variable or double procedure is used in a single
precision context, the double value is normalized and truncated to a single
precision value. When a single precision variable, procedure, or standard
function is used in a double context, it is converted to a double precision
operand by setting the least significant part of the double operand to zero.

An arithmetic expression is in a double context in any one of the
following cases and is otherwise in a single context:

1) 1If the arithmetic expression is on the right hand side of
a := in an assignment statement, it is in a double context if, and only if,
the variable immediately to the left of the := is a double variable.

2) 1If the arithmetic expression is an argument of a procedure
for which the corresponding formal parameter is double, the arithmetic
expression is in double context.

3) 1If the arithmetic expression is the expression on the right hand
side of the relational operator of a double precision comparison (see Sub=-

section 3.4).
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3.7 DOUBLE PRECISION INPUT-OUTPUT

Ordinary ALGOL READ statements can be used to read single precision
numbers to be used in double context, and ordinary ALGOL WRITE statements
can be used to write a double value in single precision. ALGOL READ and
WRITE statements cannot read and write double pfecision numbers. However,
the I/0 facilities of GTL facilitate the reading of double numbers and the
writing of double numbers and editing phrases.

The GTL Input-Output system provides a very flexible and powerful means
of reading and writing many types of data using any of the files which can
be declared in normal ALGOL. The system is described in detail in Section IX

of this manual.

3.8 RESTRICTIONS

If a double formal parameter is call-by-name and the corresponding
actual parameter is a variable, this variable must be double,

If the actual procedure corresponding to a formal procedure is to
have a double parameter, then in the actual procedure, that parameter must
be double call-by-value, and the expression used as the corresponding para-
meter of the formal procedure must begin with a double variable. When the
formal procedure and its double arguments are compiled, the compiler will
print a warning message indicating the requisite type of the corresponding

actual parameter of the actual procedure.

3.9 EXAMPLE PROGRAM

The following example double precision program is not intended to
represent a practical program, but merely serves to illustrate some of
the GIL double precision constructs. The GIL Input-Output system, which is

described in Section IX, is also included in the example.
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BEGIN CUCMMENT  FIND DOUBLE PRECTSINN KCOTS CF SLARRATIC EGUATICNS

FILE IN INCD (2,103
STRING CRND(RO)S
FILE UUT PRINTER 16(2s15)3
STRING LIN (1203
REAL JoK3j
PRGCEDURE QUADSOLVE(AsHB,C)3
VALUF A,R»C3
NCUBLF AsR»C3
BEGIM
NCUBLE D3
PRINT A»B,CJ
JF D t= B « 2 = 4 %X A x C < 0O THEN
PRINT SPACE(IC) #COMPILFy REQOTS2
ELSE
BEGIN
C 2= (D 1= SART(N) + BY / & = 2 »x b 3
B s= (D = 8) , A 3
PRINT #rEAL ROCTSs % By C3
ENDS
END OF GUADSOLVES
INPUTCINCD,CRD» 803
OUTPUTCPRINTERSLIN2120)3
PRINT #QUADSNLVE PROGRAMY#;
COMMENT READ IN NUMBER OF TRTPLES TC EBF RFAL IN3
K = REALCNS
FUR Jt=1 STEP 1 UNTIL x DO QUANSOLVECRFARN,REACN,REANN) S
END,

THE PROGRAM HAD THE FOLLOWING CARD INPLT:

5
1 2 3 .002 3,14 442 .001 41 .1 «01 01 201 .08 C€ (7

AND THE QUTPUT LISTING wAS:

QUADSOLVE PROGRAM
123
COMFLEX RQOCTS
2€=3 34,14 ,47?
REAL KODTS: 7.,84866230640610502244262 1.569866230€4061C5C27244¢€3
1@'3 o1 .1
REAL RODTSt 4.898597948556635619639461 9.89857G048556635619639461
1g=2 lg=2 le=2
COMPLEX RQOOTS
8e=¢ 6@=2 Te=2
COMPLEX RQOOTS
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IV. COMPLEX ARITHMETIC

4,1 INTRODUCTION
In GTL, the declarator COMPLEX may be used in the same manner in which the

declarator REAL is used in an ALGOL program. For example,

COMPLEX Y
COMPLEX ARRAY A[0:5]
COMPLEX PROCEDURE ROOT1(A,B,C);
VALUE A,B,C;
REAL A,B,C;

ROOT1 := (-B + SQRT(B*2 - 4@RARC))/(2®A)

Such variables, elements of arrays, and procedure values will be automatically
treated as complex numbers and may be used in the same manner as reals.

The Input-Output mechanism (Section IX) facilitates reading and
writing complex values.

Cdmplex arithmetic in double precision is also available (Subsection

4.7).

4.2 FORM FOR COMPLEX EXPRESSIONS

A complex expression has the form of an ordinary ALGOL arithmetic
expression with complex primaries, with the exception of exponentiation (*),
in which case the exponent must be real. (In other words, in A*B, A may be
complex but B must be real.)

A complex primary can be an ordinary real-valued primary, a complex
variable, a complex function designator (a call on a complex~-valued

procedure or on a complex standard (intrinsic) function with actual



parameters, if any), a complex assignment statement, a complex expression
within parentheses, or :complex primary. The colon (:) in a complex primary
indicates multiplication by i; i.e., the : is syntactically equivalent to
SQRT(-1)®. For example, if X is a complex variable and X :=3+:7, then

the real part of X is 3 and the imaginary part is 7. Since the colon means
"i times," it must be followed by a primary; 7:, for instance, has no
meaning.

Examples of complex expressions, where A and B are real variables and

X and Y are complex variables:

A+:B
X/Y

COS (X+A) + :SIN(:ARG(X))

(X+Y)*
::A - B (i.e., =A-B)
X + :(A+B)

4.3 COMPLEX ARITHMETIC OPERATORS

The operators are +, -, ®, /, *, MOD, DIV. The meaning of the operators
is illustrated by the table of equivalent algebraic expressions given below,
where Z1 and Z2 are complex numbers such that Z1 = a + ib and Z2 = ¢ + id

and a,b,c,d, and R are real numbers.

EXPRESSTON DEFINITION

21+7Z2 (a+c) + i(b+d)
Z1-72 (a=c) + i(b=d)
21872 (ac-bd) + i(bc+ad)

(ac+bd) i(bc=-ad)
(E+) T (E+d)

Z1/z22



Rei R arg(Zl)

Z1*R |21|
Z1 MOD Z2 (ac+bd)MOD (c®+d®) + i ((bc-ad)MOD (c®+d?))
Z1 DIV z2 (ac+bd)DIV(c®+d®) + i ((bc-ad)DIV(c®+d®))

4.4 COMPLEX RELATIONAL OPERATORS

Two relational operators, = and #, and their mnemonics, are available
for complex comparisons. Two complex expressions A and B are = if and only
if the real part of A is equal to the real part of B and if the imaginary
part of A is equal to the imaginary part of B. Otherwise, the # relation is
true. The left hand side of a complex relation must be a complex variable
(including complex array elements) or a complex assignment statement
(i.e., the leftmost variable must be a complex variable) and the right hand
side can be any complex expression (including reals). For example, if X
is complex and A is real, then X=A only if the real part of X equals A and

if the imaginary part of X is zero.

4.5 COMPLEX STANDARD FUNCTIONS
The available intrinsic functions of complex expressions are given

in the following chart. Assume X:= 1+:1 and Y:= 3+:4.

FUNCTION MEANING TYPE OF RESULT EXAMPLE

ABS absolute value real ABS(Y) =5

ARG argument real ARG(X) = .78540
CONJ conjugate complex CONJ(X+Y) = 4-:5
SQRT principal complex SQRT(:20-21) = 2+:5
IMAGPART imaginary part real IMAGPART (Y) = 4
REALPART real part . real ' REALPART(Y) = 3
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FUNCTION MEANING TYPE OF RESULT EXAMPLE

SIN sine complex SIN(X) = 1.2984 + :.63496
Ccos cosine complex COS(X) = .83373 - :.98890
EXP exponential function complex EXP(X) = 1.4687 + :2.2874
LN principal value of complex LN(X) = .34657 + :78540

natural logarithm

4.6 COMPLEX INPUT-OUTPUT

Ordinary ALGOL READ and WRITE statements can be used to read and write
complex numbers if the real parts and the imaginary parts of the numbers
are read and written separately as real numbers., However, the I/0 facilities
of GTIL facilitate the reading of complex numbers and the writing of complex
numbers and editing phrases.

The GTIL Input-Output system provides a very flexible and powerful means
of reading and writing many types of data using any of the files which can
be declared in normal ALGOL. The system is described in detail in Section IX

of this manual.

4.7 DOUBLE COMPLEX DECLARATOR

In a GTL program, COMPLEX declarations may be replaced by DOUBLE COMPLEX
declarations for complex arithmetic in double precision. The "Rules of
'Context" described in Subsection 3.6 of this manual apply. The arithmetic
operators available for DOUBLE precision COMPLEX are +, -, ®, /, *, MOD;
the relational operators are = and # and their mnemonics, and the intrinsic
functions are REALPART, IMAGPART, ARG, ABS, CONJ. All the other operators
and functions available for complex can be applied to DOUBLE COMPLEX, but
the calculation will be done in single precision. When a DOUBLE COMPLEX
variable, assignment statement, or typed procedure appears in the list of

a PRINT statement, the real and imaginary parts are printed in double precision.

b=4



4.8 RESTRICTIONS

If a complex parameter is call-by-name and the actual parameter
expression is a single variable, this variable must be complex.

If the actual procedure corresponding to a formal procedure is to
have a complex parameter, then in the actual procedure, that parameter
must be complex call-by-value and the expression used as the corresponding
parameter of the formal procedure must begin with a complex variable. When
the formal procedure and its complex arguments are compiled, the compiler
will print a warning message indicating the requisite type of the corres-

ponding actual parameter of the actual procedure.

4.9 EXAMPLE PROGRAM

The following example program uses a simplified portion of Robert
Rodman's "Muller's Method for Finding Roots of an Arbitrary Function,"
(Algorithm 196, CACM, Vol. 6, August 1963), which finds real and complex
roots of an arbitrary function. Given the starting values Pl, P2, and P3,
a limit MXM on the number of iterations, and convergence criteria EPl and
EP2, the procedure Muller listed below attempts to find a root to the func-
tion FUNCTION. This example also illustrates the GIL Input-Output system as
described in Section IX. A listing of the compilation of the complete
program and output is given. The card input was the following set of num-
bers, in order:

-1 01 30 @-8 @-8

The compilation listing is as follows:



BEGLN
Flbe In INFILE (221Q)3
FILE UUT LINE 16(C4,15)3
STRING CRU(B0)sLINC120);
COMELEX PKUCELUKE SPF(A»B)3;
VALUE A»bj
COMPLEX Asgs
dEGIN
A = SQRTCA)D3
RETURN IF AbS(B+A) < ABS(H=A) THEN B=A ELSE B+Aj
ENC OF SPH
PROCEUURE MULLER(P1,PZsF3,MXMsEPL1,EP2,FUNCTION);
VALUE P1sP2sP3sMXMIEPL1,EPZ}
REAL P1sPZ2sP3,EPL1SEPZ;
INTEGER MXM3
CUMPLEX PROCEDURE FUNCTIONS
BEGIN
INTEGER ITC/
COMPLEX X1oX2sX30T1lpFX1oFX2sFX3sKoLAMsDEL»GS
LABEL MSsMBsME;
X1 3= P13 X2 t= PZ2; X3 t= P33
Fxl1 = FUNCTICN(X1):
FX2 8= FUNCIICNCXz)3
FX3 8= FUNCTICN(X3))
H 8= X3 = Xéi
LAM 3= IF X¢ EQL X1 THEN 1 ELSE K / (X2 = X1);
DEL t= LAM + 1;
My 3 IF FX1 EQL FX2 ANU FX2 EGL FXJ3 THEN
BEGIN LAM 8= 1; GO T0 M8; END3
Ty 3= 4 x Fad x Deb x LAM x (FXx1 x LAM = Fx2 x CEL + FXx3)J)5
G 8= LAM X LAM % FX1 = DEL X DEL X FXZ 4 FX3 x (LAM 4 QEL)J
LAM 8= (=2 X FX3 X DEL) / SPF(G X G + T1» G)J
Mg ITC ¢= ITC + 13
X1 33 X23 Xe¢ 3= X35 FX1 3= FX23 FXZ t= FX33
H t= LAVM X h3J
MéE S UEL 8= LAM + 13 X3 3= X2 + H} FX3 82 FUNCTICN(X3)}
IF FX2 NEQ U THEN
IF ABS(FX3/FXZ) GIR 10 THEN
BEGIN LAM 3= LAM s 23 H 33 H s 23 GC 10 Mgs ENUS
IF ABS((X3=x2)/Xx2) GTR EP1 AND ABS(FX3) GTR EP2 AnU ITC LSS MxM
THEN GO TO MY}
PRINT #THE KOCT FUUND IS#» SPACEC(S)» X33
PRINT #THE FUNCTIUN EVALUATED AT THIS PCINT 1S#, SPACE(D5)s FX33
END OF MULLERS
CUMPLEX PROCECURE F(Z)3
VALUE Zj
COMPLEX &)
RETURN ZXOZXCZ2XC2x(Z2x(Z2XCZxCZ+41)+43)42)+3)=1)+43)m2)413
COMMENT END OF DECLARATIONSS
INPUT(INFILESCRD280)}
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UGTPUTCLINESLINS1CU)S
NTS(*»11)3
MULLERCKREADNSREADNS READNSREADNSREACNSREACN,F )

EnG,
THE QUTPUT FRUM THE PROGKAM LOUKS LIKE THISH
THE RuLT FOUNL 1S 01675853/5026
THE FUNCTION EVALUATED Al THIS PQINT IS 2,C053Clekudz
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V. STRING PROCESSING

5.1 STRING VARIABLES

5.1.1 Simple String Variables and Arrays

In GIL, a string variable contains a string of characters; just as in
ALGOL a variable of type REAL contains a number. String variables are
declared with declarator STRING in the same forms as REAL, INTEGER, and
BOOLEAN variables in ALGOL. The declaration of string variables which are
not formal parameters of a procedure must also contain a "size part'" which
specifies the size of a string variable, i.e., the maximum number of
characters which a string variable can contain. The simplest form of the
size part is an unsigned integer enclosed in parentheses. The syntax of the

string variable declaration is illustrated by the following examples:

STRING STR(5)

STRING CARD1, CARD2(80), LINE(120)
OWN STRING TEMP(26)

STRING ARRAY SR[0:9](10)

STRING ARRAY SA1, SA2 [1:100](8)

Thus the simple string variable STR can contain at most 5 characters, CARD1
and CARD2 at most 80 characters, etc. The specification OWN in this context
has the same functional meaning as other types of OWN variables in ALGOL.
Similarly, each element of the string array SR can contain at most 10
characters.

The size of a string variable cannot exceed 8184 characters.
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5.1.2 Substring Variables

The declaration of a string variable which is not a formal parameter

of a procedure may contain the declaration of a substring variable. A
substring variable is a string variable which references only a fixed part
of (a "substring" of) the string variable which is declared. The substring
variable identifier appears in the size part of the string declaration.
The size part of the string variable declaration may now be defined as a
list of one or more string length specifications enclosed in parentheses.
Each string length specification is either

1) an unsigned integer, or

2) a substring variable identifier followed by a size part.
Two or more string length specifications are separated by commas. The sum
of the unsigned integers in the size part determines the length of the

string being declared. For example,
STRING A(9, B(14), 7)

means that A is a string variable which can contain at most 30 characters,
and B is a string variable which is a substring of A containing at most 14
characters., The sum of the string length specifications occurring before

the substring variable identifier determines the number of character posi-
tions to be skipped in the main string before reaching the starting character
position of the substring. The character positions of a string variable

may be illustrated graphically by a set of contiguous '"boxes'', each box
representing a single character position. Thus, the string variable A and

its substring B, may be displayed graphically as follows:



A (30 characters)

1 ? 3 4 5 3 7 8 9 0 11 12 13 14 15 6 17 18 19 20 21 77- ?] ?{ 25 2? 27 28 29 30
| [j LL lT !l ]

. | :
11 IR |

B (14 characters)

Note that the definition of the size part allows the declaration of
substring variables to be 'mested"; i.e., a substring variable may contain

a substring variable. For example,
STRING ST(STA(14),3,STB(2, STC(6),2, STD(3),1), 4)
may be displayed graphically as

ST (35 characters)
r 1

1 2 3 4 5 &6 17 8 9 10 11 12 13 14 15 16 17 18 19 20 2} 22 23 24 25 26 27 28 29 30 31 132 33 34 35

§

L

STA
STC STD

STB

When two or more string variables are associated with a size part
which contains substring variables, the main string with which a substring
identifier is to be associated in any particular instance must be given

explicitly. For example, with the string declaration,

STRING A, B, C(72, SEQ(8))

one of the following forms must be used when referring to SEQ:
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SEQ IN A
SEQ IN B

SEQ IN C

This form of the substring variable may be used like any other string
variable. Ambiguously defined substrings of subscripted string variables
are handled in the same way. For éxample, with the following string array

declaration,
STRING ARRAY R, S [0:99](T(1),7)

if J represents a subscript expression for elements of the string arrays
R and S, then one of the following forms must be used when referring to

the substring T:

T IN R [J]

T IN S [J]

This form of the subscripted string variable may be used like any other

string variable.

5.1.3 Formal String Variables

A formal string variable, i.e., a string variable which is a formal
parameter of a procedure, is declared without a size part. The maximum

number of characters that a formal string variable can contain will depend

on the size of the corresponding actual parameter of the function designator.

(See paragraphs 5.7.1 and 5.7.2.) 1In a procedure declaration which contains
a formal string variable, the size of the string variable may be determined

by the application of the GTL standard function LENGTH to the formal string
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variable identifier, For example, if STR is a simple formal string

variable and STRA is a formal string array, the

LENGTH(STR)
and

LENGTH(STRA)
gives the sizes of these formal string variables.

5.2 STRING DESIGNATOR

In GTL, the string designator is a construct which allows the programmer
to refer to a string variable or any proper substring thereof. The defini-
tion of string designator includes the string variable, and has the three

following forms:

SV
SV (ael)

SV(ae2,ae2)

where SV represents a string variable, either simple or subscripted, and
ael and ae2 represent arithmetic expressions. The first form of the

string designator is simply the string variable itself, The second form of
the string designator is the substring of SV obtained by skipping over the
first ael characters in SV; the size of the substring is the number of
remaining characters. The third form of the string designator is the
substring of SV obtained by skipping over the first ael character positions
in SV and its size is specified by ae2. (If the values of ael and ae2

are not non-negative integers, then they are converted into this form.)
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For example, given the string declaration,
STRING CARD (72, SEQ(8))
the string designator
CARD (72)

refers to the same substring of CARD as the substring variable SEQ. Given

the string declaration,

STRING A(9, B(14), 7)
the string designator,

A(9, 14)

refers to the same substring of A as the substring variable B. The string
designators A(2,4) and A(9,14) are illustrated graphically below.

A (30 charactérs)
I |

1 2 3 4 5 6 7 8 9 10 1 12 13 14 5 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30

L1 |

A(2,4) A(9,14)

5.3 STRING EXPRESSIONS

5.3.1 String Expression Forms

In ALGOL, an arithmetic expression may be considered as a set of rules
which, when executed, generates a value which is a number; in GTL, a string
expression is a set of rules which produces a value which is a string of

characters.
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A string expression is either a string primary, which has a string of
characters as its value, or two or more string primaries separated by
ampersands (& - the '"concatenate operator'). The latter form has as its
value the string produced by "joining together' the values of the con-
stituent string primaries. The string primaries are described in para-

graphs 5.3.2 through 5.3.19.

5.3.2 The Quoted String

The quoted string has the same syntactical form as a string in
Burroughs Extended ALGOL, i.e., a string of characters enclosed in quotes (").
The quote mark itself may be quoted: ""'". The value of the quoted string is
the string of characters appearing between the quote marks. The quoted
string may not exceed 420 characters in length.

Examples:

U
""THIS IS A QUOTED STRING"
"y n

mnan

5.3.3 String Designator

When used as a string primary, the value of the string designator is
the string of characters in the string variable, or substring thereof,

referenced by the string designator.

5.3.4 String Assignment Statement

A string assignment statement, besides being used as a statement,

may be used in a string expression having as its value the value which is



assigned to the variables in the left part list. An extension of the

syntax of a string assignment statement is described in Subsection 5.4,

5.3.5 String Function Designator

A string function designator is a call on a procedure which was
declared with the type STRING, its value being the value to which the
string procedure identifier is assigned in the string procedure declaration.‘
The value of a string function designator may not exceed 7 characters in
length. The formal parameters of the procedure, if any, may be of any
type, including the string formal parameters discussed in Subsection 5.7.

For example,

STRING PROCEDURE REVERSE(S); VALUE S; STRING S;
BEGIN REAL L;
REVERSE :=
IF (L:= LENGTH(S)) = 1 THEN S ELSE
S(L-1,1) & REVERSE(S(0,L-1));

END OF REVERSE

defines a procedure which has as its value the string of characters in the

string S in reverse order:
Ay

REVERSE ("ABC") = CBA

5.3.6 SPACE function

The SPACE function is used to generate a specified number of spaces in a

string expression. The SPACE function may be used in one of the following

forms:
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n SPACE

where n is an unsigned integer, and

SPACE (ae)

where ae represents an arithmetic expression. The SPACE function will
generate the number of spaces specified by the value of n or ae. For

example, if J is a real variable having a value of 40 then,

40 SPACE
SPACE (40)

SPACE(J)

all have the effect of generating 40 spaces,

5.3.7 The NIL Function

The NIL function is used to generate a specified number of zeros
(the character '"0") in a string expression. The NIL function may be used

in one of the two following forms:

n NIL

where n is an unsigned integer, and

NIL(ae)

where ae represents an arithmetic expression. The NIL function will
generate the number of zeros specified by the value of n or ae. For

example, if J is a real variable having the value of 40, then
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40 NIL
NIL(40)

NIL(J)

all have the effect of generating 40 zeros.

5.3.8 The String Skip Indicator

The string skip indicator has the effect of creating a gap in the
string being generated by the string expression in which it appears; Its
actual effect depends on the context of the string expression: If it is
used in a string expression which is assigned to string variable in a
string assignment statement (see Subsection 5.4), it causes the indicated
number of character positions to be skipped over in the string variable
during the execution of the assignment statement (see paragraph 5.4.4).

If it appears in the string expression on the right hand side of a string
relational expression (see Subsection 5.5), it causes the indicated number
of characters in the string designator (on the left hand side) to be ignored
in the process of determining the value of the string relational expression
(see paragraph 5.5.4).

The string skip indicator may be used in one of the two following forms:
¥
where n is an unsigned integer, and
*(ae)

where ae represents an arithmetic expression; for example, if J is a real

variable having a value of 40, then
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40 *
* (40)

% (J)

all have the effect of causing 40 characters to be skipped over.

5.3.9 The QMARK Function

The QMARK function, used in the form,

QMARK

in a string expression will generate one question mark (?) or invalid
character. This function is provided since the question mark cannot be
quoted in a GTIL program, and there would be no other simple way of

generating this character.

5.3.10 The Bit Expression

A bit expression is a string primary which generates a string of bits
(not the characters "1" and "O", but the actual bit components of
characters). If any characters are generated in the remainder of the string
expression, the first of these characters will start at a position equal to
the position of the last character generated before the bit expression plus
the smallest multiple of six bits containing the bit string (since a
character is six bits long). The syntax and semantics of the bit expression

are explained in Subsection 5.6.

5.3.11 The Restricted Boolean Expression

A restricted Boolean expression, i.e., a Boolean expression which does

not begin with any of the other preceding string primaries, may be used as



a string primary itself. The value of the Boolean expression in this
context will be a string of letters, "TRUE" or "FALSE", depending on the

value of the Boolean expression.

5.3.12 The Restricted Arithmetic Expression

A restricted arithmetic expression, i.e., an arithmetic expression
which does not begin with any of the other preceding string primaries, may
be used as a string primary itself. The value of the arithmetic expression
in this context will be an unsigned string of digits up to 7 characters in
length representing the value of the arithmetic expression. If the value
of the arithmetic expression cannot be represented in this way, then the
string value of the expression is undefined. For example, if R is a real

variable with a value of 25, then

R ® 10

when used as a string primary, will generate the string ''250".

5.3.13 The Restricted Symbol Expression

A restricted symbol expression (Section VI), i.e., a symbol expression
which does not begin with any of the other preceding primaries, may be used
as a string primary itself. The value of the symbol expression in this
context must be an atomic symbol, which is converted into the string which
the atomic symbol represents. For example, if S is a symbol variable

having as its value the list (THIS IS A LIST), then
CAR(S)

will cause the string "'THIS" to be generated.

5«12



5.3.14 The STRING Transfer Function

The STRING transfer function, when used in the form,

STRING (ae)

where ae represents an arithmetic expression, will generate the equivalent
alpha representation of the value of the arithmetic expression (up to 7
characters in length), left-justified. For example, if R is a real or alpha

variable, the value of which is the alpha string "AB", then

STRING(R)

will generate the string "AB'". 1If the value of R is 250, then "3," will
be generated.
A string which is right-justified in a field of n characters may be

produced by the following variant of the STRING transfer function:

STRING (aexp,n)

where aexp is the arithmetic expression to be converted, and n is an unsigned
integer, ranging from 1 to 7, which specifies the size of the resulting
string. For example, if R is a real variable containing the ALPHA string

"AB", then the value of

STRING (R,4)

would be the string "OOAB'". If R has a value of 250, then

STRING(R,1)

would generate the string "3,'".
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5.3.15 The SUBST Function

The string-valued function SUBST allows the programmer to make charac=-
ter-for-character substitutions in a string variable. The SUBST function

may be used in two forms, the first of which is

SUBST(string designator, substitution pair list)

where string designator must be a string variable, or designated substring

thereof, and substitution pair list is a list of one to 12 substitution pairs

of the form

matching character : substitution character

where substitution character is the quoted character which is to replace

the quoted special character matching character. The matching character

cannot be the "blank" character, The length of the string designator must
not be greater than 126 characters, and if longer than 63 characters it
must be an even number; also, the string variable may not be a formal
parameter. The value of the SUBST function is the contents of the string
designator after the substitutions have been made. For example, if the

string CARD contains "AR[INDEX]", then

CARD:= SUBST(CARD(0,72),"[":"(","]":")")

will change this string to "AR(INDEX)".

The second form of the SUBST function is

SUBST (string designator, substitution table)

where string designator has the same meaning as above, and substitution table
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is a simple string variable containing substitution characters for all of
the 64 characters in the B 5500 character set. This 'table" is indexed by
the REAL value equivalent of the character to be replaced; for example, the
replacement for the Jth character of the string CARD from the string TABLE

would be

TABLE (REAL (CARD (J,1)),1)

For example, if the first 10 characters of TABLE are "123456789A'" and CARD

contains the string "539648", then

CARD :=SUBST (CARD (0,72) ,TABLE)

will change the string to "64A759". The substitution table must be at least

64 characters long.

5.3.16 The FILL Function

The FILL Function allows access to the B 5500 operator TBN (Transfer
Blanks for Non-numerics). It may be used in GTL string expressions in two

forms, the first of which is

FILL(aexp, n)

where aexp is an arithmetic expression whose value should be an integer,

and n is an unsigned integer ranging from 1 to 8. The value of the arith-
metic expression is converted into a string which is right-justified in the
field of characters, whose length is specified by n. Characters to the left
of the left-most digit of thé string are set to the blank character. For
example,

FILL(215,5)

generates the string " 215".
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The second form of the FILL function is
FILL n

where n is an unsigned integer ranging from 1 to 63. This string primary
is intended to be used in a string assignment statement where it will
replace each zero digit or non~digit character in the ''destination string"
by a blank until a non-zero-digit is encountered. The number of characters
tested will be n minus one characters (so that if the last character is a
zero, it will not be replaced by a blank). For example, if the first 5

characters in the string CARD are '00215'", then
CARD :=FILL 5
changes the string to " 215",

5.3.17 The OCTAL Function

The OCTAL‘function transforms a 48-bit B 5500 word into a 16-character
string containing the equivalent octal value. This function has the

following forms:

OCTAL (aexp)

OCTAL (string designator)

where aexp is any arithmetic expression and string designator is a string

variable, or substring thereof, beginning at a word boundary (multiple of

8 characters), which is 8 characters long.
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5.3.18 The String Repeat Expression

The string repeat expression, which has the form

lae : se]

where ae represents an arithmetic expression, and se represents a string
expression, will cause the value of the string expression to be generated
repeatedly the number of times specified by the value of the arithmetic

expression. For example,

[3: "AB"]

will cause the string

ABABAB

to be generated. The value of the arithmetic expression must be an integer

less than 64.

5.3.19 Parenthesized String Expression

A string expression enclosed in parentheses may be used as a string
primary. For example, if A and B are string variables, then the following

are string primaries:

(A & n_n & B)

(A:=B & "S")
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5.4 THE STRING ASSIGNMENT STATEMENT

5.4.1 The Basic String Assignment Statement

The basic string assignment statement has the same form as an ordinary
ALGOL assignment statement. However, in addition to string variables,
string designators may also appear in the left part list of the assignment
statement. For example, if A is a string variable 30 characters in length
which contains only spaces at the time of execution of the assignment state-
ment, and B is a string variable, the first 5 characters of which is the

string '"'CARRY', then
A:=A(10):=B(0,4) & "IES"

will change the contents of A as indicated by the following graphic represen-

tation:

\ 2 3 4 5 6 7 8 9 10 11 )2 13 14 15 16 17 18 19 20 2} 22 23 24 25 26 27 28 29 3Q

C/AIRR|RIIIE|S CARRR|IIE|S

If this assignment statement is used as a primary in a string expression,
then its value would be the string '"CARRIES'". If the length of the string
generated by the string expression exceeds the number of character
positions available in any of the string designators appearing in the left
part list of the string assignment statement, then an error message will

be generated, and the program will be terminated.

5.4.2 String Assignment with SPACE

The word SPACE (see paragraph 5.3.6) may be used at the end of a string
expression to indicate that all of the remaining character positions in the

string into which the string expression is assigned is to be filled with
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spaces. For example, if A is a 30 character string, the assignment state-

ments

A:=B(0,5) & SPACE

A:=SPACE

are equivalent to the assignment statements

A:=B(0,5) & SPACE(25)

A:=SPACE (30)

5.4.3 String Assignment with NIL

The word NIL (see paragraph 5.3.7) may be used in the same way as SPACE

in paragraph 5.4.2; for example,

A:=B(0,5) & NIL

is equivalent to

A:=B(0,5) & NIL(25)

5.4.4 String Assignment with String Skip Indicator

The string skip indicator as defined in paragraph 5.3.8 may be used
in the string expression in a string assignment statement as a means of
effectively combining two or more assignment statements into one; for
example, if LINE is a 120 character string variable, and CARD is an 80

character string variable, then

LINE(8):=CARD(0,72) & *(8) & CARD(72,8)
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is equivalent to the two assignment statements:

LINE(8) :=CARD (0,72)

LINE(88):=CARD(72,8)

If there is more than one string designator in the left part list of the
assignment statement a gap caused by a string skip indicator is filled

in with characters from the right most string designator in the left part
list; for example, if A and B are string variables, the latter containing

the string "ABCDEFGH'", then the assignment statement

A:=B:="123"&2 * & "678"

will set the value of A(0,8) to the string "123DE678".

5.4.5 String Assignment Qverlap: A Warning

A string generated by a strihg expression in a string assignment state-
ment is not generated in its entirety before it is transferred into the
string designators in the left part list. Instead, as each character of
the string is generated from the string expression, it is transferred into
the rightmost string designator in the left part list. Then each character
in the string thus generated is transferred, one by one, into the preceding
string designator, and this process continues until the string has been
transferred into all of the string designators in the left part list. The
means by which string assignment statement is effected introduces a side
effect which may not be obvious. Whenever the string variable referenced
by the rightmost string designator in the left part list also appears as a
part of a string designator in the string expression of an assignment state-

ment, the characters to be referenced in the string expression may have
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already been changed to new characters generated earlier in string
expression; for example, if A is a string variable containing the string

"12345678", then

A(2):=A(1,3)

will change A(0,8) to '"12222678"; on the other hand

A(2):=A(4,3)

will change A(0,8) to '"12567678". This side effect may be used to advan-
tage; for example, the most efficient way to fill the 120 character string

variable LINE with asterisks is

LINE:=[2:"%¥%*"] & LINE(0,112)

5.4.6 String Assignment Statement Containing String Length Assignment

Sometimes it is not easy or convenient to determine the length of a
string generated by a string expression. For this reason the following
option is provided for the string assignment statement: if a real
variable followed by a colon is inserted between the := and the
string expression in the string assignment statement, then the length of
the string generated by the string expression is assigned to this variable.
For example, if A is a string variable, R is a real variable, and S is a
symbol variable, the value of which is the atomic symbol "ATOMICSYMBOL'",

then the execution of the string assignment statement

A:=R: S

will set the first 12 characters of the string variable A to the string

"ATOMICSYMBOL" and will set the value of R to 12,
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5.4.7 The String FILL Statement

When filling a string variable with a very long literal string, the

string FILL statement may be used:

FILL stringid WITH STRING quoted string

where stringid is the name of a simple string variable, and quoted string

is a string of characters enclosed by quotes which may be as long as 1022

characters. For example,

STRING STR(216)

.
.
.

FILL STR WITH STRING "WHEN FILLING A STRING VARIABLE WITH A

VERY LONG LITERAL STRING, THE STRING FILL STATEMENT MAY BE USED."

5.4.8 The String Addition Assignment Statement

The addition of a + between the := and the string expression of a
string assignment statement will cause the string generated by the string
assignment statement to be added to the contents of the rightmost string
designator in the left part list. For example, if CARD is an 80 charac~
ter string variable such that the last 8 characters contain the string
"12345000" and INCR is an 8 character string variable containing the string

'"00001000", then the string assignment statement
CARD(72,8) := + INCR

will cause the contents of CARD(72,8) to be changed to "12346000".
The value of the string expression in this context should be a string
of digits not exceeding 63 characters in length. If there is an overflow

in the most significant character position, then this overflow will be lost.
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(This type of string assignment statement has the same effect as the

statement
DS :=N ADD

in a stream procedure of Burroughs Extended ALGOLQ.)

5.4.9 The String Subtraction Assignment Statement

The addition of a - between the := and the string expression of a
string assignment statement will cause the string generated by the string
assignment statement to be subtracted from the contents of the rightmost
string designator in the left part list. For example, if CARD is an 80
character string variable such that the last 8 characters contain the
string "12345000" and DCR is an 8 character string variable containing the

string "'00001000", then the string assignment statement

CARD(72,8):= - DCR

will cause the contents of CARD(72,8) to be changed to '"12344000". The
value of the string expression in this context should be a string of digits
not exceeding 63 characters in length. (This type of string assignment

statement has the same effect as the statement
DS:=N SUB
in a stream procedure of Burroughs Extended ALGOL .)

5.5 STRING COMPARISON

5.5.1 String Relational Expression

The string relational expression may consist of a string designator

followed by a relational operator followed by any string expression. Any
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of the relational operators, =, #, <, >, <, 2, or their mnemonics, may

be used; comparisons are made on the basis of the ordering of the B 5500
4

collating sequence. For example, if A, B, CARD, and SEQ are string

variables, then

A(0,J) = B(0,J-2) & "LY"

CARD(72,8) > SEQ(0,8)

are examples of string relational expressions.

If the length of the field of characters specified by the string
designator is not equal to the length of the string generated by the
string expression, then the result of the comparison will depend on the
relational operator: if the string expression length is greater than the
string designator length, then the relation will be TRUE if the operator
is #, FALSE otherwise; if the string expression length is less than the
string designator length, then

(1) 1If the operator is =, then the relation will be FALSE.

(2) 1If the operator is #, then the relation will be TRUE, and;

(3) For any other operators, the value of the relation will
depend only on the result of the comparison of the string generated by

the string expression.

5.5.2 String Relation with SPACE

The word SPACE (see paragraph 5.3.6) may be used at the end of a
string expression to indicate that all of the remaining characters yet
to be compared in the string designator on the lefthand side of the string

relation are to be compared with the "blank" character. For example, if
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A is a 30 character string, the string relations

>
I

B(0,5) & SPACE

>
]

SPACE

are equivalent to the relations

>
]

B(0,5) & SPACE(25)

o>
1l

SPACE (30)

5.5.3 String Relation with NIL

The word NIL (see paragraph 5.3.7) may be used in string relations in

the same way as SPACE in paragraph 5.5.2 above. For example,

A = B(0,5) & NIL

is equivalent to

A = B(0,5) & NIL(25)

when A is a 30 character string variable.

5.5.4 String Relation with String Skip Indicator

The string skip indicator, as defined in paragraph 5.3.8, may be used
in the string expression in a string relational expression as a means of
effectively combining two or more string relations into one; for example,
if LINE is a 120 character string variable, and CARD is an 80 character

string variable, then

LINE(8,88) = CARD(0,72) & *(8) & CARD(72,8)

is equivalent to the expression

LINE(8,72) = CARD(0,72) AND LINE(88,8) = CARD(72,8)
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An asterisk by itself may be used at the end of the string expression
on the righthand side of a string relation containing the relational
operator = to indicate that, in case the length of the string generated
by the preceding part of the string expression is less than the string
designator length, the value of the relation will depend only on the
result of the string comparison and not on the difference i; length (which
would ordinarily make the relation FALSE; see paragraph 5.5.1). For

example, if A and B are 30 character strings, and J is a real variable,

having a value of between 1 and 30,
A = B(0,J) & *

is equivalent to
A(0,J) = B(0,J)

5.5.5 String Pattern Matching

A limited amount of string pattern matching is made possible in GIL
by extending the number of primaries allowed in the string expression on
the righthand side of the string relational expression when the operators
are = and #. In addition to the string primaries described in Subsection 5.3,
a number of pattern matching primaries are allowed. These pattern

matching primaries have the following forms

nP

P(ae)

where P represents a 'pattern element'", n represents an unsigned integer,
and ae represents an arithmetic expression. The number of characters in

the string designator tested for a match is determined by n or ae, and
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must be less than 64. If the pattern element is given with neither ae
nor n, then only one character from the string designator is tested. A
table of the pattern elements and the set of characters they match is

given below.

Pattern Element Characters matched

ALF any alphanumeric character

LTR any letter

DGT any digit

VWL any vowel (A, E, I, 0, or U)

AMONG gs any character in the quoted string

represented by gs (which must be less
than 8 characters in length)

For example, if the string variable A contains the string "CARRIES', then

the following relation will be TRUE:

A(0,7) = 4 LTR & 2 VWL & "'S"

Also, if the string variable A contains the string ''AACBABB', then the

following relation will be TRUE:

A(0,7) = 7 AMONG "ABC"

Note that the pattern element VWL is equivalent to AMONG "AEIOU".

5.5.6 The SEARCH Function

The SEARCH function converts a string relational expression into a

pattern searching function. It has the basic form:

SEARCH(string designator relop string expression)

where the string designator is the test string, relop is the relational
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operator, and string expression generates the string which will be compared

to successive substrings of the string contained in the string designator.
The sequence of comparisons will continue until the relation is satisfied,
or until no more comparisons are possible. If the length of the string

contained in the string designator is denoted by L. and the length of the

1

string generated by the string expression is denoted by L2, then the
maximum number of comparisons which can be made is (L1 - Ly + 1); this
number is limited to 63. The value of the SEARCH function is the number
of character positions skipped in the string designator before a success-
ful match is made; if no substring of the string designator satisfies the

relation, then the value of SEARCH is (L - Lo + 1). For example, if STR

is a 7 character string, then

Contents of STR SEARCH Function Value of SEARCH

"ABCDEFG" SEARCH(STR = "C'") 2
"ABCDEFG" SEARCH(STR = "G') 6
"ABCDEFG" SEARCH (STR = "X') 7
"ABCDEFG" SEARCH(STR = "CD") 2
"ABCDEFG" SEARCH(STR = "XYZ') 5
"AR(X); " SEARCH(STR = AMONG"(),") 2
"ABC456." SFARCH(STR = "0") 3
"o 1023" SEARCH(STR # " ") 3

There is also an additional form of the SEARCH function
SEARCH (strexp, var)

where strexp is a string relational expression as defined above, and var

is a REAL or ALPHA variable. If the match of a single character
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succeeds, then this character is transferred into the last character
position of var. Otherwise, var retains its former value. For example,
given the 7-character string variable STR, and the REAL variable R

(initially zero),

Contents of STR  SEARCH Function, R VALUE of SEARCH VALUE of R
"ABX5Yy " SEARCH(STR = DGT,R) 3 "5
" 1023" SEARCH(STR # " ",R) 3 "
"AR(X); " SEARCH(STR = AMONG "(),",R) 2 e
""ABCDEFG" SEARCH(STR = ".",R) 7 "o

5.6 BIT EXPRESSIONS

5.6.1 Bit Expression Form

A bit expression is an expression which generates a string of bits.
A bit string so generated may contain gaps, such as might be used for
masking purposes, analogous in effect to the string skip indicator (see
paragraph 5.3.8). Since a single character is six bits long, a bit
string n bits long, including gaps, is considered to contribute
((n + 5) DIV 6) characters to the string expression in which bit expres-
sions appear. A bit expression may consist of one or more bit primaries.

Two or more bit primaries may be separated by + symbols.

5.6.2 Bit Primary

A bit primary may have one of the following forms:

n BIT1 BITL (ae2, ael)
n BITO BITO(ae2, ael)
BITL (ael) BIT1
BITO (ael) | BITO
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BIT1 represents the bit '"1" and BITO represents the bit "0". The number
of bits to be generated is determined by the unsigned integer n or the
arithmetic expression ael if given, or is 1 otherwise. If the arithmetic
expression ae2 is also given, it &etermines the number of bit positions to
be skipped before any bits are generated. If, for example, Cl, C2, C3, C4,
and C5 are real variables which have values of 1 and 0 only, J is a real

variable, and CODE is a string variable, then

CODE(J,1) = BIT1(1-Cl,Cl) + BITL(1-C2,C2) +

BIT1(1-C3,C3) + BIT1(1-C4,C4) + BIT1(1-C5,C5)

will be TRUE only if the nth bit of CODE(J,1) is 1 for each Cn which is 1,
forn=1, 2, ..., 5. If, in the example given above, the string
relational expression were changed into a string assignment statement by
replacing the = with a :=, and CODE(J,1) initially contained the charac-
ter 0, then the execution of this assignment statement would place into
CODE(J,1) a bit pattern corresponding to the sequence of values of the

Cn's.

5.7 STRING ACTUAL PARAMETERS

5.7.1 Call-by-Value

When a formal string parameter is called by value, as in the example
given in paragraph 5.3.5, then the corresponding actual parameter may be
any string expression. However, the string generated by the string

expression may not be longer than 7 characters in length.

5.7.2 Call-by-Name

When the formal parameter is a string array then the corresponding

actual parameter may only be a string array identifier or string array row.
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However, when the formal parameter is a simple string variable (call=-by-
name) then the actual parameter may be either a string designator or
string assignment statement. The latter is not equivalent to calling a
string expression by name. Instead, the string assignment statement is
executed when the function designator is called, not when referenced
inside the procedure body. The name of the leftmost string designator in
the left part list of the string assignment statement is given to the
string formal parameter. The length of the string formal parameter will
be the length of the string generated by the string expression in the
assignment statement,

Even though the actual parameter may be a string designator which
refers to a substring of a string variable, the corresponding formal
string variable may be used in the procedure body as if it were the name
of an entire string variable, and itself may be used in a string designa=~

tor; for example, consider the following procedure declaration:

PROCEDURE P(R,S); VALUE S; STRING R,S;

R(1,4):=5 & "X"

If A is a string variable containing the string "ABCDEFGH" then

P(A(1,6),"RS")

will change the value of A(0,8) to "ABRSXFGH".

5.8 USING STRINGS IN OTHER TYPES OF EXPRESSIONS

5.8.1 Arithmetic Expressions

If the contents of a string designator is a string of less than 8

digits, it may be used in an arithmetic expression in the same manner as
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any other arithmetic primary. 1In this context, the digit string is
automatically converted into the integer which the string represents.
For example, if A is a real variable and S is a string variable con-

taining the string '"125", then the assignment statement
A:=5(0,3) + 25

will set A to 150.
If A is an alpha or real variable, and S is a string variable con-

taining the string "ABC" in its first three character positions, then
A:=58(0,3) + 25

will set A to 148, since "ABC" = "123" when zone bits are stripped.

If the string referenced by a string designator is less than 8 charac-
ters in length, then the transfer function REAL applied to that string
designator may be used in an arithmetic expression in the same manner as
any other arithmetic primary. In this context, the string is automatically
converted into the number which represents the string (in ALPHA format,
right justified). For example, if A is an alpha or real variable, and S
is a string variable containing the string "ABC" in its first three posi-

tions, then
A:=REAL(S(0,3))
has the same effect as
A:="ABC"

The transfer function REAL may not be applied to a Boolean expression
starting with a string designator bécause of the ambiguity with the con-

text described above,.
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5.8.2 Symbolic Expressions

If the string referenced by a string designator is less than 32
characters in length, then it may be used in a symbol expression in the
same manner as any other symbol primary. In this context, the string is
automatically converted into the atomic symbol which represents the string.
For example, if L is a symbol variable, the value of which is the list
(IS A LIST), and S is a string variable containing the string ''THIS",
then

L:=CONS (S (0,4),L)

will cause L to be set to the list (THIS IS A LIST).

5.9 USING AN ARRAY OR A STRING VARIABLE
A single-dimensional array identifier may be used in place of a
string variable in the left-part list of a string assignment statement, in

a string expression, or in a string relational expression. For example,

STRING CARD(80); ARRAY AR[0:9]

CARD(72,8) :=AR(72,8)
AR(7,8) :=CARD (32,6) & SPACE

AR(3,5) > CARD(3,5)

Note that whenever an array identifier appears in the left-part list of
a string assignment statement, it is possible that the flag bit of one or
more array elements may be set, If an array element is accessed in an
arithmetic expression context and the flag bit is set, then a FLAG BIT

run time error will occur.
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5.10 OPTIMALITY OF STRING EXPRESSIONS

In all string expressions for which the compiler can determine at
compile time exactly what actions are to be performed (all skip parts
and size parts in a string expression or assignment statement are
unsigned integers), then the code emitted is almost always more efficient
than an equivalent STREAM PROCEDURE. This is not necessarily true other-

wise.

5.11 READING AND WRITING STRINGS

5.11.1 READ and WRITE Statements

A string variable not a formal parameter and longer than 8 charac-
ters in length may appear in ALGOL READ and WRITE statements at any place
at which an array row is allowed. As with the array row forms, the
number of words to be read or written, rather than the number of charac-
ters, must be given since only multiples of 8 characters may be read or
written. For example, if CARD is an 80 character string, INFILE is an
input file, LINE is a 120 character string, and OUTFILE is an output file,

then the following READ and WRITE statements are allowed:

READ (INFILE,10,CARD)

WRITE (OUTFILE,15,LINE)

5.11.2 GTL Input-OQutput Functions

In addition to the ALGOL READ and WRITE statements described above,
strings may be easily read from or written onto any file using the GIL Input-

Output functions described in Section IX.
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VI. LISP 2

6.1 INTRODUCTION

Among the facilities for processing symbolic data, GTL contains a
non-standard version of LISP 2, a list processing languagel.

This section of the manual describes the list processing constructs
provided by the GTIL language. Although enough information is provided
in this section toenable the user to write a LISP program, it is intended

to supplement, but not replace, the standard references on LISP2’3’8’6.

6.2 S-EXPRESSIONS AND LISP RECORDS

6.2.1 Record and Field Designator

The name S-expression (or "Symbolic expression'') is given to the
symbolic (or "external') representations of LISP data. In order to
define the S-expression and relate it to the various LISP operations, the
concept of a linked record9 is introduced.

A record, like an array in ALGOL, is a set of values. In ALGOL, an
array is an ordered set of values all of the same type, each of which may
be referenced by an appropriate subscript. A record, on the other hand,
contains a set of fields, and each field contains a value, the type of
which corresponds to the type of field. A collection of records is said
to belong to the same record class if each record in the collection con-
tains the same corresponding fields. The value of a field in a record is
referenced by the application of the field name to a reference expression,
the value of which is a reference to the record. 1In GTL, this construct

is called a field designator, and has the form

FIELDNAME (re)

where FIELDNAME is the name of a field and re is a reference expression.
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Certain classes of LISP records contain two fields which are directly
accessible to the programmer, the names of which are CAR and CDR. The
value of a CAR or CDR field is a reference to a LISP record. A LISP
reference expression; i.e., an expression the value of which is a refer-

ence to a LISP record, is called a symbol expression. Thus,

CDR(se)

is a reference to the LISP record which is referenced by the value of

the CDR field of the LISP record referenced by the symbol expression se.

6.2.2 TLISP Records

There are three primary classes of LISP records:
1) A record which represents a string of characters. This type

of record is called an atomic symbol, and contains a CDR field, but not a

CAR field.
2) A record which represents a number. This type of record is

called an atomic number, or simply number, and contains neither the CAR

nor the CDR field.

3) A record which contains only the CAR and CDR fields. It
represents a symbolic expression called a dotted pair, which is defined
below.

LISP records of types 1 and 2, atomic symbols and atomic numbers,
are called atoms because they are the basic components from which the sym-
bolic representations of LISP data are constructed. Atoms are represented
symbolically simply by the strings and numbers which they represent.

A LISP record of type 3 is represented symbolically by a dotted pair
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which has the form

(sl.s2)

where sl and s2 are the symbolic representations of the LISP records
referred to by the values of the CAR and CDR fields, respectively, of

the LISP record. For example,
(DOTTED . PAIR)

is the symbolic representation of a LISP record for which the CAR field
refers to the atomic symbol DOTTED, and the CDR field refers to the
atomic symbol PAIR. Note that the definition of a dotted pair is recur-
sive, If the values of the CAR and CDR fields of a LISP record are non-
atomic, then the dotted pair representing the record will contain dotted

pairs; for example,
((DOTTED . PAIR) . (POTTED . DAIR))

LISP records which represent dotted pairs can be represented graphi-
cally by a rectangle divided in half, the left half representing the CAR
field and the right half representing the CDR field., Each half contains
an atom if the corresponding field is atomic, or an arrow pointing to
another rectangle if non-atomic. For example, the two dotted pairs given

above can be represented as shown below.
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corresponds to (DOTTED

. PAIR)

CAR CDR
DOTTED PAIR

CAR CDR
> DOTTED PATIR

corresponds to ((DOTTED

. PAIR)

POTTED

DAIR

(POTTED . DAIR))

It is possible to create LISP records which have a graphic

representation, but which have no corresponding symbolic representation

as a dotted pair; for example,

CAR

CDR




6.2.3 LISP Lists
Atomic symbols, atomic numbers, and dotted pairs are all forms of

symbolic representations of LISP data called S-expressions. There is an
additional type of S-expression called a list. A LISP list can be defined
recursively as

1) a sequence of one or more S-expressions enclosed in paren-
theses, or

2) the empty list, ()

The non-empty list has the form

(sl 82 . . .)

where sl, s2, . . ., are S~expressions. Two or more list items may be
separated by commas if desired.

Examples of LISP Lists:

(A 15 B)

(A,B,C)

(ONE)
((A.B) , (C.D), (E.F))
(A (B C))

O

Lists are defined in terms of atoms and dotted pairs as follows.
The empty list is equivalent to the atom O (zero)*. A list with one
list item is equivalent to a dotted pair with the list item first and
the atom O (zero)* second. A list with two or more list items is

equivalent to a dotted pair with the first list item as the first

*In most LISP systems, the atomic symbol NIL is used instead of O.
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component and a list containing all list items except the first as the
second component, Thus LISP lists may be defined in terms of dotted pairs

(but not vice versa).

Examples:
=0
A = (.0
(AB) = (A. (B .0))
((€) D) = ((C.0) . (D. 0))
(AB) (C)D) =(A. (B .0)). (.0 . (D.DO0)

LISP lists can be represented graphically in the same manner as

dotted pairs; for example, (A B C) may be represented as

CAR  CDR

A ~ B ~ ¢ 0

This kind of graphical representation is often useful for visualizing
what occurs when S-expressions are manipulated by altering the contents

of the CAR and CDR fields of the associated LISP records.

6.3 SYMBOL EXPRESSION
6.3.1 Definition

In ALGOL, an arithmetic expression may be considered as a set of
rules which, when executed, generates a value which is a number. In GTL,
a symbolic expression is a set of rules which produces a value which is
a reference to a LISP record. Some of the components from which symbolic

expressions are composed are described below.
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6.3.2 Quoted S-expressions

The quoted S-expression is an S-expression enclosed in quotes which
has as its value a LISP record, the symbolic representation of which is

the S-expression. For example,

"(THIS IS A LIST)"
"ATOMICSYMBOL'"
"(DOTTED . PAIR)"

"(3 57 11)"

6.3.3 Numbers and Arithmetic Expressions

Almost any class of arithmetic expression, including those composed
of literal numbers, may be used in a symbol expression. Whenever an
arithmetic expression is used where a LISP reference value is expected,
its value is a reference to a LISP record which represents the number
which is the value of the arithmetic expression. The arithmetic primary
which cannot be used in this context is the string constant (of Burroughs
Extended ALGOL, in which GIL is embedded), since it may be identical in

form to a quoted atomic symbol representing the same string.

6.3.4 LISP Variables

Variables whose values are references to LISP records are declared
and used in the same forms as REAL, INTEGER, and BOOLEAN variables in
ALGOL, LISP variables are declared with the declarator SYMBOL; for

example,

SYMBOL X, Y, Z

SYMBOL ARRAY SR[0:20]
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A variable of type SYMBOL may be used in a symbol expression to produce
its value, or, as in ALGOL, in the left part list of an assignment state-

ment to change its value.

6.3.5 Assignment Statement

An assignment statement, besides being used as a statement, may be
used in a symbol expression having as its value the value which is
assigned to the variables in the left part list. An extension of the

syntax of the LISP assignment statement is described in Subsection 6.7.

6.3.6 The Field Designators

The CDR field name may be applied to any symbol expression the value
of which is a LISP record of type 1l or 3 (atomic symbol or dotted pair).
The CAR field name may be applied to any symbol expression the value of

which is a type 3 LISP record (dotted pair).

Examples
CAR("(A . B)")= A
CDR("(A . B)")=B
CAR("(A B C)")= A

CDR("(A B C)")= (B C)

Compositions of these field designators may be contracted to a form illus-

trated by the following examples:

CADR("(A B C)") = CAR(CDR("(A B C)")= B

CDAR('"((A B) C)") = CDR(CAR("((A B)C)")) = (B)
CAAAR("(((A)))")= CAR(CAR(CAR("(((A)))")))= A
CADDR("(A B C)")= CAR(CDR(CDR("(A B C)")))= C

The length of a composite field designator may not exceed 13 characters.
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6.3.7 Conditional Expression

The LISP 2 conditional expression has the same form as any ALGOL

conditional expression. For example,

IF X = 1 THEN CAR(S) ELSE CADR(S)

6.3.8 LISP Function Designator

A LISP function designator is simply a call on a procedure which was
declared with the type SYMBOL, its value being the reference to the LISP
record defined by the SYMBOL procedure declaration. In GTL, the formal
parameters of the procedure, if any, may be of type SYMBOL; the conventions
of call-by-value and call-by-name of standard ALGOL also apply. For

example, the declaration

SYMBOL PROCEDURE ELN(N ,S); REAL N; SYMBOL S;
BEGIN
WHILE (N:=N - 1) > 0 DO S:=CDR(S);
ELN:=CAR(S)

END OF ELN
defines a procedure which has as its value the Nth element of the list S;

ELN(1, "(A B C D)")= A

ELN(3, "(AB C D)")=C

Note that the preceding definition is not intended to imply that procedures
of any other type (or untyped) may not have formal parameters of type

SYMBOL; see, for example, the procedure declaration given in paragraph 6.8.2.
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6.4 LISP STANDARD FUNCTIONS
6.4.1 CONS

The LISP function CONS is a standard (or "intrinsic'") function of two
arguments, both symbolic expressions. The value of CONS is a freshly-
created LISP record whose CAR field is set to the value of the first argu-
ment, and whose CDR field is set to the value of its second argument. For

example,

CONS (A", "B") = (A . B)

CONS ("A'", CONS("LIST",0)) = (A LIST)

Note that the difference between CONS("A", "B") and "(A . B)" is that each
time the latter is evaluated, its value is a reference to the same LISP

record.

6.4.2 LIST
The LIST function is a standard function of one or more arguments,
the value of which is a set of link LISP records the symbolic represen-

tation of which is a LISP list. For example,

LIST("THIS", "IS", "(A LIST)") = (THIS IS (A LIST))

The use of the word LIST in this context does not interfere with its use

in the LIST declaration of Burroughs Extended ALGOL.

6.4.3 RANDOM

The standard function RANDOM is a function of one symbol expression
argument the value of which should be a list. The value of RANDOM is one
item chosen at random from the list.

Example:

RANDOM ("' (CHOOSE ONE OF THESE AT RANDOM)')
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6.4.4 APPEND

The standard function APPEND is a function of two symbol expression
arguments whose values should be lists. 1Its value is a copy of the first
list with the CDR field of its last record modified to point to the second

list. TIts effect is illustrated by the following procedure declaration:

SYMBOL PROCEDURE APPEND (X, Y); VALUE X, Y; SYMBOL X, Y;
APPEND :=IF NULL (X) THEN Y ELSE

CONS (CAR(X), APPEND (CDR(X), Y))

(The NULL function is TRUE if its argument is the empty list - see
paragraph 6.5.5).
Example:

APPEND ("(A B C)","MD EF)") = (ABCDEF)

6.4.5 NCONC

The standard function NCONC is a function of two symbol expression
arguments whose values should be lists. 1Its value is its first argument
(if a non-empty list) with the CDR field of its last record altered to
point to the value of NCONC's second argument. If the first argument is
the empty list, then the value of NCONC is the value of its second argu-
ment. The effect of NCONC, illustrated by the procedure declaration given
below, is similar to that of APPEND except that its first argument is not

copied.

SYMBOL PROCEDURE NCONC(X,Y); VALUE X, Y; SYMBOL X, Y;
IF NULL(X) THEN NCONC:=Y ELSE
BEGIN
NCONG: =X
WHILE NOT NULL(CDR(X)) DO X:=CDR(X);
CDR(X) :=Y;

END
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The last assignment statement shown above means that the CDR field of the
record to which the value of X refers is changed to the value of Y. This

construct is further explicated in Subsection 6.7.

6.4.6 SPACE and QMARK

The standard functions SPACE and QMARK are functions of no arguments
whose values are atomic symbols which represent the blank and question
mark characters, respectively. These functions are provided since these
characters are not part of the syntax of S-expressions which may be read

or quoted (see Subsection 6.10).

6.5 BOOLEAN STANDARD FUNCTIONS
6.5.1 ATOM

The Boolean standard function ATOM, when applied to a symbolic expres-
sion argument, yields a value of TRUE if the value of the symbolic expres-
sion is an atom, i.e., an atomic symbol or number, and is FALSE otherwise.

Examples:

ATOM (""ATOMICSYMBOL") = TRUE
ATOM(X + 5) = TRUE

ATOM("(A . B)") = FALSE

6.5.2 ATSYM
The Boolean standard function ATSYM, when applied to a symbolic
expression argument, yields a value of TRUE if the value of the symbolic
expression is an atomic symbol, and is FALSE otherwise.
Examples:
ATSYM(""ATOMICSYMBOL") = TRUE
ATSYM(125) = FALSE

ATSYM("(A . B)") = FALSE
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6.5.3 NUMBERP

The Boolean standard function NUMBERP, when applied to a symbolic
expression argument, yields a value of TRUE if the value of the symbolic
expression is a reference to a LISP record which represents a number,

and is FALSE otherwise.

Examples:
NUMBERP ("ATOMICSYMBOL'") = FALSE
NUMBERP (125) = TRUE
NUMBERP("(A . B)") = FALSE
6.5.4 ALF

The Boolean standard function ALF, when applied to a symbolic expres-
sion argument having an atomic symbol as its value, yields a value of
TRUE if the atomic symbol is an identifier, and is FALSE otherwise. If
the value of the symbolic expression argument is not an atomic symbol, the
value of ALF is undefined,.

Examples:

ALF ("ATOMICSYMBOL") = TRUE
ALF(":") = FALSE

ALF("A") = TRUE

In other words, ALF distinquishes between atomic symbols of types 1 and 2

as defined in paragraph 6.12.1.

6.5.5 NULL
The Boolean standard function NULL, when applied to a symbolic

expression argument, yields a value of TRUE if the value of the symbolic
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expression is the atom O (zero), and is FALSE otherwise.

Examples:

NULL(0) = TRUE
NULL("()") = TRUE
NULL (" (ONE)") = FALSE

NULL(CDR(" (ONE)'")) = TRUE

6.5.6 MEMBER

The Boolean standard function MEMBER, when applied to two symbolic
expression arguments, yields a value of TRUE if the value of the first
argument is a member of the list which is the value of the second argument.

Examples:

MEMBER("B", "( A B C)") = TRUE

1]

MEMBER("X", "( A B C)") = FALSE

MEMBER("( C D)", "(A B (C D))") = TRUE

6.6 LISP RELATIONAL EXPRESSIONS
The definition of the relational expression of ALGOL is extended by

the includion .of the LISP relational expression which has the form:

sv EQ se
sv NEQL se
8V = se
sv # se

— T —

where sv is a SYMBOL variable, LISP assignment statement, LISP function
designator, or a field designator; EQ, NEQL, =, and # are the LISP

relational operators; and se is a symbol expression. The relational
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expression containing EQ is TRUE if, and only if, the values of sv and se
are references to the same LISP record. The relational expression con-
taining = is TRUE if and only if the values of sv and se are references
to LISP records (not necessarily the same) which represent the same
S-expression. The relational expressions containing NEQL and # are the
negations of the relational expression containing EQ and =, respectively.
Note that, according to the definitions given above, a relational

expression of the form
CAR(S) =15

is syntactically correct, whereas
CAR(S) > 15

is not, since > is not a LISP relational operator. The above expression

could be written correctly as
15 < CAR(S)
in which case a run~time error would result if CAR(S) is not a number.

6.7 THE LISP ASSIGNMENT STATEMENT

The LISP assignment statement has the same form and operational
meaning as an ordinary ALGOL assignment statement. 1In addition to SYMBOL
variables, however, field designators (including the composite forms
shown in paragraph 6.3.6) may be used in place of any variable in a left
part list. For example, if X is a SYMBOL variable having the value

(A B C), then

CAR(X):="D"
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changes the CAR field of the LISP record referenced by the value of X to
the atomic symbol D, so that, after the execution of this assignment state-
ment, the value of X is (D B C).

Examples:

If the value of X before the statement is (A B C), then

the following occurs:

value of X after

assignment statement assignment statement
CADR(X):='"D" (ADC)
CDR(X):="(D E)" (A DE)
CAR(X):=CDR(X):=""Cc" (c .0
CDDDR (X) :=X no S-expression
representation

The result of the last assignment statement given above is a "circular"

list and may be illustrated graphically as the following:

Note that NCONC (X, X) would have the same effect. It also changes X into
a circular list. Circular lists may not be read or printed by the normal
GTL Input=-Output mechanism,

The assignment statement with the field designator in the left part
list is the only means of changing the CDR and CAR fields of LISP records

in LISP 2.
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6.8 THE LISP ITERATIVE STATEMENT

6.8.1 The ON Statement

There are two types of LISP iterative statements which are similar in

form to the FOR-statement of ALGOL. The first type has the form:

FOR s ON e DO st

where

1]

is a simple SYMBOL variable
e is a symbol expression, and

st is any statement
It is equivalent to the following compound statement:

BEGIN
si=e;

WHILE NOT NULL(s) DO BEGIN st; s:=CDR(s) END

For example, consider the following procedure declaration:

SYMBOL PROCEDURE SUBST(X, Y, Z); VALUE X, Y, Z; SYMBOL X, Y, Z;
BEGIN
SYMBOL S;
SUBST:=Z;
FOR S ON Z DO IF X = CAR(S) THEN CAR(S):=Y;

END

which has the effect of substituting Y for every occurrence of X in the

list Z.

SUBST("A", "R", "(A B A C)") = (RB R C)
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6.8.2 The IN Statement

The second type of LISP iterative statement has the following form:

FOR s IN e DO st

where s, e, and st have the same meanings as in paragraph 6.8.1 above. It

is equivalent to the block:

BEGIN
SYMBOL X;
FOR X ON e DO BEGIN s:=CAR(X); st END

END

For example, a definition of the MEMBER standard function could be given

by the following procedure declaration:

BOOLEAN PROCEDURE MEMBER (X,Y); VALUE X, Y; SYMBOL X, Y;
BEGIN LABEL EXIT; SYMBOL S;
FOR S IN Y DO IF X = S THEN BEGIN MEMBER:=TRUE;
GO TO EXIT END;
MEMBER :=FALSE;

EXIT: END OF MEMBER

6.8.3 The WHILE Part

Both forms of the iterative statement may contain a WHILE part in the

form:

FOR s¢ (ype WHILE be DO st

where be is a Boolean expression. This means that the loop will continue

until be is FALSE or until the empty list is reached.
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6.9 EXTENSIONS OF ARITHMETIC EXPRESSIONS

6.9.1 Arithmetic Expression Syntax Extension

An arithmetic expression may contain any of the symbol expressions
described in Subsection 6.3; the value of the symbolic expression should
be a reference to a LISP record which represents a number. The value of
the symbol expression in this context will be this number. For example,

if X is a REAL variable and S is a SYMBOL variable,

X:=CDR(S) + X

is permitted if it is known that the value of CDR(S) is a number.

6.9.2 The LENGTH Function

There is a useful-integer-valued standard function called LENGTH
which has a symbolic expression as an argument. If the value of the sym-
bolic expression is a list, then the value of LENGTH is the number of items
on the list. If the value of the symbolic expression is an atomic symbol,
then the value of LENGTH is the number of characters in the string
represented by the atomic symbol; otherwise, the value of LENGTH is

undefined. For example,

LENGTH(" (A B)") = 2

LENGTH("((A B) (B C) (D E))") = 3
LENGTH("()") = O

LENGTH ("'ONE") = 3

LENGTH ("ATOMICSYMBOL") = 12
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6.10 READING AND WRITING S-EXPRESSIONS

6.10.1 Output Functions

The value of any GTL variable or function designator, including LISP
variables, procedures, and assignment statements--i.e., those declared
with type SYMBOL, and LISP field designators--may be printed by the PRINT
statement., The PRINT statement consists of the word PRINT followed by
one or more ''printable items'. (See paragraphs 9.2.2 through 9.2.17 on
the use of the PRINT statement.) For example, if S is a SYMBOL variable
having the atomic symbol X as its value, and Y is a REAL variable, the

value of which is 15, then
PRINT # THE VALUE OF # S # IS # Y

causes

THE VALUE OF X IS 15

to be printed on the output file. The output file is specified by the
OUTPUT statement. (See Subsection 9.3.)
If S and R are SYMBOL variables with values (A B C) and (D E F),

respectively, then
PRINT S,R

causes

(ABC) (DEF)

to be printed.
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If S is a SYMBOL PROCEDURE which returns as its value the S-expres-

sion (THIS IS A LIST), then

PRINT CDR(S)

causes

(IS A LIST)

to be printed.

The user need not be concerned about printing items for which the
character representation exceeds the size of a logical record of the out-
put file. The output system automatically edits the output string so
that it can be written on one or more logical records as needed.

If the GTL Output mechanism is used, then the following file and
output string declarations are suggested:

1) for the line printer:

FILE OUT OUTFILE 16(2,15)
and

STRING LINE (120)

2) for the remote terminal:

FILE OUT OUTFILE REMOTE (2,9)
and

STRING LINE (72)

These declarations must appear in the outermost block of the program.

With these declarations, the following output statement should be executed
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before using PRINT:

OUTPUT (OUTFILE,LINE,file length in characters)

where file length in characters would be an unsigned integer specifying

the file length in characters of the file. For the line printer and
remote terminal, this would be 120 and 72, respectively. For remote
terminals, the FILE REMOTE construct can be used (Subsection 9.6). (See

Section IX for complete details on GTL Input-Output.)

6.10.2 1Input Functions

The functions READ and READ1 may be used in symbol expressions for
reading S-expressions from the input files. The function READ1 reads
single atomic symbols and numbers only, and READ reads S-expressions.
Dotted pairs and lists read by READ must be followed by $ (which serves
to indicate the end of an S-expression in case of a parenthesis mismatch);
the $ functions as a delimiter only and will not be read by a subsequent

READ or READl. For example, if

(NUMBER . 125)$

appears in the input string, then the value of READ will be the dotted
pair (NUMBER . 125); if READ1 is executed six times (without an inter-

vening READ), then the values of READ] will be six atoms:

NUMBER

125
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Although the spacing between items read from an input file by READ or READ1
is not important, an identifier or a digit string in a number cannot be
broken across the boundaries of an input record (for example, the characters
of an atomic symbol cannot begin on one card and continue on the following
card); S-expressions read by READ can otherwise be spread across more than

one input record. The value of READ or READ]l at end-of-file is the QMARK

atomic symbol.

If the GTL Input mechanism is used, the following file and input string

declarations are suggested for a card file:

FILE IN INFILE (2,10);
and

STRING CARD (80)
For a remote terminal file, the following might be used:

FILE IN INFILE REMOTE (2,9);
and

STRING CARD (72)

These declarations must appear in the outermost block of the program. With
these declarations, the following INPUT statement should be executed before

using READ or READI1:

INPUT (INFILE,CARD,file length in characters)

where file length in characters would be 80 and 72 for the card reader and

remote terminal, respectively. (See Subsection 9.5.) If the remote terminal
is being used for both Input and Output, then only one REMOTE file should be
declared and the file identifier associated with that file should be used

in both the INPUT and OUTPUT statements. If a listing of the input

string from the card file is desired, then the additional declarations

given in paragraph 9.8.4 can be used. For remote terminals

6-23



the FILE REMOTE construct can be used. (See Section IX for details of
GTL Input-Output.) Warning: If the FILE REMOTE declaration (Subsec=
tion 9.6) is used in lieu of the above, then care should be exercised
since a psuedo end-of-file is normally returned after every other READ
or READ1; i.e., READ or READ1 will be equal to the QMARK (question mark)
atomic symbol on every other read. (See paragraph 9.6.2, especially

part 4.)

6.11 THE SYMBOL MONITOR

The values of SYMBOL variables and procedures can be monitored by the
LISP monitor system. The variables and procedures to be monitored are
specified by the declaration SYMBOL MONITOR followed by a list of SYMBOL
variables or procedure identifiers. For example, if the variables X and
SR and the procedure ELN (declared in paragraphs 6.3.4 and 6.3.8) are to

be monitored, then the delcaration

SYMBOL MONITOR X, SR, ELN

should be used (after the declarations of these items). The name of the
SYMBOL variable (plus values of subscripts if a subscripted variable) is
printed with its value whenever it appears in the left part list of an
assignment statement which is executed (a subscripted variable must be the
leftmost variable for it to be monitored). Whenever a monitored SYMBOL
procedure is evaluated, the procedure name, its arguments (if call by

value and type REAL, INTEGER, BOOLEAN, or SYMBOL) and its value are
printed. If a call on a SYMBOL procedure to be monitored appears before
the SYMBOL MONITOR declaration (such as would normally occur with recursive
procedure declarations), then that procedure call would not be monitored.

This restriction can be circumvented by either declaring the procedure
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FORWARD and making the actual procedure declaration after the SYMBOL MONI-
TOR declaration or by making the SYMBOL MONITOR declaration inside the
procedure declaration itself (which would cause only recursive calls to be
monitored). The monitor file is specified by the output statement (para-

graph 6.10.1). A monitor declaration is effective only in the block in

which it appears.
For example, with the declarations
SYMBOL R;
SYMBOL PROCEDURE LISTOFATOMS (S);VALUE S; SYMBOL S; FORWARD;
SYMBOL MONITOR LISTOFATOMS, R;
SYMBOL PROCEDURE LISTOFATOMS (S); VALUE S; SYMBOL S;
LISTOFATOMS :=IF NULL(S) THEN O ELSE
IF ATOM(CAR(S))THEN
CONS (CAR(S) ,LISTOFATOMS (CDR(S) ) )ELSE

NCONC (LISTOFATOMS (CAR(S)) ,LISTOFATOMS (CDR(S)))

the execution of the assignment statement
R:=LISTOFATOMS ("'(A ((B) C))")

will cause the following to be printed (names of variables and procedures

are truncated to 7 characters when necessary):

CALL LISTOFA

(A () )
CALL LISTOFA
(((®) €))
CALL LISTOFA

((®) €
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CALL LISTOFA
(B)
CALL LISTOFA
0
LISTOFA = 0
LISTOFA = (B)
CALL LISTOFA
(©)
CALL LISTOFA
0
LISTOFA = 0
LISTOFA = (C)
LISTOFA = (B C)
CALL LISTOFA
0
LISTOFA = O
LISTOFA = (BC)
LISTOFA = (A B C)

R=(ABC)

6.12 ATOMIC SYMBOLS

6.12.1 Types of Atomic Symbols

In the GIL LISP 2 system, there are three types of atomic symbols
(classified by the kinds of strings the atomic symbol represents):
1) 1Identifier, which is an ordinary ALGOL identifier (i.e., a

letter, which may be followed by one or more letters or digits),
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2) Special character, which is any non-alphanumeric character
in the B 5500 character set except the blank character and the question
mark, and

3) Non-standard atomic symbol, which is any string of charac-
ters (which may include the blank character and question mark which is
neither an identifier nor a special character.

No atomic symbol of any type may exceed 31 characters in length.

Quoted atomic symbols appearing in symbol expressions (paragraph 6.3.2)
and atomié symbols read by READ1 may be any identifier or special charac-
ter. The atomic symbols appearing in quoted dotted pairs or lists, or
dotted pairs or lists read by READ, may be any identifier or special charac-
ter except the following special characters:

(
)

$

These special characters cannot be recognized as atomic symbols in this
context since they serve as delimiters of dotted pairs and lists (for

S-expressions which are quoted or read by READ).

6.12.2 Nonstandard Atomic Symbols

Any nonstandard atomic symbol may be created by the MKATOM function
which is described in paragraph 6.14.3. Also, the blank and question mark
atomic symbols may be created by using the SPACE and QMARK functions,

respectively, in symbolic expressions (paragraph 6.4.6).
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6.12,3 Uniqueness of Atomic Symbols

Every atomic symbol created by the constructs described in this section

(i.e., those appearing in quoted S-expressions, or read by READ or READ1)

is unique. A single type 1 LISP record represents all occurrences of
identical character strings in S-expressions which are read or quoted.

This uniqueness has an important consequence: Information contained in a
set of linked LISP records may be associated with the character string
represented by an atomic symbol via the CDR field of the atomic symbol.

For example, if one describes the syntax of simple arithmetic expressions

by the following BNF equations,

<e> :: = <p>|<p><op><p>|<p><op><e>
<> o= <] (<e>)
<v>::=A]|B]|C
<op>::=+|-|® |/

their representation may be effected through the following assignment

statements:

CDR("E"):="((P) (P OP P) ( P OP E))"
CDR("P") :=CONS (LIST(" (ll s ”E" , H)ll) , " ( (V))")
COR("V"):="((A) (B) (C))"

CDR("OP™) :="((+) (=) ®) (N"

so that, when using the procedure GEN, as defined below,

PROCEDURE GEN(X); VALUE X; SYMBOL X;
IF NULL(CDR(X)) THEN PRIN X SPACE ELSE

FOR X IN RANDOM(CDR(X)) DO GEN(X)
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calls on the pair of statements

GEN ("E"); TERPRI

would cause to be printed randomly generated expressions which may have

forms like those shown below:

A
A+ B
A/ (B - 0C)

(A+B®C) /A

6.13 THE LISP OBJECT LIST

6.13.1 The LISP Symbol Table

The uniqueness of atomic symbols described in paragraph 6.12.3 is
assured through the use of a symbol table created and maintained by the GTL
system. All single character atomic symbols are necessarily unique. The
numeric value of a character is internally converted directly into the
reference to the LISP record representing the character. However, all unique
multi-character atomic symbols are contained on a list called the object list.
Whenever a unique atomic symbol representing a string of characters is to
be created, the object list is consulted first to determine whether or not
an atomic symbol already exists which represents the string in question.

If the atomic symbol already exists, a reference to this atomic symbol is
returned. If the atomic symbol is not on the object list, it is created,
and placed on the object list. The object list itself is actually not a
single list but a collection of 125 lists. An arithmetic operation (MOD)

is performed on a part of the string to be tested, yielding a value between

6-29



0 and 124, This value is then used as an index to an implicitly declared
SYMBOL array, each element of which references a possibly empty list of
atomic symbols. This procedure, called hashing, greatly reduces the amount
of time required to determine the existence of an atomic symbol representing
a multi-character identifier. The atomic symbols on an object list are not
actually members of a list but are linked together through the CIR field

of the atomic symbol. (The CTR field is described in Subsection 6.16.)

In this context, 1 is used as an end of list indicator instead of O. Therefore,

every atomic symbol on the object list has a non-NULL CTR field.

6.13.2 The OBLIST Function

The OBLIST function may be used to access all of the multi-character
atomic symbols on the LISP symbol table as described above. The OBLIST

function is used in the form:
OBLIST (aexp)

where aexp represents an arithmetic expression, the value of which must be
an integer between 0 and 124 (as explained above). For example, if S is
a SYMBOL variable and X is a REAL variable, then the following statements

could be used to print the contents of the object list:

FOR X:=0 STEP 1 UNTIL 124 DO
IF NOT NULL(S:=OBLIST (X)) THEN
DO PRIN S SPACE UNTIL S:=CTR(S) = 1;

TERPRI
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6.13.3 The REMOB Statement

One or more atomic symbols may be removed from the object list by the
REMOB function for the purpose of reclaiming storage used for atomic symbols
and/or making an atomic symbol unrecognizable. The REMOB statement may be

used in two forms:

REMOB

REMOB (se)

where se represents a symbol expression. The first form of the REMOB state-
ment will remove the entire object list. The second form will remove from
the object list the atomic symbol referenced by the value of the symbol

expression se.

6.14 STRINGS AND ATOMIC SYMBOLS

6.14.1 Creation of Atomic Symbols

Any string of characters less than 32 characters in length can be
converted into an atomic symbol, and vice versa. Conversion of an atomic
symbol into the string of chafacters which it represents was discussed in
paragraph 5.3.13. Every multi-character atomic symbol created by the GTIL
system is placed on the object list with the exception of those created by
the GENSYM function (paragraph 6.14.4) and the asterisk forms of the
MKATOM function (paragraph 6.14.3). The following two paragraphs describe
functions of string expressions (See Section V) which are useful in the
LISP portion of GTL. These functions are used implicitly by the READCON

function (Section IX).
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6.14.2 The ATCON Function

The ATCON function is a Boolean standard function which indicates
whether or not a string is represented by an atomic symbol on the object

list. The ATCON function is used in the form:

ATCON(se)

where se is a string expression. The value of the string expression should
be less than 32 characters in length. The value of ATCON will be TRUE if
there is an atomic symbol on the object list which represents the string,
and FALSE otherwise. If ATCON is TRUE, then the atomic symbol which was
found may be accessed by the standard variable INSYM (see paragraph 9.7.1),
If the function ATCON is used by itself, without the string expression, the

string contained in the string designator

INSTR(0O, LENGTH(INSTR))

will be tested (see paragraphs 9.4.3, 9.4.4, and 9.7.1).

6.14.3 The MKATOM Function

The MKATOM function is used to create an atomic symbol from a string.
The value of MKATOM is the atomic symbol which is created. The MKATOM func-

tion may be used in the following forms:

MKATOM (se)
MKATOM(se)*
MKATOM

MRATOM*

where se represents a string expression. The value of the string expression
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must be less than 32 characters in length. The first two forms of the
MKATOM function will return a reference to an atomic symbol which represents
the string generated by the string expression se. The third and fourth forms
of the MKATOM function will return a reference to an atomic symbol which

represents the string contained in the string designator

INSTR (0, LENGTH (INSTR))

(see paragraphs 9.4.3, 9.4.4, and 9.7.1). The first and third forms of the
MKATOM function will check the object list first to see if the atomic sym-
bol already exists (see Subsection 6.13); if so, a reference to this atomic
symbol is returned. If an atomic symbol does not already exist, then a

new one is created and placed on the object list. 1If the second and fourth
forms of the MKATOM function, the asterisk forms, are used, with multi-
character atomic symbols, they will create a new atomic symbol which is

not placed on the object list, regardless of whether or not there is an
atomic symbol on the object list representing the string. The asterisk

has no effect if the value of se is a single-character atomic symbol.

6.14.4 The GENSYM Function

The GENSYM function is a SYMBOL standard function of no arguments.
Each call on the GENSYM function will create a new atomic symbol which is
not placed on the object list (and will not be recognized if read or
quoted, or tested by ATCON). Atomic symbols created by GENSYM represent
strings consisting of the letter '"G'" followed by a 3 digit number. For

example, the first 3 calls on GENSYM will create the atomic symbols

G001

G002

G003
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6.15 LISP REFERENCE VALUE TRANSFER FUNCTIONS

6.15.1 The CTSM Function

The CTSM function is a real-valued function used in the form:

CTSM(se)

where se represents a symbol expression. The value of CISM is the con-
tents of the word referenced by the value of se. For example, the value of

the ID field of a LISP record (see paragraph 6.22,1) is given by

CTSM(se).[1:2]

In many cases, a REAL FIELD designator is more convenient than the CTSM

function (see paragraph 7.2.2).

6.15.2 The SMTA Function

The SMTA (SyMbol To Arithmetic) function is a real-valued function

used in the form:

SMTA (se)

where se represents a symbol expression. The value of SMTA is the arith-

metic equivalent of the LISP reference value. For example, if

SMTA ("THING") = 167

then 167 is the actual (relative) address of the LISP record which is the

atomic symbol THING (see paragraph 6.22,1). Note that the relation

SMTA (se) < 63

is true when the value of se is a single character atomic symbol or a

single digit number (see paragraphs 6.22.2 and 6.22.3).
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6.15.3 The ATSM Function

The ATSM (Arithmetic To SyMbol) function is a LISP reference-valued

function used in the form

ATSM(ae)

where ae represents an arithmetic expression. The ATSM function converts
the value of ae into the equivalent LISP reference value. For example,

the following relations are always true:

I
o
(0]

SMTA (ATSM(ae))

Il
n
o

ATSM(SMTA (se))

where ae and se represent arithmetic and symbol expressions, respectively.
Since any arithmetic expression may be used as an argument of ATSM, the
user should be very careful to make certain that the value of ATSM is a
legitimate LISP reference value. This is especially important when auto-
matic reclamation is used, since the garbage collector will expect that all
SYMBOL valued items will be an address of a legitimate LISP record.

The ATSM transfer function may also be used to modify the address of

a LISP record when used in the following form

ATSM(aexp, sexp)

where aexp is an arithmetic expression, the value of which is added to the
value of the SYMBOL expression sexp. The value of aexp must be a non-
negative integer (see also paragraph 7.4.5). This expression is equivalent

to

ATSM(aexp + SMTA(sexp))
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6.16 THE CTR FIELD

In addition to the CAR and CDR fields contained in LISP records which
represent dotted pairs, there is an additional field, in GTL, called the
CTR field. This additional field is provided since the internal machine
representation of a LISP record, a B 5500 word, is large enough to accom-
modate an additional reference-valued field. The CTR field is not a stan-
dard LISP field, and it is not found in:most LISP systems. There is also
no corresponding symbolic representation of this field in LISP S-expres-
sions. A CTR field designator may be used in the same forms as the CAR
and CDR field designators, and may be used in composite field designators

(see paragraph 6.3.6). For example,
CTDR(X) = CTR(CDR(X))

The CTR field is useful for a variety of applications such as predecessor
links and for multi-linked list structures (see also Subsection 6.18).
A "dotted-pair'" type LISP record with CTIR field may be represented

graphically by

CIR CAR CDR

6.17 PREFIX AND DOT OPERATORS

6.17.1 Prefix Field Designators

All of the LISP field designators described in paragraph 6.3.6 and
the CTR field designator described above, may be used in a prefix form.
The prefix form consists of the field name followed by a SYMBOL variable,

either simple or subscripted. For example, if S is a SYMBOL variable,
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then,

CADR S :=CAR S

is equivalent to

CADR(S) := CAR(S)

6.17.2 Boolean Prefix Operators

If an argument of any of the Boolean standard functions ATOM,
ATSYM, NUMBERP, ALF, or NULL (described in paragraphs 6.5.1 through
6.5.5) is a SYMBOL variable, then the Boolean function may be
used as a prefix operator (without parentheses). For example, if S is a

SYMBOL variable,

ATOM S
NULL S
ATSYM S
NUMBERP S

ALF S

are valid GTL constructs.

6.17.3 The Dot Operator

The definition of symbolic expression given in Subsection 6.3 is

extended by the inclusion of the following construct:

sel . se2

where sel and se2 represent symbol expressions. It is equivalent to

CONS (sel, se2)

6-37



The period used in this context is called the dot operator. For example,

the value of

HAII . "Bll

is the dotted pair (A . B). Since sel and se2, as defined above, may also
contain dot operators, symbol expressions may be parenthesized to limit
the scope of a dot operator. When two or more dot operators appear in a

symbol expression, the association is from the right; for example
IIA" R ”Bll IICH . IIDII

is equivalent to
lIA" (”B" (llcll "D"))

the value of which is (A . (B . (C . D))). In the following additional

examples, it is assumed that S is a SYMBOL variable with a value of

(B C D).
symbol expressions value
"A" .S (A B CD)
CAR S . "(A D)" (B A D)
AT, "B" ., "C" L, 0 (A B C)
("a" . "B") . ("¢" . '"D") . 0 ((A . B) (C. D))

When the symbol expression contains arithmetic operators, the dot operator

has the lowest precedence; for example, if the value of the SYMBOL variable
S is (3 4 5), then the value of
CAR' S + CADR S . "(8 9)"

is the list (7 8 9).
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6.18 PROPERTY LIST OPERATORS

6.18.1 The Property List

Most LISP systems use the CDR field of atomic symbols to reference
linked lists of some kind containing attribute-value pairs. Such lists

are called property lists of atomic symbols. Thus, with each atomic sym-

bol there may be associated one or more attributes (atomic symbols) and
each attribute of an atomic symbol has a corresponding value (an S-expres-
sion). In GTIL, an economy of representation is achieved by using the CTR
field for the attribute, the CAR field for the value, and the CDR field

to reference the following attribute-value pairs (if any). The GTL

property list operations are described in the following paragraphs.

6.18.2 ADDPROP
ADDPROP is a statement which is used to add an attribute-value pair

to the property list of an atomic symbol. It is used in the form

ADDPROP (sym, attribute, value)

where sym, attribute, and value represent symbol expressions. The values

of sym and attribute should be atomic symbols. The effect of ADDPROP is

illustrated by the following procedure declaration:

PROCEDURE ADDPROP(S,A,V); VALUE S,A,V; SYMBOL S,A,V;
IF ATSYM(S) THEN
BEGIN CDR S :=V. CDR S;
CTDR S :=A

END
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For example, if the CDR field of the atomic symbol "TWO" is initially

empty, then the two statements

ADDPROP ("TWO", "VAL", 2)

ADDPROP (""TWO'", "TYPE", '"NUM")

have the effect of changing the CDR field of "TWO" as illustrated

graphically below.

CIR CAR CDR CIR CAR CDR

TYPE  NUM | VAL 2 0

6.18.3 PROP
PROP is a symbol-valued function which may be used in any symbol

expression. It is used in the form

PROP(sym, attribute)

where sym and attribute represent symbol expressions whose values should
be atomic symbols. If the CDR field of sym is a property list containing
attribute, then the wvalue of PROP is the LISP record containing attribute
in its CTR field and the value associated with the attribute in its CAR
field. Otherwise, the value of PROP is 0. The effect of PROP is illus~

trated by the following procedure declaration:

SYMBOL PROCEDURE PROP(S, A); VALUE S, A; SYMBOL S, A;
IF ATSYM S THEN
IF NULL(S :=CDR S) THEN PROP :=0 ELSE
FOR S ON S DO

IF CTR S EQ A THEN RETURN S
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(Note that this declaration makes use of the RETURN statement described
in Subsection 2.5. Referring to the example given in paragraph 6.18.2
above,
CAR (PROP ("TWO', "TYPE")) = NUM
CAR(PROP (""TWO" ,""VAL")) = 2

PROP("TWO", |I*H) — 0

A list associated with a given attribute could be extended by a statement

like that given below.

IF NULL(S := PROP(R,"*")) THEN ADDPROP(R, "*", L)

ELSE CAR S := APPEND (L, CAR S)

6.18.4 REMPROP
REMPROP is a statement which is used to remove an attribute-value

pair from the property list of an atomic symbol. It is used in the form

REMPROP (sym, attribute)

where sym and attribute represent symbol expressions. The effect of REMPROP

is illustrated by the following procedure declaration:

PROCEDURE REMPROP(S,A); VALUE S, A; SYMBOL S, A;
IF ATSYM S THEN
BEGIN SYMBOL R;
WHILE NOT (NULL(R :=CDR S) OR
(CTR R)EQ A) DO S :=R;
CDR S :=CDR R

END
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6.18.5 The Numeric Property Record

The property list of an atomic symbol may also contain a 'numeric'
property record which contains a CDR field but neither the CIR nor CAR
fields. Instead of containing LISP reference values, the CTR and CAR
fields are combined into a single field which can contain an unsigned
integer. The length of this field is 29 bits (its value may lie between
0 and (229-1), inclusive). The numeric property record is added to and

removed from property lists of atomic symbols by the statements

ADDPROP(sym, *, aexp)

REMPROP (sym, *)

where sym represents a symbol expression and aexp represents an arithmetic
expression. The value of sym should be an atomic symbol and the value of
aexp should be an unsigned integer. A number placed on a property list in
this manner may be accessed by the arithmetic standard function NPROP used
in the form

NPROP (sym)

where sym has the same meaning as above. NPROP may be used in any arith-
metic expression. For example, after the execution of

ADDPROP (""'VAL" ,*,215)
then
NPROP ("'VAL") = 215

6.18.6 Reference Property Records

References to records other than LISP records may be placed on
property lists of atomic symbols in LISP records called '"reference property
records.'" Like the numeric property records described above, these records
have neither CAR nor CTIR fields. These records and the property list

operations associated with them are described in Section 7.
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6.19 THE SYMBOL DEFINE DECLARATION

6.19.1 The Standard Declaration

A SYMBOL DEFINE declaration is used to define an identifier which
represents an S-expression. It has the same form as an ordinary DEFINE
declaration of B 5500 Extended ALGOL except that the definition must be

a quoted S-expression without a # at the end. For example,

SYMBOL DEFINE DF = "(A B C)"

In this case, every occurrence of DF in symbol expressions, including

quoted S-expressions, is replaced by (A B C). Thus, with the declara-

tions,

SYMBOL DEFINE Al

"(A B C)",

A2

1]

n (D E F)",
A3 = "(G H I)",

Bl = "(Al1 A2 A3)"

every occurrence of Bl is replaced with the list

(ABC) DEF) (GH I))

Each occurrence of the SYMBOL DEFINE identifier is replaced with the same
set of records representing the quoted S-expression. If an ordinary

DEFINE declaration were used; e.g.,

DEFINE D = "(A B C)"#

it would be replaced by a different set of records representing the same
S-expression(except in the case of atomic symbols, which are unique). 1In
addition, an ordinary defined identifier would not be replaced by its
definition in a quoted S-expression. Also, a SYMBOL defined identifier may

not be used in its own definition.
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6.19.2 CDR Field Initialization

If the quoted S-expression appearing in a SYMBOL DEFINE declaration
is a quoted atomic symbol, then the CDR field of the atomic symbol can be
initialized at the time the declaration is made by the inclusion of a
"field initialization part' in the SYMBOL DEFINE declaration. There are
four forms of the "field initialization part," each of which must
immediately follow the quoted atomic symbol.

The first form of the field initialization part consists of a colon
followed by any quoted S-expression. The CDR field of the quoted atomic
symbol will reference the records representing the quoted S-expression.

For example, with

SYMBOL DEFINE DF = "ABC" : "(A B GC)"

the following relations will be true:

DF - ”ABC"
CDR(DF) = "(A B C)"

CDR("ABC") - II(A B C)H

The second form of the field initialization part is a colon followed
by an unsigned integer enclosed in brackets. The CDR field of the quoted
atomic symbol will reference a numeric property record representing the

unsigned integer (see paragraph 6.18.5). TFor example, with the declaration

SYMBOL DEFINE Al = "VAL" : [251]

the following relation will be true:

NPROP(Al) = 251
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The third form of the field initialization part is a colon followed
by a parenthesized list of attribute-value pairs and/or bracketed
unsigned integers. Two or more list items are separated by commas, and
each attribute-value pair consists of an atomic symbol followed by a
colon followed by an S-expression. The CDR field of the atomic symbol is
initialized to a property list (see paragraph 6.18.1) consisting of

attribute-value pairs and/or numeric property records. For example,

SYMBOL DEFINE TW = "TWO" : (TYPE:NUM, VAL:2)

has the same effect as the two examples of ADDPROP statements given in

paragraph 6.18.2. Also, with the declaration

SYMBOL DEFINE DV = "/'" : (TYPE:0P, [125])

the following relations will be true:

CAR (PROP (DV,"TYPE")) = "OP"

NPROP(DV) = 125

The fourth form of the field initialization part consists of a colon
followed by an unsigned integer. The CDR field of the atomic symbol will
be initialized to the integer itself and not to a reference to a LISP
record. The value of the integer must be less than 32768 and must not
exceed 63 when automatic storage reclamation is used (see Subsection 6.20).
The CDR field of the quoted symbol appearing in this type of SYMBOL DEFINE
declaration must never be referenced in a symbol expression.

The CDR field of such an atomic symbol may be used in an arithmetic

expression when the CTSM transfer function is used (see paragraph 6.15.1).
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For example, with the declaration

SYMBOL DEFINE D523 = "START" : 523

the following relation will be true:

CTSM(D523).[33:15] = 523

6.19.3 The Asterisk Form

When a SYMBOL DEFINE declaration is used for the sole purpose of
initializing the CDR field of an atomic symbol, the following form of
the definition part may be used: the defined identifier and the = may be

replaced with an asterisk. For example,

SYMBOL DEFINE * "THE" : "ARTICLE"

will initialize the CDR field of the atomic symbol THE to the atomic
symbol ARTICLE. With this form of SYMBOL DEFINE declaration, the fourth
form of the CDR field initialization part (as described above) is parti-

cularly useful for associating numbers with classes of key words; for

example,
SYMBOL DEFINE * "SIN" : 1,
* "Cos" : 2,
* "EXP" : 3,
* "LN" : 4

might be used in conjunction with the CASE statement:
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CASE CTSM(S :=READ1).[33:15] OF
BEGIN
PRINT #UNDEFINED OPERATION#;
PRINT X:=SIN(X);
PRINT X:=COS (X);
PRINT X:=EXP(X);
PRINT X:=LN(X);

END

6.20 STORAGE RECLAMATION

6.20.1 Automatic Versus Programmed Storage Reclamation

In GTL, the user is given a choice between automatic and programmed
storage reclamation. When a relatively large amount of storage is used
and when keeping track of discarded list structure is difficult or
impossible, automatic storage reclamation should be used. On the other
hand, if it is relatively easy for the programmer to keep track of the
list structure which is to be discarded, then it would be more efficient
to use the RECLAIM statement described below. Also, if the amount of
storage used is relatively small, or if the amount of list structure in
use does not decrease, then the user may elect to use no storage reclama-
tion at all. 1In GTL, storage is allocated for LISP programs in 512 word
blocks. Each time four of the blocks have been used (2048 words), the
GTL system will check the available storage list, called the freelist,
to see if any words have been reclaimed. No new blocks of storage will be
allocated as long as there are a sufficient number of words remaining on
the freelist. Words are linked into the freelist either automatically, by
the automatic storage reclamation system, or programmatically by the

RECLAIM function.
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6.20.2 Automatic Storage Reclamation

When automatic storage reclamation is desired in a LISP program, the

words SYMBOL RECLAIM, followed by a semicolon, must appear directly after

the first BEGIN in the program; i.e.,

BEGIN SYMBOL RECLAIM;

This pseudo-declaration tells the compiler that the automatic storage
reclamation is to be used. The internal function used to perform the
storage reclamation is usually called the garbage collector. The gar-
bage collector goes to work when a block of allocated storage is

exhausted and the freelist is empty (see paragraph 6.20.1). The garbage
collector can also be forced into action by the RECLAIM function described
below. The GTIL garbage collector uses an algorithm used by most other
LISP systems: a marking phase followed by a collection phase. In the
marking phase, every LISP record which can be accessed by a SYMBOL
variable or through the CDR field of an atomic symbol on the object list
is marked. 1In other words, all list structure in use by the program at
the time the garbage collector is called is marked. In the collection
phase, a linear scan of the blocks of storage allocated at that point is
made, unmarking the LISP records which are marked, and reclaiming the
initially unmarked records. The operation of the garbage collector can be
monitored through various GTL system control parameters which are made
available to users (see Appendix C). There are two restrictions which must
be observed when automatic reclamation is used. Non-local jumps—i.e.,
jumps to labels outside a procedure or block—are not permitted, and the
values of SYMBOL variables and procedures and the contents of all CAR and

CDR fields must be legitimate LISP reference values (see paragraphs 6.19.3

and 6.15.3).
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6.20.3 Programmed Storage Reclamation

When automatic storage reclamation is not used, LISP records to be

discarded may be linked into the freelist RECLAIM statement of the form

RECLAIM(se)

where se represents a symbol expression the value of which should be a
reference to the LISP record which is to be reclaimed. The RECLAIM func-
tion will reclaim single LISP records only. A collection of procedures
for reclaiming lists and atomic symbols is given in Subsection 6.24. If
automatic storage reclamation is used, the statement RECLAIM may be used

to force the garbage collector to go into action. (Also see paragraph 7.4.4.)

6.21 AUTOMATIC STORAGE AND RETRIEVAL OF LISP LIST STRUCTURE

6.21.1 The LISP '"Memory"

The GTL LISP system provides a mechanism by which all of the atomic
symbols on the object list, and all of the list structure referenced by
the CDR fields of these atomic symbols, can be dumped at some point in a
program, and later loaded at another point in the same or another program.
This is done by actually saving and retrieving the internal representation
of the LISP records, rather than by attempting to read and write the sym-~
bolic representations of these records. If a program's "experiences' are
encoded, for example, in property lists of atomic symbols, then these
"experiences" could be saved and later recalled by the same program or by a
different program, giving the program a 'memory". The file upon which the
LISP records are stored must be specified by the user, and must have the
following specifications: the file must be declared in the outermost block
of the program, each logical record in the file must be at least 512 words

long, and the file should be large enough to contain 80 logical records.
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For example,

FILE REMEM DISK SERIAL [20:4] (1,540,SAVE 10); COMMENT DISK;
or

FILE REMEM 2 (1,512,SAVE 10); COMMENT TAPE;

Two functions which operate on the file, RECALL and REMEMBER, are described

below.

6.21.2 The REMEMBER Statement

The REMEMBER statement is used to store the contents of LISP records.

It is used in the form

REMEMBER (fileid)

where fileid is the name of the file described in paragraph 6.21.1 above.
To save the pointers of various SYMBOL variables and SYMBOL arrays, as well
as the LISP memory, the following extension of the REMEMBER statement may

be used:

REMEMBER (fileid,*,list)

where list is any explicit list of SYMBOL variables and SYMBOL arrays. The
syntax of this list is identical to an explicit ALGOL LIST used in an ALGOL

WRITE statement. For example,
REMEMBER (fileid,*,L,L1,L2,FOR I:=1 STEP 1 UNTIL N DO S[I])

In fact, the REMEMBER statement may be considered identical to an ALGOL
WRITE statement with an explicit LIST, with the additional attribute of

writing out the LISP memory. The REMEMBER statement does not REWIND or
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LOCK the file. Thus multiple REMEMBERs may be made to the same file, If
the SYMBOL RECLAIM option is being used (see Subsection 6.20), then the
garbage collector is called before the REMEMBER statement is executed.

The garbage collector collects all LISP records which are not on or
referenced through the object list, and places these records on the free
list, Therefore, in this case no LISP records may be referenced after the

REMEMBER statement is used.

6.21.3 The RECALL Statement

The RECALL statement will recall a LISP memory which was generated by
a program in which a REMEMBER statement was executed. It is used in the

form

RECALL(fileid)
where fileid is the name of the file described in paragraph 6.21.1 above.
To retain the pointers saved during a REMEMBER statement (see paragraph

6.21.2) as well as the LISP memory, the following extension of the RECALL

statement may be used:

RECALL(fileid,*,list)

where list is any explicit list of SYMBOL variables and SYMBOL arrays.
The syntax of this list is identical to an explicit ALGOL LIST used in an

ALGOL READ statement. For example,
RECALL (fileid,*,FOR I:=1 STEP 1 UNTIL 3 DO S[I],L)

The RECALL may be considered analogous to an ALGOL READ statement with an
explicit list, with the additional attribute of reading in the LISP memory

from the file specified. The RECALL statement does not REWIND the file.
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Thus multiple RECALLs may be made from the same file. Since a RECALL
statement initializes the LISP symbol table and all LISP records refer-
enced through the CDR fields of atomic symbols in the symbol table, all
references created by the compiler into the LISP memory may be invalid
after executing a RECALL statement. To avoid this problem, every quoted
S-expression appearing in the program must be a single character atom (a
single character atomic symbol or a digit). If the SYMBOL RECLAIM option
is used, then no operation which causes a LISP record to be generated may
be performed before the execution of the RECALL statement. These opera-
tions include the creation of lists, dotted pairs, atomic numbers (other
than single digits) and multi-character atomic symbols. Also every quoted
S-expression appearing in the program must be a single character atom (a

single-character atomic symbol, or a digit).

6.22 THE INTERNAL REPRESENTATION OF LISP RECORDS

6.22.1 LISP Reference Values

All LISP reference values in GTL are actually pointers or (relative)
addresses of words in core memory. A maximum of 32768 words are available,
addressed from O to 32767. These words are, in effect, elements of an

array like that specified by the following declaration
ARRAY LINK[0:63,0:512]

If R represents a LISP reference value, then the contents of the word

referenced by R would be
LINK[R.[33:6],R.[39:9]]

A field which is common to all types of LISP records is the ID field.
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The ID field is a 2 bit field, the value of which indicates the type of
LISP record. 1ID is not a GTL field name, but the contents of the ID field
can be referenced indirectly (see paragraph 6.15.1). The locations of the
ID, CTR, CAR, and CDR fields are specified by the following partial word

field descriptions:

field name partial word field description
1D [1:2]
CTR [3:15]
CAR [18:15]
CDR [33:15]

A description of the contents of these and other fields in LISP records

is given below.

6.22.2 Atomic Symbols

A LISP record is identified as an atomic symbol by an ID field value
of 2, The CTIR field is used to link together atomic symbols which are on
the object list (see Subsection 6.,13), and should never be changed by the
programmer. The CAR field of a single character will contain a 1, if a
letter, or a 2 otherwise., The CAR field of a multi-character atomic symbol
contains a pointer to a set of linked words containing the string of charac-
ters which the atomic symbol represents. A word representing a single
character atomic symbol does not contain a reference to its symbolic
representation; the address of the word will always be equal to the numeric
value of the character. The CAR field of an atomic symbol should not be

referenced.
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6.22.3 Atomic Number

A LISP record is identified as an atomic number by an ID field
value of 3. A number which is a single digit is uniquely represented by
one word; the address of the word is the value of the digit. All other

numbers are represented by two words.

6.22.4 Dotted Pairs

A LISP record which represents a dotted pair is identified by an ID
field value of 0. All three of the fields, CTR, CAR, and CDR, may be
referenced and changed by the programmer. Also, all three fields are con-

sidered to be valid LISP reference fields by the garbage collector.

6.22.5 Other Types of Records

Numeric property records and reference property records are identified
by an ID field value of 1. Only the CDR field of these words is considered

to be a valid LISP reference field.

6.23 LISP SYSTEM CONTROL PARAMETERS
The values of various control parameters used by the GIL system may be

accessed by a standard function called CONVAL. The CONVAL function is used

in the form

CONVAL (n)

where n represents an unsigned integer whose value designates the desired
control parameter. Some of the values of n which may be used and the
corresponding values of CONVAL(n) are listed in the table given below.

(See also APPENDIX C.)
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I3

10

29

30

31

36

37

value of CONVAL(n)

a newly-generated random number between O and 1
(used by the LISP RANDOM function)

value of current random number produced by
CONVAL (0)

total number of words collected by
garbage collector

number of times garbage collector
is called

time (in seconds) required by last call
on garbage collector

arithmetic value of the address of the
first word in the freelist (0 if empty)

first subscript of array described in
paragraph 6.22.1

second subscript of the array described
in paragraph 6.22.1

normally O; will be set to 1 after REMEMBER
is executed, meaning that no LISP operation
may be performed that causes a new LISP
record to be generated when using automatic
garbage collection

initially 0; will be set to 1 after the

first LISP record is created by the program;
when set to 1, the RECALL statement cannot

be used when using automatic garbage collection

number of atomic symbols created by GENSYM
current index of table of LISP reference
values maintained by the garbage collector;
it is initially 125

two less than the number of initial blocks of

storage allocated before the garbage collector
is called (see paragraph 6.20.1)
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Three expressions involving CONVAL which might be useful to the GTL

programmer are listed below.

expression meaning

CONVAL (9) ® 512 + CONVAL(10) number of words in use by

the GIL system

LENGTH (ATSM (CONVAL(8))) length of freelist
ENTIER(CONVAL(0) ® N) random integer between
0 and N-1

The value of the first expression minus the second is the number of words

in use by the program.

6.24 PROGRAMMED STORAGE RECLAMATION

The following set of procedures may be used to reclaim storage when

the automatic storage system is not used.

PROCEDURE RECLAIMLIST(L); VALUE L; SYMBOL L;
BEGIN SYMBOL S;
IF NOT ATOM(L) THEN
DO BEGIN S :=CDR L;
RECLAIM(L)
END UNTIL ATOM(L :=8)

END OF RECLAIMLIST

PROCEDURE RECLAIMATOM(L); VALUE L; SYMBOL L;
BEGIN REAL R, N;
IF SMTA(S) > 63 THEN

IF R :=CTSM(L) < O THEN COMMENT
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IF R.[1:2] = 3 THEN BEGIN COMMENT NUMBER;
RECLAIM(L) ;
RECLAIM(ATSM(R))
END ELSE
BEGIN COMMENT ATOMIC SYMBOL;
IF R.[3:15] # O THEN REMOB (L)
RECLATM(L) ;
N := (R :=CTSM(L :=ATSM(R.[18:15]))).[1:5];
WHILE N > 7 DO BEGIN
RECLAIM(L) ;
N:=N - 4;
R := CTSM(L := ATSM(R));
END;
RECLAIM(L)
END

END OF RECLAIMATOM

PROCEDURE RECLAIMALL(S); VALUE S; SYMBOL S;
BEGIN LABEL START; REAL R;
START: IF R :=CTSM(S) < O THEN RECLAIMATOM(S) ELSE
BEGIN RECLAIM(S)
IF R.[1:2] = O THEN BEGIN COMMENT DOTTED PAIR;
RECLAIMALL (ATSM(R.[3:15]));
RECLAIMALL (ATSM(R.[18:15]))
END;
S := ATSM(R);
GO TO START
END
END OF RECLAIMALL
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The procedure RECLAIMLIST will reclaim a dotted pair on the top level
of a list; i.e., the records referenced by the CAR and CTR fields of the
top level records will not be reclaimed.

The procedure RECLAIMATOM will reclaim atomic symbols and atomic
numbers. If an atomic symbol to be reclaimed by RECLAIMATOM is on the
object list, it will first be removed from the object 1list.

The procedure RECLAIMALL, which uses RECLAIMATOM, will reclaim atoms,
lists and dotted pairs. If RECLAIMALL is applied to a list or dotted
pair, it will reclaim everything in the list or dotted pair. If the
user wants to reclaim everything except atomic symbols, then RECLAIMATOM(S)

may be replaced by
BEGIN IF R.[1:2] = 3 THEN RECLAIMATOM(S) END

in the procedure RECLAIMALL.
Under no circumstances should RECLAIMLIST and RECLAIMALL be applied

to circular lists. This would generate an infinite loop in the program.

6.25 LISP EXAMPLE PROGRAM

The following example LISP program is not intended to represent a
practical program, but merely serves to illustrate some of the GTL LISP 2
constructs. The GTL Input-Output system, which is described in 6.10 and

in Section IX, is also included in the example.
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BEGIN CUMMENT THE SYMHBOL PRUCEDURE L(CSs» UEFINEC HELCw, FANCS IrRE
LUNGEST CUMMCN SEGMENT QOF ThRE TwC LISTS L1 ANy Le<;
FiLe IN INFILE (2510)3
File LuT PRINTEK 16(2s15)»
STKING LINEC120), CARD(eU);
BUOCLEAN PROCECUKRE INPRCS
dEGIN
LABEL ECFsex1T3
KEADCINFILE»1C»CARKDU)LEQOF )
WhITECPRINTER,10,(CARC)S
o0 TO EXI13
EuF INPKRO $t= TRUES
EXITs END OF INPRUS
SYMBOL L1sL23
LABEL START;S
COMMENT
COMSEGL FINUS THE LENGTH UF THE LUNGEST INITIAL CUMMCN SEGMEN]
OF TWO LISTS» X AnND Y3
INTEGER PRCCECUKRE CCMSEGL(Xs»Y)3
VALUE X»Y)
SYMBOL Xx»2Y3
COMSEGL #= lF NULLC(X) OR NULL(Y) UR CAR(X) NEG CARCY) ThHtn O
ELSE COMSEGLCCOR(XJ)s»CORC(Y)) + 1
COMMENT
CUMSEG FINDS THE LUNGEST INLITIAL CUMMCN SEGMENT Cf Twu LISIS
X AND Y3
SyMpUL PRUCEDURE CUMSEG(X,Y)3
VALUE X»Y3;
SYMBOL X»Y3
CUMSEG 8= IF MNULL(X) UR NULLCY) Or CARCX) NEQ CAR(Y) TrEN V
ELSE CONSCCAR(X)»COMSEGCCERC(X)»CLR(Xx)))J
SYMuOL PRUCEDURE LCS(L1,L2);
VALUE L1,L25
SYMBOL LlsLes
SEGIN
LABEL Aj
REAL KsNsoLXsLY3
SYMBOL X»Y,BESTS
Lx 1= LENGTH(LL1)3
FCR X ON L1 WRILE Lx GTR K uO
BEGIN
LY 8= LENGTH(LZ2)3
FOR Y ON L2 WHILE LY GTR K UC
BEGIN
N 8= CUMSEGL(X,Y)}
IF N LEQ@ K THEN GG TC A3
BEST ¢= COMSEG(XsY)3 K 8= N
Al LY ¢= Ly = 13
ENDJ
ENDS
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LCS 8= BESTS

END OF LCSS

CUMMENT

START OF tXtCULTABLE COUDES

UUTPUTC(PRINIERsLINE,120)3

INPUTCINPROPCARL»0U);

PRINT gTHE FOLLCwING IS A TEST GF TR LCS FUNCTICHN#;
SIARTSIF L1s=sREAL E@ GMARK UR L1 EQ n"STUP" THEN ExITS

LZ $= READ/

PRINT LCSCL1sL2)3

GU TO STAKT,

END,
THE CARp InNPUTl 10 THE PROGRAM [S AS FCLLCwS:
(A b CH CpD EYS
(B (U A B CUE)E
STC¥F

THE UUTPUT AS LISTEU ON THE PRINTER IS

THE FulLLowING IS A TEST UF THE LCS FUNCITICN
(Ao L b CDEIE

(b ¢ UL ABCODIUE)

(8 ¢ U E)

STOP
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VII. RECORD PROCESSING

7.1 INTRODUCTION

Among the facilities in GTL, there is a collection of interrelated
systems for creating and manipulating complex data structures. One of
these systems, the GTL version of LISP 2, is described in Section VI.
The purpose of this section is to describe the GTL record processing
system, which consists of two separate systems: a disk-storage-oriented
system and a core-storage-oriented system. The disk system is designed
for manipulating fixed length linked records on a random disk file.
The core system is an extension of the GTL LISP system for variable
length plex processing. (The term ''plex", first used by D. T. Ross,
refers to a node, or linked record, which contains a variety of data
types. In this section the term '"plex processing' will be used primarily
to refer to the core-storage record processing system (Subsection 7.4))
Both of these systems use constructs which are based on the record processing
system described in Wirth and Hoare's "A Contribution to the Development
of ALGOL".9

Familiarity with the GTL LISP system is required for understanding
the core-oriented plex processing system.

The remainder of this section is divided into three subsections:
a description of the constructs common to both record processing systems
(Subsection 7.2), and complete definitions of the disk and core systems

(Subsections 7.3 and 7.4).
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7.2 BAS1C CONCEPTS OF GTL RECORD PROCESSING

7.2.1. Relerence iixpressions

A reference expression is simply an expression whosc value is a
reference to, or address of, o record (sce Scction 6.7, "Reference
ixpressions', p. 426, Refercnce 9). In GTL, refcrence expressions include
the following:

1) reference variable,

2) reference function designator,

3) reference-valued field designator,
4) reference assignment statement,

5) conditional reference expression,
6) record designator,

7) null reference, and

8) parenthesized reference expression

A reference variable is a reference-valued simple variable or
array element. In GTL, it is declared with a special class of declarators
called record class identifiers (p. 423, Reference 9). As the name
implies, a reference variable may only reference records contained in
the class of records associated with the record class identifier.
Reference variables are declared in the same form as variable declarations
of type REAL; for example,

rci A, B, C
rci ARRAY RCA[0:99]
where rci represents a record class identifier. Record class identifiers

are discussed further in Subsections 7.3 and 7.4.
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Reference-valued procedures and formal paramenters (both name and

value) are declared in the same manner:
rci PROCEDURE P(X,Y); VALUE X; rci X,Y; ctc.

A refercence-valued field designator is a construct which refers
to the value of a particular field within a reccord. The type of field
is determined by the declarator used to declare the field. Field
designators are discussed in paragraphs 7.2.2 and 7.2.4, below.

A reference assignment statement has the same form and operational
meaning as an ordinary REAL-valued assignment statement. All of the
variables, function designators, and field designators appearing in a
reference-valued assignment statement must be of the same type; i.e.,
they must have been declared with the same record class identifier.

Conditional reference expressions have the same form and operational
meaning as other types of conditional expressions:

IF bexp THEN rexpl ELSE rexp2

Where bexp represents a Boolean expression, and rexpl and rexp2 represent

reference expressions. If the value of the Boolean expression is TRUE,
then the value of the conditional expression is the wvalue of rexpl;
otherwise, its value is the value or rexp2. Of course, rexpl and
rexp2 must have the same reference type; i.e., they must both be associated
with the same record class.

Record designator is the name given to the construct which is used
to generate new records in a given record class. This construct is

described in Subsection 7.3 and 7.4.
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The null reference is represented by the word NIL, and is used to
indicate the absence of a refcrence to a record. It may be used, for
example, to indicate the end of a list of linked records. (Internally,
the value of NIL is zero - the zeroth record is never accessed.) NIL
is the only reference expression which is associated with all record
classes.

7.2.2. TField Designators

As mentioned above, the field designator is a construct used to
access the value of a field within a record. It has the form

fieldid (rexp)

where fieldid represents a field identifier and rexp represents a
reference expression. The type of the field and its relative location
within the record referenced by rexp is determined by a field declaration,
which is described below. The programmer should be careful to ensure
that the value of the reference expression is never the null reference.
A field designator of any type may take the place of a variable of

the same type in the left-part list of an assignment statement. For
example,

AGE (JACK) :=28
where AGE is a REAL-type field identifier and JACK is a reference
variable. 1In addition, a string field designator may take the place
of a string variable in a string designator; for example,

STRING CARD (80);

STRING FIELD CARDF [0:80];

rei X

.
.
.

CARDF (X) (0,72) :=CARD(0,72) ;
CARD (72,8) :=CARDF (X) (72,8)
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where rei represents o record class identificr.

.2.3. The Reference Assignment Statemen
7.2.3. 71 Rel A t Stat t

The relerence assignment statement (when uscd as a statement) has
the same form and is subject to the same restrictions as the reference-
vialued assignment statement described in paragraph 7.2.1. For example,

X:-NEXT (X);
NEXT (X) :- NIL
where X is a reference variable and NEXT is a field identifier, both
of the same type(i.e., both declared by the same record class identifier).

7.2.4, The Field Declaration

The field declaration is used to declare the type of a field
identifier and its relative location within a record. It has the
following forms

type FIELD fieldid (loc) [skip:length]

type FIELD fieldid (loc)

where type represents a declarator indicating the type of field, fieldid

represents the field identifier being declared, and loc, skip and length

represent unsigned integers. The relative position of the field within
a record is given by loc, which may range in value from 0 to 127. A
loc of O refers to the first word, 1 to the second word, etc. For a
non-STRING field, skip is the number of bits to be skipped from the
beginning of the word and length is the length of the field in bits, so
that this part of the field declaration has the same meaning as the
field description of the partial word designator of Extended ALGOL
(paragraph 3-10, Reference 4). If the field identifier is to refer

to the entire word, the partial word part of the declaration must be

omitted, as a partial word part of [0:48] is not permitted. In the
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case of a STRING ficld, skip is the number of characters to be skipped
from the beginning of the word (from O to 7), and length is the length
of the field in characters; skip and length must be included in all
STRING field declarations.
The permitted ficld types are REAL, INTEGER, ALPHA, BOOLEAN, STRING
and the record class identifiers (which includes SYMBOL).
Examples:
REAL FIELD AGE (0) [41:7]
SYMBOL FIELD SYMF (3)
STRING FIELD NAME (4) [0:32]
rci FIELD NEXT (2) [33:15]
where rci represents a record class identifier, a reference-type field.
SYMBOL and other reference-type fields must be at least 15 bits long.
The GTL compiler makes no distinction between REAL and INTEGER FIELDs;
a full word INTEGER field may be assigned a REAL value.
Several simplifications of the field declaration are permitted:
a loc part of O may be omitted; if the type part is omitted, a REAL
‘field is implied; and a collection of field declarations of the same

type may be combined into one declaration. For example,

Sample Equivalent

STRING FIELD SF [0:64] STRING FIELD SF (0) [0:64

FIELD RF REAL FIELD RF (0)

SYMBOL FIELD CARF[18:15], SYMBOL FIELD CARF (0)[18:15]
CDRF[33:15] SYMBOL FIELD CDRF (0)[33:15]



7.2.5. Indexed Ficlds

Another form of field designator is the indexed field designator,
with the form

fieldid| index ] (rexp)

where rexp and fieldid represent a record expression and field identifier,

respectively, and index represents an arithmetic expression, the value of
which designates the relative location of the field in the record
referenced by rexp. The value of index must be within the bounds
specified in the indexed field declaration, which has the two forms

type FIELD fieldid (n, m) [skip:length]

type FIELD fieldid (n, m)
where type, skip and length have the same meanings as above (except an
indexed STRING field is not allowed). The constants n and m specify
the first and last words in the record which may be referenced by the
indexed field designator. For example,

REAL FIELD RFX (0,9)
may be used to reference the first 10 words of a record. For example,
the sum of the first 10 words of the record referenced by the reference
variable X may be computed as follows:

FOR I:=0 STEP 1 UNTIL 9 DO SUM:=RFX[I](X) + SUM
7.3. THE DISK SYSTEM

7.3.1. The Record Class Declaration

A GTL program may contain up to 31 record class identifiers
associated with linked-record random disk files. A record class
identifier is declared by a record class declaration (Section 5.4,
"Record Class Declarations', p. 423, Reference 9); it has the form

RECORD rci fileid (fieldlist)
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where rei represents the record class identifier, fileid is the namc
of the random disk file which is to contain records of the rci class,
and fieldlist is a list of one or more ficld identifiers. The size of
a logical record of the file fileid must be large enough to accommodate
all of the fields in the fieldlist. The field identifiers in the
fieldlist may be declared either before or after the record class
declaration, except for the rci-type fields which must be declared
afterwards. The compiler allows the specification of overlapping
fields in the record class declaration. In general, if the first
character of a word is part of a STRING field, then that word should
not also contain a non-STRING field; to do otherwise may result in a
FLAG BIT error termination.
Two or more rci's may be associated with a given disk file, and

a given field may be contained in two or more record classes; for
example,

RECORD DEALER RANFILE (NAME, ORDER, NEXT);

RECORD STOCK RANFILE (STOCKNO, PRICE, QUANTITY, DATE, NEXT,

beT) ;

STRING FIELD NAME (1) [0:327;

STOCK FIELD ORDER (5), NXT (5);

DEALER FIELD NEXT;

REAL FIELD STOCKNO (1),

PRICE (2),
QUANTITY (3),

DATE (4)



The following is an example of the constructs described in Subsection 7.2
using the declarations given above, and

DEALER DLR;

STOCK STK;

REAT, SUM

.
.
.

WHILE DLR # NIL DO
BEGIN

STK:-:ORDER (DLR) ;

WHILE STK # NIL DO
BEGIN
SUM:=PRICE(STK) ® QUANTITY (STK) + SUM;
STK :=NXT (STK)
END;
PRINT NAME(DLR) SKIP(40) SUM;
DLR :=NEXT (DLR)
END
The file fileid in a record class declaration must be declared by a
special random disk file declaration, which is described below.

7.3.2., The RECORD File Declaration

The RECORD file declaration has the same general form as ordinary
random disk file declarations (paragraph 9-39, Reference 4), with the

following exceptions:



1) "FILE" is replaced by "RECORD FILE",
2) the disk access technique ("RANDOM") is replaced
by the disk type ("LOCAL", '"NEW", or "OLD"),
optionally followed by a constant, adr, and
3) the logical record size must be a constant.
A disk type of LOCAL means that the file is (a non-SAVE file) to be
created by the program in which it appears and will not exist after the
execution of the program; a non-LOCAL disk type indicates a new file to
be created (NEW), or a previously created file (OLD). The optional
constant, adr, indicates the (relative) address of the first record to
be created by the record processing system (for a LOCAL or NEW file);
if it does not appear, the starting address will be one. This allows
the programmer to use the disk records with smaller addresses for other
purposes (such as storing the heads of lists of linked records in non-
LOCAL files).
Examples:
RECORD FILE DISC DISK LOCAL [20:300] (1,10,30)
SAVE RECORD FILE NEWF DISK NEW 2 [5:3007 (1,15,30,SAVE 30)
RECORD FILE RANFILE DISK OLD ''DEALERS'" (1,10,30)

7.3.3. The Record Designator

The record designator is the constuct used to generate records.
It has the two forms

rci(expression list)

rci

were rci is a record class identifier, and expression list is a list

of expressions corresponding in type and position to the fields given

in the record class declaration (p.426, Reference 9). If the field
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is an indexed field, the corresponding expression should be a list of
expressions (corresponding in type to the type of field) enclosed in
brackets. 1f any of the fields in the record are not to be assigned

a value in the record designator, an asterisk may replace the corresponding

expression., If the rci is given without the expression list, a record

is generated with all of its words set to zero. This means that a REAL
field is set to zero, a BOOLEAN field is set to FALSE, a STRING field
is set to all zero characters and reference fields are set to the null
reference, NIL.

RECORD PARTNO DF (STF,TYPE,NBR);

STOCK FIELD STF;

REAL FIELD TYPE (1,9)[18:15],NBR(1,9)[33:15];

PARTNO X

.
.
.

X :=PARTNO (*,%,[23,24,25 % ,% % 56,57,581);
DLR :=DEALER (CARD (10,32) ,* ,DLR);
ORDER (DLR:=DEALER) := STK := STOCK

7.3.4. Record Relational Expressions

In order to compare two addresses of records of the same type,
the following relation expression may be used in any Boolean expression:

recvar relop rexp

where recvar is a reference variable, relop is one of the relational
operators or their mnemonics, and rexp is a reference expression.

For example, given the record class identifier DEALER,
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DEALER DLR,X

DLR = X
DLR # NIL
DLR = NIL OR X = NIL

are Boolean expressions.

7.3.5. Transfer Functions

On occasion, it is ponvenient to be able to treat a reference value

as a number, and vice versa. This can be accomplished with the two
type transfer functions:

REAL (recvar)

zrei (aexp)
The first transforms the value of the reference variable recvar into
an arithmetic primary; the second transforms the value of the arithmetic
expression aexp into a reference value associated with the record class
of the record class identifier rci. These transfer functions should be
used with caution since they allow errors which would otherwise be
prevented by syntactic restrictions.

7.3.6. Storage Reclamation

Disk records may be reclaimed by the RECLAIM statement:
RECLAIM (recvar)
where recvar is a reference variable. It is the programmer's responsi-
bility to ensure that the value of reference variable is not the null
reference and that the record to be reclaimed does not remain a member
of some active list, or is, in any other way, referenced at some later

time., Whenever a record is reclaimed, it is placed on a list of records
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called the freelist. When a new rccord is to be generated and the free-
list is not empty, that record is obtained from the freelist. A
scparate frecelist is maintained for ceach RECORD file in the program;

two or more record classes associated with a given RECORD file use

this freclist in common.

7.3.7. Saving and Restoring Heads of Master Lists in Non-LOCAL Files

The heads of master lists of linked records contained in a non-
LOCAL RECORD file must be saved at the end of a program, and must be
restored at the beginning of the program if the RECORD file is of
type OLD. In addition, two other parameters associated with the RECORD
file must be saved and restored; these are the head of the freelist
(see above) and the location of the next available record. The values
of these parameters are accessed by the constructs

FREELIST (fileid)

NEXTAVL (fileid)
where fileid is the name of the RECORD file. These two constructs
may be used in the left-part list of assignment statements and in
arithmetic expressions as if they were REAL variables.

Normally, the heads of master lists, and the freelist and next
available record, are written onto, and read from, the first record
in the file (with disk address zero). This can be done without inter-
ference to the remainder of the system, since the record with disk
address 0 corresponds to the null reference, which is never accessed.
Simple reference variables, and the FREELIST and NEXTAVL constructs,
may be included in the lists of READ and WRITE statements as if they
were ordinary simple variables. For example, referring to the de-

clarations given in paragraphs 7.3.1 and 7.3.2
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DEALER DH; STOCK SH;

LIST SAVELIST (NEXTAVL(RANFILE),FREELIST (RANFILE),DH,SH)

READ (RANFILE[O],* SAVELIST)

WRITE (RANFILE[O],*,SAVELIST)
The internal value of NEXTAVL(fileid) is actually the disk address

of the next available record minus one. The programmer should keep
this in mind if he attempts to use the NEXTAVL construct for any purpose
other than saving and restoring this parameter on a non-LOCAL file (e.g.,
the file might be used as a stack instead of using the RECLAIM statement).
Notice also that it allows the programmer to use a simple method of com-
bining the file creation program and the file manipulation program into
one program. For example, referring to the example given above, if
RANFILE[O] is initially cleared to zero, then, the first time the program
is executed, the parameters in the list SAVELIST will be set to zero;
i.e., the heads of the master lists DH and SH, and the freelist, will
be set to the null reference, and the first record generated by the
program will have a disk address of one. The file itself could be
created by the following program:

BEGIN

FILE RANFILE DISK RANDOM [20:300] "DEALERS" (1,10,30, SAVE 90);

WRITE (RANFILE[O]);

LOCK(RANFILE);

END.
A RECORD disk file created by one program may be updated in both form and

content by associating additional record class identifiers with the file.
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7.3.8. Printing Reference Values

11 a reference-valued variable or ficld designator appcars in a
PRIN or PRINT statement, then the associated record class identificr
followed by the actual value of the disk address will be printed
(sce paragraph 9.2.12. of Scction IX).
7.4. THE CORE STORAGE PLEX PROCESSING SYSTEM

7.4.1. The Record Class Identifier

Since the core system is an extension of the GTL version of LISP,
the record class identifier in this case will be the LISP 2 declarator
SYMBOL. SYMBOL reference expressions are the SYMBOL expressions de-
fined in Section VI.

7.4.2. Field Designators

The LISP system contains the predefined field identifiers CAR,
CDR, and CTR, and their composite forms (e.g., CADR). In addition,
programmer defined fields may be defined as described in Subsection 7.2.
In the latter case, the SYMBOL expression to which the field identifier
may be applied is restricted to the following: a SYMBOL variable, a
SYMBOL standard function (e.g., APPEND, NCONC, etc), the transfer function
ATSM, the SYMBOL assignment statement, and the SYMBOL-valued field
designator.

7.4.3. Record Designator

The LISP record designator is the function CONS, which is normally
used to generate the one word record containing the fields CAR and CDR.
Another form of the CONS function used with the plex processing system
is

CONS[field-expression pair list]

where field-expression pair list is a list of one or more field-expression

pairs having the form
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ficldid : cxpression

where ficldid represents a ficld identifier, and expression represents
an cxpression whose type corresponds to the type of the fiecld identifier.
For example, given the declarations
SYMBOL X, Y
SYMBOL FIELD CARF [18:15],
CDRF [33:15]
the following two expressions are equivalent:

CONS[CARF: X, CDRF: Y|

CONS (X, Y)

Since CONS can create only one word at a time, a multi-word record is
created by successive CONSes (assuming that the freelist is empty so
that successive CONSes would produce consecutively-addressed one-word
records). In addition, certain restrictions must be placed on the field
in this form of record designator:

1) STRING fields must not be extended beyond a word
boundary; in no case may the length of a string
field be longer than 8 characters,

2) only the first field identifier in a series of
field expression pairs may refer to an entire
word,

3) indexed fields are not allowed, and

4) all of the fields in the field-expression list must
refer to the same relative word location (within a
multi-word record).

Any portion of the word which is not initialized by a field-expression

pair is set to zero. In addition to the two forms of the CONS record
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designator described above, the word CONS, used by itself, will creatc
a one word record which is initialized to zero.

7.4.4. The SYMBOL PLEX Option

Since the user-defined field designator allows the specification
of the contents and meaning of arbitrary fields, the GTL automatic
storage reclamation system cannot be used. Another form of storage
reclamation available is the RECLAIM statement described in Scction 6.
This form of storage reclamation is generally to be avoided however,
since, as mentioned in paragraph 7.4.3. a non-empty freelist would
make the creation of records consisting of consecutive words difficult
or impossible.

Another option available for the plex processing system is the
SYMBOL PLEX option which is specified at the beginning of the outer-
most block of the program by the pseudo-declaration "SYMBOL PLEX;'":

BEGIN SYMBOL PLEX;
When this option is used, the value of the address of the next available
word (minus one) may be accessed by the construct

NEXTAVL (SYMBOL)
This construct may be used in the left-part list of an assignment
statement or in an arithmetic expression as if it were a REAL variable.
This feature allows the programmer to use the entire block of words
available for LISP records as a stack. (The variable NEXTINFO plays
a similar role with respect to the INFO array in the B 5500 ALGOL
compiler). The SYMBOL PLEX option was designed to be used with the
GTL translator writing system described in Section VIII. A sample

program using the SYMBOL PLEX option is given in Subsection 8.8.
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With the SYMBOL PLEX option, the RECLAIM statement simply has the
clfect of rescetting the NEXTAVL parameter to the value of its argument.
The user should keep in mind that, before resetting NEXTAVL(SYMBOL)
to its previous value, any multi-character atomic symbols created
since its value was first saved will be linked into the object list. (See
Section 6.) Thus, these atomic symbols must be removed from the object
list by the REMOB statement before the words occupied by the atomic
symbols can be re-used; if this is not done the GTL symbol table
mechanism will not work.. In the sample program given in Subsection
8.8, a list of newly created atomic symbols is maintained for this
purpose.

7.4.5. The ATSM Transfer Function

The Arithmetic To SyMbol transfer function, ATSM (paragraph 6.15.3)
may be used to modify the address of a LISP record when used in the
following form

ATSM(aexp, sexp)
where aexp is an arithmetic expression, the value of which is added to the
value of the SYMBOL expression sexp. The value of aexp must be a non-
negative integer. The following example illustrates a method of
printing the contents of a list of variable length records, each
record containing a sequence of whole word numbers. The first word is
the length of the remainder of the record.

SYMBOL R, S;

REAL I;

REAL FIELD WHOLE
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FOR S IN R DO
BEGIN
N:=WHOLE (S);
FOR I:=1 STEP 1 UNTIL N DO
PRIN WHOLE (S: :ATSM(1,S)) SPACE;
TERPRI
END
It is assumed that the value of R is the list in question.

7.4.6. The RECALL and REMEMBER Statements

The RECALL and REMEMBER statements, as described in Subsection 6.21
may be used with the SYMBOL PLEX option. When the SYMBOL PLEX option is
used, there are no restrictions on the use of these statements; they may
be used at any point in the program as often as desired. This feature
might be used, for example, in the implementation of a self-extending
syntax-directed translator. The value of NEXTAVL (SYMBOL) must be set
before a REMEMBER to a point above the last element of the linked list
to be stored.

In general, a LISP memory file created by one program will not
be compatible with another program, since the addresses of quoted
atomic symbols (created at compile time) will almost always be different,

unless they are all single-character atomic symbols,

7.5 RECOMMENDED PRACTICES
If the RECLAIM statement is used to reclaim records then the following

program should be used to create the record file:
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BEGIN

FILE FILENAME DISK [20:300](1,10,30,SAVE 90);

ARRAY A[0:97;

INTEGER 1;

FOR I := 0 STEP 1 UNTIL 5999 DO WRITE (FILENAME,10,A[*]);
LOCK (FILENAME);

END.

If the programmer fails to use this type program and has reused all
reclaimed records and is creating a new record, he will have an error
termination. This is due to the way random files are handled by the MCP

and not by GTL.

7.6 EXAMPLE PROGRAM

The program listed on the following pages was designed to illustrate
the use of the disk-storage-oriented record processing system. The program
maintains a data base of students and possible courses they might take.

The data base can be updated and maintained from a terminal. The user

may inquire into the status of students in regard to required courses taken,
or needed to be taken, grade average, which students took a particular course,
etc. A simple example of the program's operation is given at the end of the
listing.

Attention should be given to the DELETESTUDENTS procedure which illus-
trates not only how to reclaim a record, but also how to reclaim all records
to which only the reclaimed record points.

This program should not be construed to represent a practical application
or to represent data base construction. The program merely illustrates the

creation and deletion of records in record processing.
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In order to understand the operation of the program, the programmer
should be familiar with GTL string processing (Section V) and the Input-
Output system (Section IX). Knowledge of list processing (Section VI) is

helpful in understanding record class identifiers.
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BEGIN

CUMMEN |

THIS PRUGRAM MAINTALINS 3 TYPES OF RECLRLS IN CNE FALE,

THE FIRST RECCKU» SIULENTs CUNTAINS A STUCENT®™S NAMEs ALLRESS,
SUCIAL SECURITY mNuMBER, AND CULLEGE DEGKEE, PLUS

A FIELD wHIUH PCINIS TO A RECCRUs CLCURSELISTING» wrICH

KRECURDS THE HISTURY CF CCOURSES TAKEN eY TrE SITULENI, Tht UIHLK
FUINTER PUINTS TC IHE NEXT STUDENI"S wECCKC, IF THIS PUINIER
1S MULL THEN THERE ARE NC MURE STUCENI KECChDS, TrIS

INDICATES END OF THE LIST. THE STUBENT FCINTERs SP» PULINIS TC
THE FIRST RECORC IN THE LINKED LIST LF STUCENT RECCRUS.

[HE CUUKSEUESCRIP WECURD CONTAINS A UESCRIFTICN Cf EVeRY PUSSIHLE
COURSE THE STULDENMT MAY TAKE. THIS CESCRIFTION INCLUCES

THE DEPARTMENT WHICH CFFEKS THE CUURSEs THE CLUKSE NUMBERS wHETHEK
THE CUUKSE IS KEGUIRED GR NOT, ANU THE TITLE CESCRIFPTIUN GF ThE
CUUKSE, CCF PUINTS TU ThHE FIRST RECURD 'CF THIS LINKEL LIS,

ITHE THIKO RECURDs» COURSELISTINGs COUNTAINS 2 FIELCSe ikt FARSI
FIELD CUNTAINS 3 likEnvSs THE QUARTER THE CCURSE wAS TAKEN, A
POINTER TU THE CCUNDEUESCRIP RECCRD, AND THE GRALE RECElVEWL, TrIS
FLELD OCCURS ¢ TIMES WITHIN THE RECCHKU, WHERE EACF FItLU ULCUFIES
1 wORD, THt SECCND FIELOC» WHICH LS IN TKRE LAST w(nr[C yF Iht
RECORD, PUINTS TO ANCTHER COURSECESCRIP IF CNE EXISTS, [IHE NULL
VALUE OF COURSEDESCRIP PCINTER ENUS THE LIST CF CCULRSES TAREN,
WHEREAS A NULL CCOuRDSES POINTER ENUS TRE LINKED LIST Cf
COURSELISTING RECUKDS,

THE PROGKAM ALLOWS THE USER TO AUU CUURSES, TC ACL STUULENTDS»

AND TO ALU COURSES TAKEN TC ANY STULENT®S RECCRU., STUCENTS Ok
CUUKSES MAY BE DELETED, CAUSING IHE RECCRLS TC BE ™RECLALMED"™

ANG LINKEU UNTO THE FREELIST wy THE PROGRAM, AFTER ANY RECURYS
ARE CREATED OR RECLAIMED» THE NEXTAVLAFREELISTsSF» ANy CUF VALUES
ARE UPDATED IN RECURC ZERU OF THE FILE TC MAINTAIN ITS INTEGRATY
IN THE EVEN! THE PRUGRAM ABNURMALLY TERMINATES, Ch THKE MACHINE
HANGS o

ALL INFCRMAITION IN THE SYSTEM CAN BE LISTED IN vARICUS FURMS .

THE FIND wPIIgN ENAGLES THE USER TU DETERNMINE INFCRMATION AgOouT
THE DATA BASE HE HAS ESTABLISHED. FOK EXAMPLE, TrERE IS A

COMMAND WHICKH DETERMINES WHAT REQUIREL CCURSES HAyE BEEN TAKEN UR
NEED TO BE TAKEN, EITHER FOR A PARTICULAR STUCENT UR ALL

STUDENTS., UTHER VARIATIONS OF THKLIS CUMMAND FINU THE GRAUL

AND GRADE PUINT AVERAGE FUR ONE STUDENT CR ALL STLULENTS,

A THIRD OPTION FINUg EITHER ALL PEUPLE wKC TOCK A FARTICULAR
COURSE, Ok ULUT CF THE PECPLE wHO TOOK THAT COLRSE THRCSE wHU MADE A
CERTAIN GRAUE, QR FINDS THIS INFCRMATION FCR ALL CUURSES. tHE LAST
FIND OPTIUN LISTS ALL STUUENTS WHU HAVE A PARTICULLAR UEGHREE;
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FlLe KEMCIES
RECLRU FILE SF ULISK OLDC1,10,30)3
RECLRU STUDENT SF(NAMEsAUDRESS»SSNUOSCOURSES»DEGREESNEXT )5
Rt CUNKLU CCURSECESCHRIP SF(UEPT»COURSFNO,REGUINEDS»CESCRIFTIUNS
HUURSPNEXTCUURSE)
RECLRU COURSELISTING SFC(UUARTERSCUURSEPUINTER,GRALESCLULRSES)S
STRING FIELL NAME (C) (U261
AUORESS (3) [z33714»
SSNO (7)) L7393
CUUKSELISTING FIELD CCURSES ¢9) (1t17)5
STRINGU FIELD ULEGREE (%) (31213
STUUENT FLELD NEXI (9) L30t181]3
STRING FIELD LEPT (C) [(U34],
CUUKSENC Q) [4831]»
RESUIRELCU) (72811
CESCRIPTIUN (1) [Ut64]),
HOUKS (9) [ect3]3
CUURSELULSCRIP FlELD NEXTCOURSE ($) (308181
COURSEPCINTER (C»r8) [30318)3
REAL FLELD GRADE (U,8) (18361, # TREAT AS ALPKA FIELUS
wUARTER (U»8) [2416])3
STULUENT SP3
CUURSEDESCRIP CULP
STRING
NAMESTR(Z6)»
ADUSTR(37)>
SSNUMBER(Y)»
DEGREESTR(2)»
DEPTSTRC4),
COURSENCSIR(3),
DESCRIPSTR(64),
HUOURSTR(3)3
INTEGER T3
LABEL START;
STULENT PROCEDURE LCOKUPSSNG (SSNUMBER)S
STRING SSNUMBERS
FORWARDS

COMMENT
THIS PRUCEDURE "PRINS® THE CUURSE CESCRIPTICN INFCHMATIUN LN
A RECORD POINTED TU BY P, SINCE DESCRIPTICNCF) MAY CUNTAIN
TRAILING BLANKS» THESE ARE EFFECTIVELY DELETEC SC TWAT TAb
POINTS TU ONE BLANK BEYGND THE INFCRMATICN;
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PRUCEUURE PRINCUUNSEDESCHRIP (P)3
VALUE P3j
CUURSEDLCSCRIP P3
bEGIN
PRIN DEPTCP)»COURSENC(P) REWULIRECCP)»rOURS(P) SKFACE(1)}
DESCRIPSTR 8= DESCRIFTIONCP)S
I 1= 633
WHILE DESCRIPSTR(CiI?2»1) = " » ANO T GTR Q CC T 8= 1 = 13
I ¢ 7 + 13
PRIN DESCRIPSTR(ULT)S
eND S
COMMENT
THIS PRUCEDURE FIKST PRINTS THE GQUARTER AND GRALUE AND THEN
CALLS PRINCLUURSECLESCRIP FOR ALL COURSES IN THE LISH
UF COURSELISTING RECURDS POINIED 1U HY P}
PROCELURE PRINICOURSESC(FIS
VALUE P
COURSELISTING P3J
BEGIN
ALPHA A3
INTEGER 13
LABEL STARTS
IF P=NIL THEN RETuURWN; & REFERENCE TO MULL RECCRL CALSES ERKHUR
STARKTSFCR I 8= 0 STEP 1 UNTIL 8 ne
BEGIN
IF COURSEPUOINTERCIICP) = NIL THEN RETURNS
CASE QUARTERLIICP) OF
BEGIN
PRIN #FA &3
PRIN W1l #;
PRIN #SF #;
PRIN #SU #3
ENDS
PRIN A $= GKADECLILIJCP)»}
PRINCOURSEDESCRIP(COUKSEPUINTERLLIICPR))S
TERPRI;
ENDS
IF P 8= CUUKSESC(P) NEWG NIL THEN GU STARTS
ENDS
PRUVCEUURE PRINTSTUDENT (PsaN)3
VALUE PasN3J
STUDENT P3 % wHICH STUDENT
INTEGER N3 % KEY TO wHAT IS PRINTED ABQUT STUCENT
CASE N CF BEGIN =
PRINT #St & SSNG(P)S
PRINT aNt # NAME(P);
PEINT 4A3 # ADODRESS(P)3
PRINT #Dt # DEGREE(P)}
FRINTCOURSES(COURSES(P)Y);
END3

PRINT SCCIAL SECLKITY MUMDER
PRINT STUDENTS NAME

PRINT STUDENTS ACURESS

PRINT STLDENTS CEGREE

PRINT CCLRSES STLUENT HAS TAKEN

2 DE BC DL DR B
EWN=—=O 2
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COMMENT
PRINTALL LISTS ALL STUDENTS" NAMES» AUNDRESSES» SCCLlAL StuunlTy
NUMBERS» ULGREESs COUKRSES TAKEN INCLUULIANG
THFE QUAKTER THE CUUKSE wAS TAKEN AND IHE GRADE KECEIVEUS

PrRCCEUURE PRINTALLS
BEGIN
STUVENT P3
INTEGER 17
IF P 1= SP = NIL (HEN
gbEGIN
PRINT #2STUDENT LIST ENMPTY#S
RETURN3}
END S :
wHILE P MW NIL Du
BEGIN
FUR T8=C STEP 1 UNILIL 4 DU PRINTSTULENT(P»1)s
TERPRI;
P 3= NEXT(P)}
ENDJ
END3

COMMENT .
LISTER LISTS vARIWUS THINGS FROM THE UIFFERENT RECLRDS, Int
CCMMANDS ARE?

L [(SOCIAL SECURITY NUMBER] LCPTLION LIST)

WHERE
[CPTIUN LIST) s8¢= [QPTICON] » [CPTICN LLISTI]

(OPTIUN] tt= § % PRINT SOCIAL SECLRITY NUMdER
/ N 3 PRINT NAVME
/ A % PRINT ADURESS
/ U % PRINT DEGREE
/ C % PRINT CUULRSES TAKEN

LS LISTS IHE SOCIAL SECURITY NUMEER AND NAMES
GF ALL STUDENTS IN THE DATA BASE

L C LISTS THE DESCRIPTION OF ALL CCURSESS
THt DEPARTMENT, COURSE NUMBER,
FOLLOWED BY AN OPTIONAL ASTERISK (%) wHICH
INDICAIES THAT THE CCURSE IS REQUIREC FCR GRADUATION,
ThE CUURSE HOURS AND CUOURSE TITLE;
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PROCELUKE LISTEK;
gEGILN
STUVENT S
CUURSEDESCKRILIP C3
INTEGER T
LABEL STAKT
LF "0"™ LEW REALCIwAST1(251)) LEGQ "9¥" TFrEN
BEGIN
SSNUMEER 83 TwXxS1(e¢»6)3
IF & $= LUOKUPSSNUCSSNUMBER) = NIL THEN
BEGIN
PRINT #STUDENT NCT FCUNDH¥*3
KETURNS
END3
CuL 8= 125 :
t= REAUNCTWXA) = "S" THEN T 8= 0 ELSE

STARTHIF 1
1F T = "N" THEN T $= 1 ELSE
IF T = "A"™ IHEN T 8= 2 ELSE
IF T = "0" THEN T 8= 3 ELSE
It 7T = "C"™ THEN T 3= 4 ELSE
dEGIN
PRINT #ILLEGAL INPUT#S
RETURN;
ENDS

PRINTSTUUENI(S,T)3

1F TWXS1(COLs1) = ",% THEN
BEGIN

COL t= COL + 1}

GO STARTS

END 3

KETURN?

END 3

IF T 3= REALCTWXS1(2,1)) = "S" THEN
BEGIN

IF S t= SP = NIL IHEN
BEGIN

PRINT #STUDENT LIST EMPTY#}
RETURN}

ENC3S

WHILE S NG NIL DU

BEGIN

PRINT SSNUCS),NAMECS)S

S t= NEXT(S)S

END 3

KE TURNS

ENDJ

IF T = "C" [HEN

BEGIN

IF C 3= CUP = NIL THEN
BEGIN
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PRINT #CUURDSE LISI EMPTY#S
RETURN3

ENDS

whILE C NEG NIL Du

BEGIN

PRINCUUKSEUESCRIP (C)3
TERPRI S

L 3= NEXTCUURSE(C)S

END S

RETURNS

END

PRINT #ILLEGAL LIST COUMMAND#}
ENO LISTEKS

CUMMENT
THIS PRUCEUURE SEARCKES FUR A STUUENT SCCIAL SECLrLITY NUMBER wHICH
MATCHES SSNUMBERs IF SUCH A STULENT EXISTS THEN & PCINTEK
TC HIS RECCURU IS WRETURNED» OTHERWLISE IHE NULL PCINIER 1O
RETURNED 3

STULENT PKOCELUKRE LCUKUFSSNU (SSNUMBER)S
STRING SSNUMBERS
BEGIN
STUDENT P3
P 1= SP3
WHILE P NEG NIL DU
oEGIN
IF SSNOCP) = SSNUMHER (0,9) THEN RETUKN F3
P 8= NEXT (P)3
END
END 3

COMMENT
THIS PRUCEDURE ADDS STUDENTS T0 THE UATA EASE, TrE
PROCEDURE LUOPS ASKING FOR THE FCOLLOWING INFORMATIUN
FOR EACH STUDENT T0 BE ENTERED INTO THE SYSTEMS

SSNU EXPECTS A 9 DIGIT SOCIAL SECURITY wnuMoth Uk
IF THE WORD "STOP"™ CR A BLANK LINE
IS FOUND THEN THE PRCCEDLRE IS txlitue.

NAMES EXPECTS THE NAME OF TKE STLDENT LP TUL 2o
CHARACTERS IN LENGTH,

AUDKESS? EXPECTS THE AUUDRESS CF THE STLLENT P Tw 37
CHARACTEKS IN LENGITHK,

DEGREE? EXPECTS THE DEGREE OF THE STUCENT

(2 CHARACTERS) SUCK AS EE» Its LR CEo
IF THE STUDENT ALKEADY EXISTS ON ThHE SYSTEM THEN AN EhKUR

MESSAGE IS TYPED, UIHERWISE THE MNew STUDENT IS ACLEC TU IHE
SYSTEMS
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PRCCEUURE ADUOSTULENTS

LOCP:

BEGIN

LABEL LCCF;

PRINT #SSNQOS #5 READ TWX3 SSNUMBER $= TwXS1(0»9)3

IF SSNUMBER(Q,4) = "STOP" OR SSNUMBER = SPACE THREN RETURNS
IF LOUKUPSSNOCSSMNUMBER)Y Ne@ NIL THEN

BEGIN

FRINT #STUDENT ALKEALY ON SYSTEMES

G 10 LCCGP;

END S

PRINT #NAMES' #3 READ TWx3 NAMESTR = JwxS1(Crz6)3}
PRINT #AUDRESS: #5 READ TWX3 ADULSITR 1= TwxsS1(C»37)i
PRINT #CtGREES #3 KEAD TwXxj3; DEGREESTH 3= TwxS1(Usc);

# CREATE NEwW STUDENI KECOKD

SP 1= STUDENT(NAMESTRSADDSTRsSSNUMBER» *s CEGREESTHR23P);
GG TC LCCP3 3 DE LugP

WRITECSFLO)s %, NEXTAYL(SF)»FREELISTCSF),»SF,CDP);

END 3

CUMMENT

UELETESTUUENT DELETES STUUENTS CURRENILY CN TRE SYSTEM,

wHEN A STUPENT IS DELETED WIS OLCL RECCRp IS LINKEL INIC

THE FREELIST EY THE RECLAIM STATEMENT SC THRAT ThE KECURU

CAN LATER gt USEDL, ALSO ALt Of KIS CLCURSELISTING MECURUS

ARE RECLAIMED, THE PROCEDURE EITHER ASKS FCR A SCCIAL
SECURITY NUMBEK Uk IT MAY BE GIVEN IN THE COMMANL w0 S

SUCH AS mp & 4056288C1w, A SERIES OF SCCIAL SECLRITY NyuMptkS
MAY BE GLVENs IF EACH PRECEDING CNE IF FCLLCWEL Ey A CCMMA.
AS BEACH STUULENT IS DELETED HIS NAME IS PRINTEC AS FEEUBACK

TU THE USERS

PRCGLEUURE DELETESIUDENTS

Ls

BEGIN

STUDENT 8T/

COURSELISTING C»D3

LABEL LUOPsKCsLoL1LS

IF SSNUMBERI=TWXS1(429) = SPACE(Y) THEN
BEGIN

LOOPs: PRINT #SSNQi#;

READ TWX;

SSNUMBER 3= TwxS1(U,»$);

END ELSE TwXS1 8= TwxS1(4) & SPACLS

IF SSNUMHBERCO,4) = "STOP"™ OR SSNUMBER = SFACE THEN RETURNS
IF 8§ t= T 8= SP = NIL THEN

BEGIN

PRINT #STUDENT LIST EMPTY#3

RETURN3

END S
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IF SSNUMBERCU,Y) = SSNOCSP)Y THEN # [1S TKHE FIWNSI mweCCRU
dEGIN
PKINTSTUUENT(SP21)3)
C 1= COURSES(S)
WHILE D1=2C NEQ NIL DC % DELETE CCURSE DESCRIPTIUN HWECURULD
BEGIN
C t% COURSESC(CI? & PCINTER TD NEXI RECOKC
RECLAIM(UDS % RECLALM THE RECURD
ENO
S $= NEXT(SFH)3
KRECLAIMCSK)
SP 13 S5 % RESTORKE STUDENT POINTER
GL 10 RC3
END S
wHILE S 8= NEXTC(S) NEG NIL DD % SCAN LOwN TRE LIS
BEGIN
LF SSNUMBEK(O,9)
BEGIN
PRINTSTUDENIT(S»1);
C t= COURSES(S)S
whILE D $= C NEGQ NIL UO % DELETE CUUKSE CESCRIPTICN RecClruo
BEGIN
C $= COURSES(C)3
RECLAIMCD) S
ENDS
NEXTCT) 3= NEXTCS)3 % DELINK THE RECOKD
RECLAIM(S)S % LINK RECLAIMED RECO®RD ONTC FREELIST
GO TO RC3
EnDs
T ¢= S5 % KELEP TAw QF TRAILING PCINTEK
END OF wWHILE LUCPS
PRIN SSNUMBER, #NUT FOUND®3 % NOT ON SYSTEM = NOTIFY USER
IF TWXS1(Ys1) = %" THEN PRINT #»>CONTINUING# ELSE ITERPKIJ
GC 10 L1
RC? WRITECSFLO)s# ,NEXTAVLC(SFIsFRFELISTC(SF),SPsCOP)3 % ULPDATE FILE
L1 IF TWXS1(Ys1l) = "™ THEN
gEGIN
TwXS1s=TwWXS1(10) & SPACES
GO TO L’
ENDJ
GO 10 LOCP;
END DELETESTUCENTS

SSNOCS) THEN % FCUND KIWM

o

COMMENT

LOOKUPCOUKSE IS THE SAME AS LOOKUPSSNL EXCEFT IT

LGOKS UP A COURSE GIVEN BY DEPT MAME(LT) ANC CCURSE ANUMBERLCN),
IT RETURNS THE ADDRESS OF THE COURSEULESCRIP RECCRL IF SUCH

A CUURSE EXISTSS
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CUUNRSEUESCRIP PKRUCEDURE LUCKUPCUURSE (UI»CN)3

STRING UT»sCN;

BEGIN

COUKSEUESCRLP P3

P 3= CDPJ

wHILE P MNLQ NIL QU

BEGIN

LF DTC0»4) = QEPTC(F) AND CNCO»3) = COULRSENC(P) Tktn ARETURN F3
P 3= NEXTCCURSE (F)s

END S

END

CUMMENT

AUDCOURSE AUUS CCURSES TO THE SySTEM. TKE INpPUT IS As BLLLUWS

DEPY S EXPECTS THE UDEPT NAME (4 CHRARACIERS ).
IF THE WOURpD "STCP"™ CR A BLANK LINE 1S EMIEREU
THEN THE PROCEUURE IS EXITEL.,

COURSENCS EXPECTS THE CCURSE NUMEER CF Trt COURSE e
AT THIS TIME THE CLUKRSEDESCKRIF KRECULKDYS ARE
SEARCHED BY CALLING LCCKUP TU StE (¢ THt
CCURSE ALREADY EXLISTS, AND If L1 QUES ANV ExKUK
MESSAGE IS TYPLD,

REGUIRED? EXPECTS ®Y® QR ®YES" IF THE CCUrRSE IS REWULRLD
FCR GRADUATIUON, CTHERWISE A HLAMK LINE
WILL SUFFICE FUR A NU RESPCNSE,

DESCRIPTICNS EXPECTS THE CCURSE TITLE TC gE ENTEREU up U
64 CHARACTERS IN LENGTF

HOUKS$ EXPECTS 3 CHARACTERS CF THE FCRM "303™ »HERE
THE FIRST DIGIT INUICATES THE NUNMBER
OF HOURS 0OF IN=CLASS INSTRUCTICN, THE StCOND
DIGIT INUDICATES THE NUMBER CF RUURS SPENT
IN LAB PER WEERK» AND TrE TRIKC CIGIT
INDICATES THE HCURS EARNELD FCKR THAIT CUVKSE,

AT THIS Tlmt THE New RECCKD IS CHREATEU ANC THEN Trt PRUCEDURE
LUOPSS

PRCCEUURE ADDCUURSE}

LGCPs

BEGIN

BUCLEAN HJ

LABEL LUCPS

PRINT #0EPTS #5 READ TwWXs DEPTSTR 3= 1WXS1(CC»4)i

IF DEPTSTK = nSTOP™ CR DEPTSTR = SPACE(4) THEN RETURN;
PRINT #CCURSE NO3 #3 READ Twxs CUOURSENOSTR s= Twxsl¢C,3)s5
IF LOOKUPCUOURSECUEPTSTR,CUURSENUSIR) NEG NIL THEN
BEGIN

PRINT #COURSE ALRKEADY ENTERED®S

GC T0 LCGCP;

END S
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PRINT #REQUIREUS#; READ Twx;

B $8= TwXS1(Usl) = nyn;

PRINT #UESCHKIPTIUNS #3 READ TwXs UDESCHIPSTR 8= Twx31(Us0d4)s
PRINT #rUUKSS #3 READ TwXxi HOURSTR 13 Twxs1(U,3);

COP t= COURSECESCRIP(UDEPTSTR2CUURSENUSTR, ¢ CHREATE CCuhSE RMECURUY

STRINGCIF B8 THEN "*w { | SE " ",1)sUESCRIPSTR,
HCUKSIR,CDP) S

gt 10 LLOP;

NRITECSFLOY s * pNEXTAVLCSFIsFREELISTCSFIsSP,CLP)S

END S

COMMENT

UELETECUURSE DELETES A COURSE SIMILAR TU CELETESTULULENT,

THE DEPARTIMENT NAME AND CUUKSE NUMBER ARE REQLESTeUL,

It THE COurSE RECURD IS FUUND THEN IT IS RECLAINMEL

SC THAT IT CAN BE USEU LATER. IF THE CCURSE CAN NLT

sE FOUND THEN AN ERRCK MESSAGE IS PRINTELD,

kxkxkx SOME CARE SHUULD Bt USED In CELETING CCuhSES BECAUSE
*kkkkx THERE MAY obE PUINTERS IN CUURSELISTING PCINTING 11U
kxxksxx THE KECURD BEING DELETED» THUS ERRCNEOLS LISTINGS
*kxkwek MAY KESULT

PRUCEUURE DELETECUURSES

Lulips

bEGIN

CUURSEDESCRHIP C»T3

LABEL LUCPsKC,L3}

PRINT #DEPTs#3 READ Twx3 DEPTSTR t= Twx81(C,4);

IF DEPTSTR = ®"STOP"™ OR DEPTSTR = SPACE THEN RETURN;
PRINT #COURSE NOt#3 READ Twx3 LSCUURSENOSTRI=TWXxS1(Cs3)s
IF C 3= T t= CDP = NIL THEN

BEGIN

PRINT #COURSE LIST EMPTY#;

RETURNS

ENDS

IF VEPTSTK = DEPTC(CUP) AND COURSENCSTH = CCURSENCCCCP) ThEWN
SEGIN & 118 THE FIKST RECURUD

C 8= NEXTCOURSE(CDP);

KECLAIM(CDPI}

CoP = (s

GC 10 RC3

END 3

WHILE ¢ 8= NEXTCOURSE(C) NEw NIL DO % SCAN COwN TEE LIST
BEGIN

ok kkoh*k
* ok ok ok kKX
*dok ok ok x
'EEX 2 X B

I DEPTSTR = CEPT(C) AND COURSENCSTR = CCLRSENG(C) THKEN & WwUT HIM

BEGIN

NEXTCUURSECT) 8= NEXTCOURSE(C);
RECLAIM(CIS

60 70 RCI

END3

I 8= Cj

END OF wHILE LOCPS 3
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PRINT #CUUKSE NCT FOUND#3 ¥ CUURSE NOT N SYSTENM
oL 10 LCUPS
R( S WRITECSFLUYs* ,NEXTAVLCSF)»FREELISICSFISSP,COP S
IF TWXS1(3,1) = "™ [HEN
BEGIN
TwXxS1 3= 1wxS1(4) & SFACES
wL 10 L
EanD 3
6l 10 LGUPS
eND DELETECULURSES

CUMMENT
ADUCGURSESTUSTULENT ADDS COURSES TAKEN TC A STULEN] RECURMU .
THESE INPUTS ARE PUT INTC CUURSELISTING AND
THEN IF IT 1S THE FIRST COUKSE TAKENs OK AN CLD KECCRD 1o
FULL (EACH KECUOKD HULDS 9 CUURSES) THEN A NEW RECLH[D 1S
CREATED AND LINKEu INTO THE LIST., CIFERWISE ITHE INFCrMATIUN
IS ADDED 10 AN EXISTING RECURD . THE PRCCEDURE VERIFIES
THAT BUOTH THE STUUENT AND THE COURSE EXIST., THEE INPLT
IS KEQUESTEL AS FULLOWS?

SSNhuUs EITHER AN SS NUs UK ®STCP"™ CR A ELANK.

DEPTS DEPARTMENT NAME (4 CHARACTERS),

COUKRSENQS CCURSE NUMBER.

GRAULE ? GKADE RECEIVED, EITHER A OF B Cn C Or U UR F,
QUAKTER TRIS INDICATES THt QUARTER THE CCURSE WAS

TAKEN, ENTEK EITHER FALL CR F» SPRING UK
SP, WINTER QR wl, LR SUMMER LR SU.

IhE PRUCEDUKE LCOPS UNTIL mSTOP" UR  ©eLANK IS ENTEREC
AT THE KREQUEST FOR SSNOs, IF AN ERROR CCCURS AN APPRGPRIAIL
ERRUR MESSAGE IS TYPEUS

PROUCEVUKE ADDCOURSESTOSTUDENTS
oEGIN
STUDENT S/
CCURSEDESCRIP P3
ALPHA Asb}
COURSELISTING CL3
INTEGER I;
LABEL DUNE»LOCP»Q12GD3
PRINT #SSNO3 #3 READ TwWX3 SSNUMBER 8= TwXxS1(0,9)3
IF 8 t= LUCKUPSSNO(SSNUMBER) = NIL THEN
BEGIN
PRINT #STUDENT NCT FOUND#;
RETURNS
END 3
PRINT NAMEC(S) S
LUCFS PRINT #CEPTS #3 REAQ TWX3 DEPTSTR 3= TwxS1(C»s4);
IF DEPTSTR = »STOF"™ COR DEPTSTR = SPACE(4) THEN KETURN;
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PRINT #CUURSENUT #3 KEAD TWX3 COURSENLSIR 8= TwxS81(C»3)/
IF P 8= LUCKUPCCOURSE(CDEPTSTRsCOURSENUSTR) = NIL TFEN
ok GIN
PRINT #NU SUCH CLCURSE#3
wuU 10 LCUFP;
LN
Gus PRINT BGRAODES #3 KEAD TwXs A 3= REALCIwWXxS1(¢C»1))3
IF ™A" GEW A GEG "F" (R A = "g*" THEN

cbEGIN
PRINT RILLEGWAL GRAUL¥;
ol 6D’
END
Qrs PRINT #GUARTER?® #5 READ TiwXs B 33 REALCTwxS1(Csreg))s
IF B8 = "F % Ok B = mFa» THEN B $= 0 ELSE
IF B = "w " GR B = mwl" THEN B8 3= 1 ELSE
LF B = "SP"™ THEN B 3= 2 ELSE
IF B = "SU™ THEN B 2= 3 ELSE
sEGIN
FRINT #N0 SUCH QUARTEK®)
WG 1O QT
EnNDS

IF CL 8= COURSES(S) = NIL THEN GU CCONES
wRILE CL NEG& NIL UU
gEGIN
FGR I = 0 STEP 1 UNTIL 8 DU
IF COURSEPOLINTERCIJ(CL) = NIL THEN GU DCMES
CL 3= CCURSES(CL);
END3
DUNES IF I = G UR I = 9 I1HEN
BEGIN 3 CREATE NEw COURSELISTING RECOKRD

COUKSESC(S) 3= COURSELISTING(B,P,A»CCUKRSES(S)))
WRITF(SFLOU]»*,NEXTAVL(SF)»FREELIST(SF),SP»CCP);
END ELSE

SEGIN % UFDATE CLU COURSELISTING KECOKD
QUARTERLIJC(CL) 3= 3
COURSEPCINTERLIJC(CL) 3= P

GRADELI] (CL) = AJ

ENDS

GG 70 LGGP3

END 3

CUMMENT
P INDDEGREE FINDS ALL STUDENTS WHC HAVE A CEGREE GIVEN IN
ITHE COMMAND "F D (DEGKEEI"™ WHERE L(DEGREE] IS ANY ¢
CHARACTERSS
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PRUCELUKE FINDUBEGKEES
gt GIN
STUDENT S
ULGREESTKR 8% TwxS1(4,2)3
S 3= §SP3
wHILE S NEg NIL Cu
cbEGIN
IF DEGREESTH = LDEUKEE(S) THEN PRINT SSNC(S);
S 1= NEXT (S8)5
END S
eNCs

CUMMENT _
FINDGKALE ELITHER FINDS THE GRADES FCUR & FARTICULAR STUobMNT
Uk ALL STUDENTS, Lf THE SCCTAL SECURILITY ANUMBER Is ¢IlyvEN
In THE CUMMAND "F G [SSNOJ" THEN THAT STUCENT"S GrACES ARE
SUMARIZEL» UTHERwWISE ALL STUDENTS™ SUMMARIES ARt FRINIEU

PRUCELURE FINCGRAUES
SEGIN
STUDENT 8§35
CUUKSELISTING CL3
STRING LINE(ZE)3
ALPHA G
INTEGER loGHokToH)
ARRAY GCL[Us34];
BUGLEAN BsPRINTED;
FCRMAT HEADC™ A B C D F ¢P FE PA NAME™);
FCRMAT INFCC7CI3)2,F5,2)3
LABEL L1s,LZ2sL3,LS)
If B 1= SSNUMBER 3= TwXS1(4,9) NEJ SPACE THEN
tEGIN
IF S $= LUCKUPSSNUCSSNUMBER) = NIL THEN
BEGIN
PRINT #STUDENT NCT FOQUND#S
RETURN}
ENDS
END ELSE S 8= SP;
1F S = NIL THEN
BEGIN
PRINT #STUDENT LIST EMPTY®S
RETURN3S
ENDS
wHILE S NEG NIL OU
BEGIN
IF CL $= COURSES(S) = NIL THEN GG TQ LS3
FOR I t= U STEP 1 UNTIL 4 DU GCLIJt=05
HT 8= QP 1= 03}
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L1t FCR T 8= U STEP 1 UNTIL 8 DU
bEGIN
IF COURSEFOINTERLLICCL)Y = NIL THEN GU Tu L23S
GCLGRADELLICCLI="A"] 3= » 4+ 13
LINE $= HUUKRS(CUOUKSEPUINTER({T)J(CL));
H 1= REALCLAINECZs1));
HT $= HI + n3
WP 8= gP + hH x (IF H$=GRAUELTICCL) = "F" TKEN C ELSE "t"=h/;
END 3
I CL 3= CUURSES(CcL) WEQ@ MIL THEMN GU 10 L1
Lesd IF HT Nk¢ QO THEN
st GIN
IF NOT PRINIEL THEN wRITECTWXF2,REAL)DS
PRINTED $¢= ITRULS
WRITE(LINEpINFUSFUR [¢=0 STEP 1 ULNTIL 4 CC gCLIJsuFokTswP/nl);
FRINT LINECQUPZE)» NAME(CS)S
END 3
LS IF o THEN GU TU L3’
S 8= NEXT(S)S

END S

L3t It NOT PRKINIELD THEN PRINT #nNULL#S3
ENDS

CUMMENT

FINDCOURSE FINDS ELTHER ALL PEOPLE WHL HAVE TAKEN A PARTLICULAR
COURSE COR ALL PEOPLE wHO MACE A PARTICULAR GRAUE.

THE COMMAND "F G"™ CAUSES THIS PRCCEDURE TC BE ENTERED whlCn
THEN REWUESIS THE KEST OF THE NECESSAKY INFCRNATICN,

THE FOLLOWING IS KEQUESTEUDL:

DEPTS SAME AS FOR AUU COURSES
CUURSENC: "
GRADE 3 IF A GRADE IS GIVEn THEN TKHAT CULRSE

WILL BE LISTED wITk ALL PECFLE wkC TUUR
IT AND MADE THAT GRACE ELSE ALL PEUPLE
whC TOUK THAT CUURSE wIlLL EE LISTEUS

PRCLEUUKE FINCCOURSES
HEGIN
STUDENT S35
COUKSELISTING CL3
CUURKSEDESCRIP CP3
ALPHA G
BO0CLEAN BsPRINTEDS
INTEGER I3
LABEL L1sL2»LCUP;
LUOP: PRINT #0EPTs#; REAU TwX3 UEPTSTR = TaXS1(C»4);
IF DEPTSTK = ®"STCP™ CR DEPTSTR = SPACE THEN RETURN?
PRINT #COURSENOS#3 READ TwX3 COURSENUSTR 3= TwaxSl(L,3);
PRINT #GRADE3#) READ TwX3 B 8= G 3= REAL(TwXxSi(u»12) = " "
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It LOOKUPCCURSE(UEPTSTR,CUURSENOSITR) = nIL THEN
BEGIN

PRINT #N0 SUCK CCURSE#S

ub T0 LLLUF;

tND3

S 1= §P3

weILE S Nbe NJL DU

bEGIN

IF CL ¢= CCURSES(S) = NIL THEN GU TC L2

L1 FCR 1T = U STEP 1 UNTIL 8 DG
BEGIN
I1F CP 8= CCURSEPCINIERCII(CL) = NIL THEN GC TU Les
Ir DEPT(CP) = DEPISTR AND CUURSENUGCCP) = CCLRSENCSTR anu
(b UR GRADELIJ(CCL) = G) THENW
oEGIN
FPRINT SSNUCS), NAME(S)S
PRINTED 3= I1RULS
ali TO Lé;
ENL
LAND S
I CL 2= COUKSES(UL) NEQ WNIL THEN GC TC L13
LZ? S ¥ NEXT(S)3
ENGS
IF NOT PRINIED THEN PRINT #NULLZS
EAND FINUCUUNSE;
CuMMENT

FINDREQUIKEU FINDS ALL COF ThE REWGuUIREL CCLRSES TrAI A
STUDENT HAS QR HAS NOT TAKEN, THIS CAN EF OCNE FUR EITren An

INDIVIDUAL UR ALL SIUUENTS, THE CUMMANDS ARE:
F R [SOCIAL SECURITY NOJ [CPTION)
[UPTIUN] s¢= L 7/ [EMPITY]
IF THE SCCIAL SECURITY NUMBER IS UOMITIED THEN ALL
STUDENTS ARE PRINTED. IF ThHE QPTION FIELC IS EMFTY THEN ALL
KEQUIRED CUURSES THAT HAVE BEEN TAKEN AKE LISTEU» LLSE

IF THE "L"™ APPEARS THEN THE CUURSES THAT ARE
REQUIREL AND HAvE NCT BEEN TAKEN ARE LISTECS
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PROCEUUKE FINUCREWUIKEDS
BEGIN
STUDENT S5
CLUKSELISTING CL 3
COCURSEDESCRIP CPsuP3;
INTEGER 13
LAl LlsLZsL3sLdsl5,L63
sGOLEAN BsPRINIEC»NOCLURSESS
IF 8 8= SSNUMBER 3= TwxS1(4,9) = sPACE UR
SSNUMBER(CC»1) = "L" THEN S 382 SP ELSE
Lk S 3= LUUKRUPSSNU(SSNUMBER) = NIL THEN
SEGIN
FRINT I+ SP = NIL THEN #STUDENT LLST EMPTYH# ELSE
#STUDENT NGT FCUND#S
KETURNS
ENDS
1F TwxSICLIF 8 THEnN 3 ELSE 13»3) NtW SFACE(3) THEN w( TG L3
wHILFE § NEG NIL OC
BEGIN
PRINTED 8= FALSES
IF CL t= COURSES(S) = NIL THEN gL TC LZ2;
Ll FCR T ¢= U STEP 1 UNTIL & DU
BEGIN
IF CP ¢= COURSEPOIWNIERCIICCL) = NIL TREN GC TC Les
1P KEWUIRECCCE) = "&" THEN
BEGIN
IF NOT PRINIED THEN
obEGIN
TERPR]
IF 6 THEN PRINT SSNQO(S),NAME(S) ELSE FRINTSTULENT(S,1)3
PRINTED 8= TRUES
END S
PRINCOURSEDESCRIP(CP);
TERPRI S
END S
END 3
IF CL 33 COURSESC(CL) NEQ NIL THEN GU TQ L1
Lt IF NOT PRINTED THENW
BEGIN
TERPRI:
IF & THEN PrRINT SSNQCS)sNAMECS) ELSE PRINTSTULCENT(S,1)3
PRINT #NC KEQUIREULU COURSES TAKEN YET#)
ENDS
1F NOT B IHEN RETUKRN3
S = NEXT(S)}
END3
RETURNS
L33 AHILE S NE@ NIL DU
BEGIN
PRINTED 3= tALSES
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Las

Lo

Les

UF $= CLP;

wHILF DPF NEW NIL 0O

bEGIN

IF KEGUIKERC(DP) new "« THEN G0 Tu L6
NUCUUKSES ¢85 CL t= CCURSESC(S) = NiL3

Lt NOCOURSES THEN GO 70 LS

FUR T ¢ O STEP 1 uUnTIL & Du

BEGIN

IF CP = CCURSEPCINIERKIIICCL) = NIL TFEN GC
Il CP = DOF THEN Gu TC L6

END S

IF CL 3 CUOURSESCCL) NEG NIL THEN GO 10 L43
1F NOTVT PRINIED THeW

sbEGIN

L B THEN PRINT SONU(S)SNAMECS) ELSE FRINTSTUCENT(3,51)3

PRINTED ¢= IKLUES

ENC 3
PRINCOURSEDESCRIP(UP);
[ERPRIS

UP 8= NEXTCUURSEC(ULP)3
EnND 2

LF NOT FRINIEC THEN
BEGIN
PRINTSTUDENIT(S»1)3
PRINT #ALL KEGUIREMENTS SATISFIED#S
FRINTED 8= IRUES

LND S

LF NOT & THEN RETURN;
§ 8= NEXT(SIS

END S

END FINCREGUIKELS

CUMME NI

THE CGMMANDS ARES

CGMMANDS ACTION

LIS CALL PRINTALL
L ALL CALL PRINTALL
L (UPIICNSI CALL LISTER

Ic LS;

SEE LISTER FUR [LPTICNS]

D S CALL DELETESTUCENT
D S (LSS NCJ’ 'Q.]

A S CALL ADDSTUDENT

A C CALL ADDCQURSES

u ¢ CALL AUDCOURSESTUSTUCENT $UPLATE CUUKRSES
STOpP END UF PROGKAM %wRAF UP
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FINU COMMANUS

F 0 [UEGREE] CALL FINUDEGREE

F G CALL FINUGRAUE

G (>snpl CALL FINDGRAUE
F C CALL FINDCUULARSES
F K CALL FINDREQUIREL
F R L CALL FINUREGULREL
F Kk [SSANLI CALL FINUREGUIRELU
F R LSSNO) L CALL FINDREGUIRELS

PRINT #GU AHEAD o 4)
REAUCSFLOCIs*s NEXTAVL(SF)sFREFLIST(SF)»SF»CCP);
STARTIPRINT #34;
READ TwX;
IF T 3= REALCTWXS1CUs4)) = "LIST™ CR | = "L AL"™ Tren PrINTALL ELSE
IF TwXxS1(U,1) ="L" THEN LISTER ELSE
- "

IF T = "p § THEN DELETESTUDENT ELSE
1IF 7 = "0 C ™ THki DELETECCURSE ELSE
IF T = "A 5 " THEN ADUSTUUENT ELSE

IF 1T = "A C " THEN ADULCUURSE ELSE

It T =" C " TREN ADUCUUKSESTOSTUCENT ELSE
IF T = "F 0 " THEN FINDDEGREF ELSE

It T = "F G " THEN FINDGRADE ELSE

It 7T = "F C "™ THEN FINDCOURSE ELSE

IF T = "F K "™ THEN FINDREQUIRED ELSE
IF T = "STCP" THEN

gEGIN

WRITECSFLOJo*, NEXTAVL(SF)»FREELISTC(SF)s»SP»CCP)}
PRINT #ENU=UF=UPCATLEY®;
PRINT 4GCUDBYE#XS
EXITS
END ELSE
PRINT #ILLEGAL INPUT#;
GO STARTS
ENU o
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RUN KECUKU

=t J™ URECURL
GU AHEAD .

L C

IS 4b0¢ 536 LUGLC UESLIGN aNL SaITCHING THECRY

ICS 445 303 LUGLISTIC SYSTEMS

IS 43¢ 303 INFUKMATLIULN SYSTEWMS

ICS 444 303 ELEMENTS uwbt [onFCORMATIUN THECHKY

ICS 4¢3 303 MATHENMATICAL TECKNIGUES FUR INFCRMATICN SCLENLE
ICS 415 233 THE LITERKATUKE OF SCIENCE AMND ENGINEERING
ICS 41(¢* 303 PRUBLEM SULVING

ICS 4C6% 303 CUMPUTING LANGUAGES

ICS 4u4 303 TUPICS IN LINGUISTICS

ICS 402 303 LANGUAGES FUR SCIENCE ANU TECKNCLCGY
ICS 40Ul 303 LANGUAGES FUR SCIENCE ANDC TECENCLCGY
ICS  355% 303 INFURMATIUN STRUCIUKES ANU PRLCESSES
ICS  34zx 303 INTRCOUCTLIUN TO SEMINTICS

ICs 33e 303 INTRCOUCTIUN TD INFCRMATIUN ENGINEERING
ICS 325% 303 INTROUUCTIUN TQ CYRERNETICS
MAlR ¢3dyx 3C3 INTRGCUCTIUN TQ SET=THEQRETIC CGNCEPTS
ICS 31Cx 233 CUMPUTER=URIENTED NUMERICAL METHCLS

ICS e¢Héex 303 CUMPUTER AND FROGRAMMING SYSTEMS

I¢S €51 233 AUTUMATIC UATA PRUCESSING

ICS «¢1%5 101 TECHNICAL INFURMATICN RESUURSES \
ICS 151% 233 UIGITAL CUMPUTER URGANIZATICN AND pPRUGRANMNMING
Lo

405620804 CHUCK CLVERALL

4ubceccn0l BARKY FULSUM

40526806 BILL BRUWN

405cztc0Y RAY SPUINICK

45620803 JERKY ClGARS

495¢2¢802 JOHN FUSTER

'F G

A B C L F GP KE PA NAME

2 1 1 0 0 3¥Y 12 3.25 BILL BROWN

3 3 2 1 U 7% 271 2.8Y RAY SPUTNICK

'F h 405628804 L

N3 (HUCK CUVEKRALL

ICS 41ux 303 PRUbBLEM SULVING

ICS 4Uée* 303 CUMPUTING LANGUAGES

ICS 355% 303 INFURMATIUN STRUCTURES AMNU PRLCESSES
ICS 342% 303 INTROCUCTIUN TOQ SEMIOTICS

ICS 325« 303 INTRODUCTIUN TO CYBERNETICS

MATH €3y* 303 INTROCUCTIUN 70 SET=THEQRETIC CCNCEPTS
ICS 31Cx 233 CUMPUTER=UKRLIENTED NUMERICAL METHCCS

ICS €56% 303 CUMFUTER AND PROGRAMMING SYSTEMS

ICS 151% 233 DIGLTAL CuMpPUTER GRGANIZATICN AND PROGRAVMNMING
'F K 4U5628805 L

N$ KAY SPUTNICK
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ALL REGUIREMENTS OSATISFILEUY

PP r o 4uS628801

NS pARKRY FOLSUWM
N KREGUIKED CUUKSLS TARKEN YET

$A S

SSNLt4UD62880 7
PASSCULI

NAME SBUL

AULRESSEIS700 MUUKES CENIER PLACL

DLGrEE 1L
SShg ¢
U C

SSNLSAUHE28E07

BuLU PASSCUT

LEPTSICS

CuunSENC2151

GRALUEL $A

QUARTERSFALL

DEPISICS

CulnSENU2Z5C

MU suCr CUURSE

DEPIS
LN SV
DEPISLICE
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VIII. SYNTAX-DIRECTED PARSING

8.1 INTRODUCTION

Experiments with the GTL list processing facility and the GTL string
processing system indicate that GTL may often serve as a convenient basis
for writing artificial language translators. As a result of these experi-
ments, several extensions of GTL have been implemented with the goal of
achieving a general purpose translator-writing system within the framework
of GTL. This section describes the extension of GTL in this direction.

The GTL parsing facility is intended to be used primarily as a top-
down no-backtrackiﬁg parser (Reference 5). Syntax rules are specified
through BNF-like declarations called '"SYMBOL FORMAT'" declarations. Matching
of sequences of symbol strings is intended to be accomplished primarily
through the use of the symbol table provided by the GIL system for LISP
atomic symbols. It is suggested that, in order to make effective use of
the constructs described, the user be familiar with Sections V, VI, and IX.
Also, the plex processing system described in Section VII has been found
to be helpful in writing translators.

In order to illustrate the general form and meaning of a GTL syntax
declaration, consider the following simple BNF definition of a simplified

arithmetic expression.

(ae)
(sec) ::
(op)

(p)

i

(p) (sec)
(op) (p) {sec) | (empty)

i -

1]

1l

Il

A|lB|c| (ae))

Lower case identifiers represent nonterminal symbols, upper case identifiers

and special characters represent terminal symbols, and the vertical bar

n "

means or.
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The correspondence between BNF and GIL syntax rules is indicated in

the table given below.

BNF GTL Equivalent Meaning

| ELSE "or"

TERM "TERM" example of terminal symbol
{nonterm) *NONTERM example of nonterminal éymbol
(empty) NIL the "empty" string of symbols

The SYMBOL FORMAT declarations corresponding to the BNF definition given

above are:

SYMBOL FORMAT AE; [*P, *SEC]

SYMBOL FORMAT SEC; [*0P, *P, *SEC ELSE NIL]
SYMBOL FORMAT OP; ["+" ELSE "-'"]

SYMBOL FORMAT P;

EHAH ELSE "B" ELSE nCn ELSE "(H’ *AE, H)H]

Note that two or more components of a syntax rule are separated by commas.
The identifiers corresponding to the BNF nonterminal symbols are called
SYMBOL FORMAT identifiers (hereafter, SF identifiers); the expression con-
tained in brackets, corresponding to the right-hand side of a BNF
definition, is called a SYMBOL FORMAT expression (hereafter, SF expression).
(In an actual program, all of the SF identifiers appearing in an SF expres-
sion must be previously defined; this is done by reordering the sequence
of declarations, or by declaring an SF identifier FORWARD, as defined in
Subsection 8.3.)

In GTL, recursive syntax definitions, such as that given for SEC, can

often be replaced by equivalent "iterative" definitions. For example,
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SEC may be declared as
SYMBOL FORMAT SEC; [*OP, *P, RETURN ELSE NIL]

In an SF expression, the word RETURN effectively returns control of the
scanning sequence to the beginning of the SF expression; thus, SEC could
scan an indefinite number of operator (OP) - primary (P) pairs.

An SF expression may contain subexpressions; an SF identifier may
be replaced by its definition. For example, AE, SEC, and OP, as defined

above, may be combined into one declaration:

SYMBOL FORMAT AE;

*p, [["+" ELSE "-"], *P, RETFRN ELSE NIL]]
4

As indicated by the arrow in the above example, the word RETURN returns
control to the beginning of the innermost subexpression in which it
appears. The phrase RETURN START may be used in an SF expression to return
control to the outermost level of an SF expression. For example, the
following SF declaration could be used to scan an SF expression (as defined

up to this point):

SYMBOL FORMAT SFX;
[[[*TERM ELSE "['", *SFX ELSE "*", %SFID],
[",", RETURN START ELSE NIL] ELSE
"RETURN", ["START" ELSE NIL]]

["ELSE", RETURN START ELSE "]"]]

The undefined SF identifiers TERM and SFID are understood to match terminal

symbols and SF identifiers, respectively.



All of the quoted terminal symbols appearing in SF expressions are
LISP atomic symbols. The atomic symbol itself is not directly compared
with the current input symbol; instead, a syntactic class number which is
assigned to the atomic symbol by the programmer is compared with the
syntactic class of the current input symbol. A syntactic class number may
be specified directly in an SF expression. For example, [2,3,4] will
match a sequence of three input symbols whose class numbers are 2, 3,
and 4. This indirection allows the programmer to specify terminal symbols
other than atomic symbols, such as numbers and "composite' symbols
(e.g., quoted strings). Various means of assigning syntactic class
numbers (both at compile time and run time) are described in paragraph 8.5.1.
The class of the current input symbol is always contained in a REAL or
INTEGER variable declared by the programmer. There is a separate special
declaration which tells the GTL compiler that a particular variable is
intended to be used as a class variable (paragraph 8.5.2). When a syntactic
class number is successfully matched with the class of the current input
symbol, the class variable must be reset to the class of the next input
symbol., This is done automatically through a procedure supplied to the
system by the programmer. Whenever a syntactic class match is made, the
system calls on this procedure. It is the responsibility of the programmer
to ensure that the procedure will obtain the next input symbol and assign
its syntactic class number to the class variable. 1In the remainder of
this manual, this procedure will be referred to as the ''getnext" procedure.
A special declaration which tells the GTL compiler the name of the

intended getnext procedure must be supplied by the programmer (paragraph 8.5.3).
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The SYMBOL FORMAT declaration is effectively equivalent to the
declaration of a BOOLEAN procedure. The SF identifier, which may have
associated formal parameters, is analogous to a BOOLEAN procedure iden-
tifier, and may be used as a Boolean primary in any GTL Boolean expression.
The SF expression associated with the SF identifier is analogous to the
procedure body of a BOOLEAN procedure declaration. There is also a
"block'" form of the declaration, consisting of the word BEGIN followed by
a series of declarations, the SF expression and END. For example, the

previously defined SF identifier AE could be declared by

SYMBOL FORMAT AE;
BEGIN LABEL L;
[*P, L: [["+" ELSE "-"], *P, GO TO L ELSE NIL]]

END

Note that this example also illustrates the use of labels and statements
in SF expressions.

The "semantics' of the language defined by the SF expression is
determined by the inclusion of statements in the SF expression. These
statements may appear anywhere in the SF expression, and each statement

must be followed by a semicolon (except before an "ELSE"). For example,
["PRINT", ["A', PRINT A ELSE "B", PRINT B;]]

It is often convenient to execute a sequence of statements between a syntax
class match and the call on the getnext procedure. This can be done by
using the delayed getmnext construct: If a colon is placed immediately after
a terminal component of an SF expression then the call on the getnext

procedure is delayed until another (nonterminal or terminal) matching

8~-5



component, or an ELSE, ], [, NIL, RETURN or label is encountered. For
example, if 2 is the syntactic class of a number which is contained in

the variable INREAL, and T is a REAL variable, then

[2: T :=INREAL; "4'", 2: T :=T + INREAL;

PRINT #SUM = #T;]

will match two numbers separated by a + and print their sum.

As an example of some of the features described so far, a set of
SYMBOL FORMAT declarations which will transform an arithmetic expression
into a suffix Polish string is presented below. It is assumed that syn-~
tactic class nuhbers of 2 and 3 have been chosen for variables and
numbers, respectively. To make the SF expressions more readable, the

following define declaration is used:
DEFINE VARIABLE = 2#,kNUMBER = 3¢

It is also assumed that the class variable and getnext procedure declara-
tions, such as those given below, have been made.

REAL FIELD CDRF [33:15];
REAL CLASS;
PROCEDURE GETNEXT;
CLASS :=
CASE READCON(FALSE) OF
BEGIN
1; COMMENT END OF FILE CLASS;
3; COMMENT ILLEGAL NUMBER CLASS;
3; COMMENT NUMBER CLASS;
CDRF (INSYM); COMMENT ATOMIC SYMBOL CLASSES;
0; COMMENT MULTI-CHARACTER STRING CLASS;

END
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The READCON function is described in paragraph 9.4.4. The expression
CDRF (INSYM)

yields the last 15 bits (the CDR field) of the contents of the atomic
symbol contained in INSYM (see paragraph 7.2.4). It is assumed here that
the CDR fields of the atomic symbols representing variables in the arith-
metic expre;sions to be scanned have been preset to the value two.
Although specific class number assignments have been indicated for this
example, it should be noted that the declarations given below contain no
direct or explicit reference to a class number. 1In two of the declara-
tions, AEXP and TERM, the class number of an atomic symbol is indirectly

referenced in an arithmetic expression by preceding the quoted atomic

symbol by an =,

SYMBOL FORMAT AEXP; FORWARD;
SYMBOL FORMAT PRIMARY;
[VARIABLE: PRIN INSYM SPACE ELSE
NUMBER: PRIN INREAL SPACE ELSE
"(", *AEXP, ")"];
SYMBOL FORMAT FACTOR;
[*PRIMARY, ['*", *PRIMARY, PRIN #* #; RETURN ELSE NIL]];
SYMBOL FORMAT TERM;
BEGIN BOOLEAN TIMES;
[*FACTOR, ["®"*"/": TIMES := CLASS = (="®");
*FACTOR, PRIN IF TIMES THEN #® # ELSE # / #;
RETURN ELSE NIL]]

END;
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SYMBOL FORMAT AEXP;
BEGIN BOOLEAN MINUS;
[*TERM, ["+" * "=": MINUS :=CLASS = (="-");
*TERM, PRIN IF MINUS THEN #- # ELSE #+ #;
RETURN ELSE NIL]]

END

The composite terminal symbols, "®" * '"/" in TERM and "+" * "-" in AEXP*,
allow a match on either one of the atomic symbols (see paragraph 8.2.1).
Also, since AEXP and PRIMARY call on each other indirectly, it was
necessary to declare one of these SF identifiers FORWARD., If the input

string consists of
A+ ®B-C)/D+E*F

then a call on AEXP, followed by a TERPRI, will produce the following

output:

ABC-D/ +EF * +

In order to give a better idea of how the GTL parsing declarations

actually work, AEXP and PRIMARY are redefined in paragraph 8.7 as

BOOLEAN procedures, and are also used in a program in the EXAMPLES sectionm.
In the remaining paragraphs of this section, SYMBOL FORMAT declara-

tions are used to define the syntax and semantics of the entire GTL

syntax~-directed parsing system.

x
The arithmetic scanner listed above does not handle unary operators.
See the program in Subsection 8.8 for a complete example of arithmetic
expression parsing.

8-8



8.2 SYMBOL FORMAT EXPRESSIONS

8.2.1 Terminal Symbols

A simple terminal symbol matching component in an SF expression is
either a number or a quoted atomic symbol. The CDR field of the quoted
atomic symbol will contain a syntactic class number, which is either pre-
set by the programmer (see paragraph 8.5.1) or made by default by the
GTL compiler. The rule by which a default class assignment is made is
described below.

A "composite" terminal symbol matching component may be formed with
two or more class numbers and/or quoted atomic symbols separated by
asterisks or equal signs. The % means that the next class number must be
strictly greater than the previous class number; and the = implies strict
equality. 1In order for a match to occur with the composite terminal sym-
bol component, the value of the class variable must be greater than or
equal to the first member and less than or equal to the last member of
the sequence of class numbers or quoted atomic symbols. If default assign-
ment occurs after an asterisk, the value assigned will be one greater than
the previous class number. For example, if the CDR fields of + and - have

not been previously assigned,

2 = Myn o non

will assign the class number 2 and 3 to "+" and "-", respectively, and a
match will occur if the value of the class variable is a 2 or a 3.

As indicated in Subsection 8.1, the class number assigned to an atomic
symbol used as a terminal matching component may be referenced indirectly
in an arithmetic expression by preceding the quoted atomic symbol by an =.

If no syntactic class assignment has been made previous to the occurrence



of the atomic symbol in an arithmetic expression context, a default class
assignment will be made.

There is also an indirect terminal symbol matching component, which
consists of a period followed by a REAL simple variable identifier. The
value of the variable is compared with the value of the class number of

the current input symbol. For example,

SYMBOL FORMAT LST(X); VALUE X; REAL X;

[.X, [",", RETURN START ELSE NIL]]

The SYMBOL FORMAT declaration given below indicates how the GIL com-
piler scans terminal symbol components of SF expressions and makes default
class assignments. For the purpose of this declaration, it is assumed
that LITNO, ATOMICSYMBOL, REALID are previously defined identifiers
representing the syntactic class numbers assigned to unsigned integers,
LISP atomic symbols, and REAL variable identifiers, respectively. The
values of the constants and atomic symbols are assumed to be contained in
the variables INREAL and INSYM, respectively. Also, CLASS is a REAL
variable used as the class variable, SFC is a real variable which is used
to control the default class assignment, and FLAG is an error message

procedure.
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SYMBOL FORMAT TERMINAL;
BEGIN
BOOLEAN AST;
REAL FIELD CDRF[33:15];
REAL LAST, T;
LABEL L;
[AST := TRUE; LAST :=0;
L: [LITNO: SFC := INREAL ELSE
- ATOMICSYMBOL :
IF T := CDRF(INSYM) = O THEN
BEGIN
IF AST THEN SFC :=SFC + 1;
CDRF (INSYM) := SFC;
PRINT #DCA # SFC
END
ELSE
SFC :=T; """ ELSE
", " REALID],
IF SFC < LAST THEN FLAG(670);
LAST := SFC;
["%'" % "=": AST :=CLASS = (="*"); GO TO L ELSE
NIL]]

END

As can be seen from this declaration, every default class assignment will
cause 'DCA" followed by the class number to be printed during the com-
pilation. The variable SFC is set to zero at the beginning of the

compilation.
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As indicated in Subsection 8.1, a call on' the getnext procedure normally
occurs immediately after a match, The call on the getnext procedure may
be delayed for the purpose of executing a series of statements which may
operate on additional information associated with the current input
symbol by placing a colon immediately after the terminal symbol matching
component. This construct may also be used in conjunction with the error

message option described in paragraph 8.2.8.

8.2.2 Nonterminal Symbols

As defined in Subsection 8.1, a nonterminal symbol in an SF expression is
an asterisk followed by an SF identifier. In addition, the asterisk may
be followed by any Boolean expression; a syntax match will occur if and

only if the value of the Boolean expression is TRUE. For example,

[* CLASS =2 AND CLASS = 3, GETNEXT;]

has the same effect as

[2 = g o n_n]

(if GETINEXT is the name of the getnext procedure).

8.2.3 NIL

NIL is the matching component which matches the empty string of
symbols, and is used primarily to indicate that an SF expression can be
satisfied even if the preceding alternatives are not. It is usually
introduced when transforming a non-deterministic syntax rule into a form

acceptable to a no=-backtracking parser (p. 90, Reference 5). For example,
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il

(factor) (primary) * (factor) l (primary)

is transformed into

i

{factor) (primary) (remfact)

(remfact) ::= (factor) | (empty)
which is combined into the SF declaration

SYMBOL FORMAT FACTOR;

[*PRIMARY, ['*'", *FACTOR ELSE NIL]];

NIL may also appear among a series of statements following a delayed

getnext for the purpose of forcing the call on the getnext procedure.

8.2.4 Statements

Any GTL statement may be included in an SF expression. The statement
must be followed by a semicolon except before an ELSE. The use of iden-
tifiers in statements which are part of SYMBOL FORMAT declarations are
subject to the same restrictions as those in procedure declarations. A
sequence of one or more statements may be used in place of NIL to match

the empty string of symbols; for example,
["RETURN", ["START", BV := TRUE ELSE BV := FALSE]]

8.2.5 Labels
Labels may appear anywhere in the SF expression. Each label must be
followed by a colon. An example of the use of a label for simplifying

an SF expression is given in paragraph 8.2.9.
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8.2.6 RETURN

The RETURN part of an SF expression causes transfer of control to
the beginning of an SF expression, as described in Subsection 8.1. An optional
UNTIL part allows the programmer to limit the number of possible iterations;

for example,

["c", J:=0; [["A" ELSE "D"], RETURN UNTIL (J :=J + 1) = 10 ELSE "R"]]

The syntax of the RETURN part is defined below.

SYMBOL FORMAT RETRN;

["RETURN", ["START" ELSE NIL], ["UNTIL", *BEXP ELSE NIL]]

BEXP represents an SF identifier which defines the syntax of Boolean
expressions. When the UNTIL option is used in the RETURN part of the SF
expression, transfer of control will continue until the value of the

Boolean expression is TRUE.

8.2.7 The SWITCH Option

When the first components of a series of alternative rules in an
SF expression are all consecutively numbered terminal components, and when
the number of alternative rules is relatively large, the scanning speed can
be substantially increased by using the SWITCH option. The SWITCH option
is effected by placing the word SWITCH immediately after the [ in the SF
expression. The code generated is similar to that produced by the declara-
tion of an ALGOL switch although the meaning of the remainder of the SF
expression remains unchanged. For example, if LABELID, REALID, and INTID
represent class numbers of label and real and integer variable identifiers,

respectively, then
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SYMBOL FORMAT STMT;
[SWITCH

LABELID: LABELR; ":", RETURN ELSE
REALID*INTID: VARIABLE(FS) ELSE
"WHILE", WHILESTMT ELSE
"DO", DOSTMT ELSE
"FOR", FORSTMT ELSE
"READ'", READSTMT ELSE

"WRITE", WRITESTMT]

indicates how a subset of labeled ALGOL statements might be scanned. Any
resemblance between STMT and the STMT procedure of the B 5500 ALGOL com-

piler is not coincidental.

8.2.8 The Error Message Option

If the delayed getnext option (paragraph 8.2.1) is used, the colon
following the terminal component may be followed by a number or by a state-
ment preceded by an asterisk for the purpose of generating an error message
if the terminal symbol is not matched. If a number is given, there will be
an implicit call on an error message procedure supplied by the programmer

with that number as its argument. For example, given the procedure

PROCEDURE ERR(X); VALUE X; REAL X;

PRINT #ERROR NUMBER # X

the SF expressions

L"(", *AEXP, ")": 104;]

["(", *AEXP, ")": *PRINT #MISSING )#;]
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would generate the following error messages if the '")" were missing from

the input text:

ERROR NUMBER 104

MISSING )

8.2.9 Syntax and Semantics of SYMBOL FORMAT Expressions

The complete syntax of SF expressions is defined by the following SF

declarations:

SYMBOL FORMAT SFEXP; ["[", *SFXP];
SYMBOL FORMAT SFXP; [['"SWITCH" ELSE NIL], *SFX];
SYMBOL FORMAT SFX;
BEGIN
LABEL L;
[[*TERMINAL, [":", [LITNO ELSE '"*", *STMT ELSE *STMT],
";"  RETURN START ELSE
GO TO L] ELSE
["*", *BEXP ELSE "NIL'" ELSE "[", *SFXP],
L: [",", RETURN START ELSE NIL] ELSE
["RETURN", ["START" ELSE NIL],
["UNTIL", *BEXP ELSE NIL] ELSE
LABELID, ":", RETURN START ELSE
*STMT], [";", RETURN START ELSE NIL],
["ELSE", RETURN START ELSE"]"]]

END

The SF identifiers TERMINAL, BEXP, and STMT are intended to match terminal

components (paragraph 8.2.1), Boolean expressions and statements, respectively.
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The identifier LITNO represents the class number of an unsigned integer,
and LABELID represents the class number of label identifiers.

The value assigned to an SF identifier is TRUE if one of the alter-
native rules in the SF expressions is satisfied, and is FALSE otherwise.
The actual REAL equivalent of these Boolean values can be one of three

values as indicated in the table below.

Value of SF identifier Equivalent Value Meaning
TRUE Boolean (1) syntax OK
FALSE : Boolean (0) syntax not satisfied;

getnext procedure not called
FALSE Boolean (2) syntax not satisfied;
getnext procedure called
As an example of how the two different "FALSE" values can arise, consider
the declaration of the SF identifier TERMINAL given in paragraph 8.2.1.
If the class number of the current input symbol does not match the class
numbers assigned to LITNO, quote, or period, then the value of TERMINAL
will be BOOLEAN (0) (FALSE); however, if period is matched and REALID is
not matched then the value of TERMINAL will be BOOLEAN (2) (also FALSE),
since a call on the getmnext procedure occurred after matching the period.
The two different FALSE values of an SF identifier can make a difference
in the evaluation of an SF expression in which it appears. For example,
referring to the declaration of SFX given above, if the value of TERMINAL
is BOOLEAN (0), then the getnext procedure has not been called, and it
makes sense to test the next two terminal components (* and [).
However, if the value of TERMINAL is BOOLEAN (2), the getnext proced-
ure has been called, and since the CGTL system provides no backtracking

facility, the current input symbol cannot be restored to its previous
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value, the remaining alternatives are not tested and the value of SFX will
be BOOLEAN (2).

In general, the following rule is used in testing the value of a non-
terminal component (an asterisk followed by a Boolean expression) in an
SF expression: If the value of the Boolean expression is TRUE (the REAL
equivalent is an odd number), the next component in the rule is tested.
If all of the components of a rule are satisfied, then the value of the
associated SF identifier will be BOOLEAN (1) (TRUE). If the REAL value
of the Boolean expression is zero and it is the first component of a rule,
then the first component of the next alternative rule following the ELSE
will be tested; if no alternative rules remain, then the value of the
associated SF identifier will be BOOLEAN (0) (since the getnext procedure
was not called.) In all other cases, including the failure of a ter-
minal component which is not the first component of a rule, the evalua-
tion of the SF expression is immediately halted, and the value of the

associated SF identifier will be set to BOOLEAN (2).

8.3 SYMBOL FORMAT DECLARATIONS
The syntax of SYMBOL FORMAT declarations is defined by the following

SYMBOL FORMAT declaration:

SYMBOL FORMAT SFDECLARATION;
["'SsYMBOL", "FORMAT", *IDENTIFIER,
[*FORMALPARAPART ELSE NIL], ";",

["BEGIN" ,*DECLARATIONS, *SFEXP, "END" ELSE *SFEXP]]

where IDENTIFIER matches the SF identifier to be declared, FORMALPARAPART

scans the formal parameter part of the declaration, such as might occur in
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a BOOLEAN procedure declaration, and DECLARATIONS scans a series of GTIL
declarations, separated by semicolons. SFEXP is defined in paragraph 8.2.9
above.

In addition, SYMBOL FORMAT formal parameter declarations are allowed;

for example,

PROCEDURE TEST(X); SYMBOL FORMAT X;
PRINT IF X THEN #SYNTAX OK# ELSE #SYNTAX ERROR#;
SYMBOL FORMAT LST(Y); SYMBOL FORMAT Y;

[*Y, [";", RETURN START ELSE NIL]]

TEST (SFD);

IF LST(SFD) THEN ....

The actual parameter corresponding to a SYMBOL FORMAT formal parameter
must be a SYMBOL FORMAT identifier which itself has no arguments (there
are no formal parameters specified in the SYMBOL FORMAT declaration).
SYMBOL FORMAT forward declarations have the same meaning and are
made in the same form as forward procedure declarations (paragraph 9-106,

Reference 4); for example,

SYMBOL FORMAT SFD; FORWARD;

SYMBOL FORMAT LST(Y); SYMBOL FORMAT Y; FORWARD;

8.4 SYMBOL FORMAT STATEMENTS
An SF expression may be used as a statement if a colon followed by a

label is placed immediately after the last 7]; for example,

["[", *SFXP, ":", LABELID] : SYNTAXERROR
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If a syntax error occurs during the execution of the SF expression, a
branch is made to the specified local label; otherwise, control continues in

sequence,

8.5 SYMBOL FORMAT AUXILIARY DECLARATIONS

All of the SYMBOL FORMAT auxiliary declarations must occur in the
outermost block of the program, and, with the exception of the trace
declaration (paragraph 8.5.5), must precede the declarations of SF iden-

tifiers.

8.5.1 Syntactic Class Declaration

The syntactic class declaration provides a convenient means of
assigning class numbers to the CDR fields of quoted atomic symbols, and to
previously undefined identifiers., Its effect is similar to the default
class assignment described in paragraph 8.2.1. The declaration has the
form

SYMBOL FORMAT * classdec

where classdec represents a sequence of constants, quoted atomic symbols,
and previously undefined identifiers. The syntax of classdec is defined

as follows:
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SYMBOL FORMAT CLASSDEC;
BEGIN
REAL FIELD CDRF [33:15];
REAL T, FIRST, LAST;
BOOLEAN FST, AST;
LABEL L;
[AST := FST := TRUE;
L: [LITNO: SFC := INREAL ELSE
. ATOMICSYMBOL:
IF T := CDRF (INSYM) = O THEN
BEGIN
IF AST THEN SFC := SFC + 1;
CDRF (INSYM) := SFC
END
ELSE
SFC :=T; """ ELSE
UNDEFINEDID: IF AST THEN SFC := SFC +1;
ENTER (DEFINEDID, SFC)],
IF FST THEN
BEGIN FST := FALSE; FIRST :=LAST := SFC END
ELSE
IF SFC < LAST THEN FLAG(670);
SFC :=LAST;
["" % "=": AST :=CLASS = (="*"); GO TO L ELSE
NIL],
PRINT #RANGE # FIRST # TO # LAST]

END
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The identifiers LITNO, ATOMICSYMBOL, INREAL, INSYM, and SFC have the same
meanings as defined for the SF declaration given in paragraph 8.2.1.
UNDEFINEDID is the class number qssigned to a previously undefined iden=~
tifier, and ENTER is assumed to be the name of a procedureywhich assigns
the class number DEFINEDID to the current symbol and places SFC in
additional info, linked through the CDR field. Note that the range of
syntactic class assignments is printed at the end of the declarationm.

The quantity placed in the CDR field bf the atomic symbol is the
number itself, and nota link to an atom representing the class number
(i.e., the class number is not represented as an atomic number). Thus, in
a GTL parsing program, the‘CDR field of an atomic symbol may contain two
different data types: a class number and a reference value. These two
data types are usually distinguished by their magnitude. One method of
obtaining the REAL value of the CDR field contents is the use of the CTSM

transfer function (see paragraph 6.15.1).
CTSM(sexp).[33:15]

where sexp represents a SYMBOL expression whose value should be an atomic
symbol. Another, sometimes more'convenient, method is the REAL valued

field designator (see paragraph 7.2.2); for example, given the field declaratio
REAL FIELD CDRF [33:15]

the value of the field designator
CDRF (sexp)

will be the REAL value contents of the CDR field.
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If it is assumed that the CDR field of an atomic symbol will not
be used to reference an atom, then the distinction between the two data
types can be easily made. The addresses 0 to 63 are reserved for the 64
single character atoms, so that the address of a quoted multi-character
atomic symbol (created at compile time) will be greater than 63. Each
multi-character atomic symbol requires two or more words. Thus, a safe
lower bound for the maximum class number is twice the number of atomic
symbols appearing in the program plus 63. In most cases, the range of
class values will be found to be adequate; if not, the address of the
first available record may be reset to one greater than the maximum class
number by means of the assignment statement described in paragraph 7.4.4.
The following example illustrates a possible method of class variable
assignment in the getnext procedure. The class variable is CLASS, and
the SYMBOL variable INFO is understood to be a reference to additional

information (including the class number).

IF CLASS := CDRF (INSYM) < CLASSMAX THEN
INFO := NIL
ELSE

CLASS := CLASSF (INFO := ATSM(CLASS))

where ATSM is the Arithmetic To SyMbol transfer function and CLASSF is a
field identifier referencing a predefined REAL-valued class field

(Section VII), and CLASSMAX is a defined identifier representing the

the maximum class number. If automatic storage reclamation is used, then
the maximum class number is limited to 63, since the LISP garbage collector

expects that all reference-valued LISP fields will contain an actual
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reference value. In most translator applications, however, atuomatic
storage reclamation has been found to be unnecessary, even in quite large

cases.

8.5.2 C(Class Variable Declaration

The programmer indicates to the GTL compiler which variable is to be

used as the class variable by the following declaration:

SYMBOL FORMAT * class variable

For example,

REAL CLASS; SYMBOL FORMAT * CLASS

The class variable must be of type REAL or INTEGER and must have been

previously declared.

8.5.3 Getnext Procedure Declaration

The programmer indicates to the GTIL compiler the name of the procedure

to be used as the getnext procedure by the following declaration:

SYMBOL FORMAT * getnext procedure

For example, using the procedure declared in Subsection 8.1,

SYMBOL FORMAT * GETNEXT

The getnext procedure must have been previously declared and must have

no formal parameters.
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8.5.4 Error Procedure

The programmer indicates to the GTIL compiler the name of the procedure

to be used to generate error messages with the following declaration:

SYMBOL FORMAT * error procedure

For example, using the procedure declared in paragraph 8.2.8,

SYMBOL FORMAT * ERR

The error message procedure must have been previously declared and must

have one formal parameter of type REAL called by value.

8.5.5 The Trace Option

The sequence of SF identifiers executed during a scan, and their REAL
equivalent values, can be traced if an optional Boolean trace variable
supplied by the programmer is set to TRUE; the name of the trace variable

may be specified to the GIL compiler by the declaration

SYMBOIL. FORMAT * trace variable

For example,

BOOLEAN TRACE; SYMBOL FORMAT * TRACE

If any SF declarations precede the trace declaration, they will not be
traced. It is recommended that the trace option be used for debugging or

experimental purposes only, due to the additional code generated.
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8.6 RECOMMENDED PRACTICES

The association of additional information with an atomic symbol,
such as run-time class number assignment, can usually be most easily
accomplished with the constructs provided by the GTL plex processing
system (Section VII).

It is important to remember that the class variable should contain
the class number of the current input symbol before an SF expression is
executed, This usually means that the getnext procedure should be
executed once at the beginning of the program before executing any SF
expressions.

It should be noted from paragraph 8.5.1 that, by using defined iden-
tifiers representing syntactic class numbers, instead of making explicit
reference to the numbers themselves, it would be possible to insert
additional syntactic categories without the necessity of making any com-~
pensating changes in the remainder of the program. Also, some attention
should be given to the ordering of the syntax classes so as to make optimal
use of the SWITCH option described in paragraph 8.2.7,

When constructing the getnext procedure, it should be noted that every
GIL read function, with the exception of the SCAN function, will ordinarily
read a signed number as one item., It is often desirable to be able to read
a number and its associated sign (a + or - immediately preceding the
number) separate, as for example, would be required when parsing arithmetic
expressions. To do so requires the use of the appropriate form of the

INPUT statement containing the sign separation option (see paragraph 9.5.4).
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8.7 BOOLEAN PROCEDURE EQUIVALENT OF SYMBOL FORMAT DECLARATION
The foilowing BOOLEAN procedure declarations are (effectively) equiva-
lent to the SYMBOL FORMAT declarations of AEXP and PRIMARY given in

Subsection 8.1

BOOLEAN PROCEDURE AEXP;
BEGIN
LABEL LR, LFN, EXIT;
BOOLEAN MINUS;

IF TERM THAN
BEGIN
LR: IF CLASS = (="+") AND CLASS < (="-") THEN
BEGIN
MINUS := CLASS = (="-");
GETNEXT;
IF TERM THEN
BEGIN
PRIN IF MINUS THEN #- # ELSE #+ #;
GO TO LR
END
ELSE
GO TO LFN;
END;
AEXP := TRUE;
GO TO EXIT;
END
ELSE
LFN: AEXP := BOOLEAN(2);
EXIT:
END OF AEXP
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BOOLEAN PROCEDURE PRIMARY;
BEGIN
LABEL LFN, EXIT;
IF CLASS == VARIABLE THEN
BEGIN
PRIN INSYM SPACE; GETNEXT
END
ELSE ‘ |
IF CLASS = NUMBER THEN
BEGIN
PRIN INREAL SPACE; GETNEXT
END
ELSE
IF CLASS = (="(") THEN
BEGIN
GETNEXT;
IF AEXP THEN
IF CLASS = (=")") THEN
GETNEXT
ELSE
GO TO LFN
ELSE
GO TO LFN
END
ELSE
BEGIN
AEXP := FALSE; GO TO EXIT
END;
AEXP := TRUE; GO TO EXIT;
LFN: AEXP := BOOLEAN(2);
EXIT:
END OF PRIMARY

8-28



8.8 EXAMPLE PROGRAM

The program listed on the following pages was designed to illustrate
the use of most of the constructs described in this section. The program
accepts ALGOL-like function definitions from a remote terminal and com-
piles them into a simple interpreter language. After compilation, a
function may then be evaluated to produce its graph on the remote terminal.
Compilation takes place while the function is typed in (line by line); if
a4 syntax error is detected, the compiler attempts to recover so that
compilation can continue. A simple example of the program's operation is
given at the end of the listing.

It may be of interest to note that the organization of the compiler
resembles that of the B 5500 ALGOL compiler, and that the interpreter
language resembles, in some respects, the B 5500 machine language. 1In
effect, the compiler is a miniature version of an ALGOL compiler. It
might also be noted that the interpreter itself was implemented with the
help of SYMBOL FORMAT declarations.

In order to understand the operation of the program, the programmer
should be familiar with the GIL list processing, record processing, string
processing, and Input-Output systems as described in Sections VI, VII, V,

and IX, respectively.
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BEGIN SymiOL FLEX

InIs & IS REMCTIE JERMINAL PLOITER PROGRANM,

LN KN W R NI L R L B N N R R B R N RN B R R NN NN XY

LT ACCERTS ALGUL=LLIKE fFuNCTION pErINTITCNS pROV A mENQIL
TERMINAL ANU CUMPLILES THEM INTO A SIMFLE INTERPREILR
LANGUAGE .  AFTER CUMPLILATIONS, A FPUNCTICN MAY THEN CE
EVALUATELU Tu pPRCUULLE 1T"S GRAPH CN THE RENCTE  TERNMINAL,
CUMPILATIUN TAKES PLACE whILE THE FUNCTICMN IS TYFEu Law
(LINE 8Y LINE)Y? It A SYNTAX ERRUK 1S LETECTED, 1kt
CUMPILERK ATIEMPTS 17 RECCVER SO THAT CCNMFILATICA CAN
CUNTINUES IHE SYNATXx QF THE INTERPREIER LANGLAGE 18 glvEn
IN BEACKUS NURMAL PURM OR BNF» FULLECWEL €Y AN CPTICANAL
SEMANTIC UDESCRIPTILIUN,

IT IS ASSUMED ThAL THE PEKRSUN ATTEMPIING TC USE 1R1S
FRUGRAM KNCwS ALGUL wELL ENULUGH Tu KFAVE WRITTEN Tat Ok
THREE PRCGRAMS ALhbAUY, THERFORE THE CESCRIPTICON 1S FUh
KELATING THE SYNTAX CF THE PRUGKAM T0 ThHE (SEke A TCP=il=
sGTTOM APPRUACH Cr THE SYNTAX WAS CHOUSEN, SINCE TRE
INTERPRETER TTSELF IS WRITTEN TQP=TC=wQ17CWv,

PLLTTER COMMANL LAANGUAGE,

<PLUTIEKR COMMANE LANGUAGE> 3= FUNCTICN <FLoGTIUuNURL?
/ LIST 7 PLUT <PLUTTE®> /7 DELETE ~» sTur

SEMANTICS. ‘

PEUNCTICN® ALLOWS THE DECLARATILN CF AN ALGLL=LIKE

PrRUCEUURE LECLARATION, wHICH», WFREN FASSED FARAMETERS

wlLL RETURN VALUES 10 HE PLUTTEL,

THE DESCRIFTION OF THE FUNCIICN IS THEN TYFEWL IN

LINE oY LINEs THE COMPILER WILL TYFE LINE NUMBEKS

AS CCOVPILATION FROCEDES,

NOTE IHAT FUNCTIONS MAY RECURSEs CALL EACKH LIKRER,

ETConee

"LIST" wlll LIST ALL FUNCTIUNS CECLARED.

wpLUT? PLCTS ThE GIVEN FUNCTION» whICH NMAY LiyCLVE
CALLS ON CTrRER FUNCIIUNS, SEE THE INFORMATIUN ynNUEKR

PLCITER,

*DELETE" CELETES THE FIRST PRGCEDURE THAT Trtk mL1SI"
CUMMAND LISTS, THUS IF Twl GR wORE FUNCTICAS At 10
Bt DELETED, "DELETE™ wlILL HAVE 70 ENTERED SEVERAL
TIMESse TRE LIST IS STRucTURED SC TRAT THE wlST
RECENT CECLARATION IS FIRST» wliH THE END CF THE
LIST BEING THE FIKST FUNCTIUN ENTERED,
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"STUP™ CALSES THE PROGRAM TuU GL TC ENC=CF=.Ltb,

AFTER CCMPLEVTING A COMMANDs EXCEPRPT THE "STCE™ CUMMANL,
Tht PROGHAM TYPES "G AHEAL®™ TL SIGRIFY ThRAL IT L3S
REALY FCKR ANUTRHER CUMMAND o

FURCTILN DECLARATICN,
SYNTAX,
<FUNCIICNDEC> $3= <FUNCTION HEAUING> <FUNCTLIULN BLLT>
<FUNCITION READING> 33= <FUNCTION ICENTIflEhs
<t URMAL PARANMIER PART>
<CFURMAL PARAMETER PARI> $:1= <EMFTY> / ( <p(CrMAL
PARKAMTER LTIST2 )
<FURMAL PARAMETER LIST> $3= <IUENTIFIER> /
SFURMAL PARAMETER LIST> » <JCENTIFIEK?>
<PFRUCLUUKE oUDY> 8t= OFEGIN <UECLARATICNS>
<CUMFUUNDTAIL> /7 <STAJENENT>
SEMANTICS.,
THE FUNCTION DECLARATION ALLUWS A WREAL™ pUNCTTUMN
10 BE DECLARED wITH OPTIONAL FORMAL PARAMETERSs wHICH
AKE 8Y LEFAULT UF TYPE "REAL™s FOUOLLUWED BY tiTHek A
HLUCK OR A STATEMENT,

FOECLARATIONS
SYNTAX,
SUECLARATICNHN» 3= <TYPE DECLARATICN>
<UECLARATION> ; <TYPE UVECLARATIONS
<TYFE DECLARATIUN> $2:= <TYPL> <IYPE LIST>
<TYFE> 3= LABEL / REAL / INTEGER /s BCOLEAN
KTYFE LIST> 33= <ICENTIFIER> s <TYPE L1ST> » <IubENiLlrlERD
SEMANTICS.
DECLAKATIONS ALLOW LOCAL VARIAHBLES IC HE LECLAREY FUn
USE IN THE CURHENT FUNCTION DECLARATICN, Cnby
PREVICUSLY UECLARED FUNCTICNS ARE ALLCWED AS
GLOBAL GUANIITILES,

3

STATEMENT »
SYNTAX,
<STATEMENT> t= LADEL ¢ <STATEWENT> v/
<ASSTUNMENT STATEMENT> / Q0 TC LABEL s <EmplY> /
SCONCITLONAL STATEMENI> / <wHILE STATEMENT> /
<CU STATEMENT? / RETURN <AEXP> 7/ BEGIA
<CUMPUUNDTAIL>
<CUMPLUNDTALL> 33= <STATEMENT> ENLC v/
<SSTATEMENT> 3 <COMPUOUNDTAIL>
SEMANTICS.
THE HASIC CONSTITUENTS UF THE INTERPRETER
LANGUAGE ARE STATEMENTS, THESE STATEMENIS ARE vERY
SIMILAR TQ ALGOL STATEMENTS.

B IR Y A0 DR B B BC BE DL 30 L W B M <
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$ASSIGNMENT STATENMERNT.

*
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SYNTAX,

<ASSTUNMENT STATEMENT> ¢z <LEFT FART LIST> <pEXP>
<LEFT PART LIST> 5= <VARJAGLE> 1=z / <VARJAgLE> 1=
<LEFT PART LIST>

SEMANTICS .

THE ASSIuNMENT STATEMENT CAUSES THE VAULE
REPRESENTED ©yY THE ARITHMETILIC EXPRESSION C(ALXP)
TC bE ASSIGAED TO THE VARIAGLES AFFLARING Cn Tkt
LEFT UF EACH ASSIGNMENT SyvolL.

COWDITIUNAL STATEMENT.
SYNTAX,

<CONDLITIUNAL STATEMENT>  33= <IF CLAUSE> <STHTEMENI> /
<IF CLAUSE> <STATEMENT> ELSE <STATENMENID>
<IF CLAUSE> 3= IF <BEXP> THEN <STATEMENT>

SEMANTICS.

CONUITIONAL SIATEMENTS PROVIUDE A VEANS wHERE®RY TRE
THE EXECTUTIUN UF A STATEMENT, CR A SERIES C(F
STATEMENTSs 1S ODEPENDENT UPUN TrE LCGICAL vaLLE
PROLUUCED BY A ®wo(OLEAN" EXPRESSION (EBEXF),

wHILE STATEMENT.
SYNTAX

<hHILE STATEMENT> t3= WHILE <B8EXP> LC <STATEMENT>

SEMANTICS,

THE mwrILE" STATEMENT PROVIUES A METHCD CF CUNTRCLLLING
AN TTERATIVE PROCESS IN wHICH EXIT FRCM ThE LCCF
DEPENUS UN EXCEEDING A LIMIT. THE "BCULEANT EXPREOSLIUN
IS FIKST TESIEs THE FOLLOWING STATEMENT 158 ITREW
EXECUTED AS LUNG AS THE BOULEAN FEXPRESSICN IS niRub®.

D0 STATEMENT.,
SYNTAX.

<D0 STATEMEWNI> 2s= LQ <STATEMENI> UNTIL <HExF>

SEMANTICS.,

THE muG» STATEVENT PROVIDES A METHCL CF CUNTRCLLIANG
AN ITERATIvt PRUCESS IN wHICH ExIT FRCM THE LCCP
DEPENLS ON REACHING A LIMIT, TrRE STATENENT 1S

FIRST EXECUTED THEN THE TEST IS MADE, AND [pE
EXECUTICN OF THE STATEMENT IS WEPEATELC AS LUNG AS IHE
"EOULEAN™ EXPRESSION IS ®"FALSE"™., TFIS IS vihy
SIMILAR TC A FORTRAN ®"D(O® LUCP.

ARITHEMTIC EXPRESSIUNS (AEXxP) AND BOULEAN EXPREXSICNS (EEXP)e
SEMANTICS,

TRESE EXPRESSICNS ARKE TDENTICAL TC THEIR ALGLL

CCUNTERPARTSs WITH THE RESTRICTION THAT STRINGS
AREN®T ALLGwWED, CONSULT THE ALGOL NMANUAL,

8-32



- -

t1YPE

D e QDR B2 DY L U M IR 20 A A PO B B BE AL HC BO I AC PE ¢ FC I DO T O e A DR L e K IC A AL 6 I e I D K BE & A K

ESTANUAKDU FUNCTICNS,

THE STANCARU (R INTRINSIC FUNCTICNS AKE LISTFL BELULW

WITH APFRUPRIATE UEFINITIUNS GIVEN THAT AE 1S AN <ALXFP?»

AbS CAE) FrUDULES ABSCLUIE vALUE CF AE

SINCAE) PRUDLLES SINE OF AE

cusdag) PrRODUCES THE COSINE CF AE

ExPCAL) PRUDUCES THE EXPONENTLIAL FUNCTICN UF AL
LN CAE) PRUDUCES THE NATURAL LUGGARITHNM CF AL
Sak1CAE) PRODUCES THE SGQGUARE RUGl uF Ag

IRANSFER PUNCTICANGS
IrE TYPE TRANSHER FUNCTIONS ARE LLISTEU SELCw:

REAL o
The FUNCTICGN "REALCBE)™ YIELDS A VALUE CF TYFE
"REAL" FROM A gUOLEAN EXPRESSILIUN, THIS ALLCwWS
ARITHMETIC LPERATICONS TO sk CARnRIED CLT CAN
BUCLEAN QUANITITES Byl UOCES NCT ALTER TREILR
INTERNAL SYSTeM REPRESENTATICON

SUCLEAN,
THE FUNCTICN "SUOLEANCAE)™ YIELUS A vaLLE CF TYPE

wEUULEANT FrUM AN ARTTHMETIC EXPRESSICN, IrRlS ApLind
BOCLEAN CGPERATICNS T0 HE CARRIEL CUT CN AgrIirvETIC
QUANTLITES 8ul DUES NOT ALTER THEIR INTERNAL SYSTEW

REFRESENTATIUN,

PLLTTER SECTICN

SEMANTICS,
THE ®*rFLCT"™ CUMMAND 1S FCOLLUWED Y TRE FULANCTIWA

IDENTIFIER TU gE PLOTTED, 17T MULST rAVE HEEMN CECLAREU
AITh AT LEAST CONE PARAMETER WHICK wILL gt SEC IN TRk
PLOUTTING, LIF THE FUNCTION HAS MORE THAN UNE PARAMLILK

PROGRAM WILL REGUEST THEIR VALUES,

THE PROGRAM wWlLL THEN ASK FUR TEFE

BEGINNING PUSLITION, INCREMENT, ANU FINAL VALLE Fik

RANGE OF THE PLUT.
THE PLOT CF THE FUNCTION wlLL Be TYFED CN Trt

TERKMINAL ANU THEN THE PROGRAM wILL RETURN
TG COMMAND ™MUDE .
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VUITLINE OF REMUTE PLUITER PRUGHAM
ALL OF THE PRCCEpDURES (sStn AND THEIR FUNCTICAS ARE
DESCRIBED BELUW

IHE GETNEXT ANU ERRUR PRUCHODURES

GETNEXI
ERKOKR

TRFE "GETNEXT™ PRCCENURE
TRE "ERRUR" PrUCEULRE

KOUTINES FUR ACCESSING CUNE STRING

PUT PLACES CHARACTER In CCLE SIRLIMNY
PUTAUR PLUTS ADDKFSS In CULE STRING

GET GE1S CHARACTER FRONM CCLE SirlIbe
GEVTAUK GE1S AUDKESS FROM CCOUE STRING
EMIET EMITS UNE INSTRUCTICON

EMITADK EMITS ACURESS UF INSTRLCTICN
EMITNUM EMITS NUMHERS

EXPRESSTON SCANNERS

IFEXP HANDLES CONDITIUONAL EXFRESSIUMNS

VARLABLE COMPILES VARIADLES & ASSIGNMENTS

PANA PARENTHESTIS ANJ ARLTRVMETIC EX#EntEs

PRIMARY COCMPILES ARITHMETIC FPRIVARIES

FACTUR COMPILES ARITHMETIC FACTCRS

TERM CCMPILES ARITHMETIC TEKWMS

AL XP CCMPILES ARITHMETIC EXFRESSIUNS

BOCPKIM CCMPILES BOOLEAN PRIMARIES

BOCSEC CCMPILES BOOLEAN TERWS

EXPRESS CCMPILES HUTH ARITHFMETIC ANC
BCOLEAN EXPRESSICONS

BEXP COMPILES BOOLEAN EXPRESSIOMS

STATEMENT SCANNEKS

COMPUUNDTATL

TALL END OF COMPOUND STATENENT

STl SCANS SCOwmE STATEMENT BEGINNERS

RESETLABELS RESETS FURWARD LABEL REFERENCES
wHEN "UNCOMPILING™ (RECCVERING
FROM ERRORS)

STATEMENT CCMPILES ALL STATEMENTS & FANDLES

VECLARATION SCANNERS

ENTRY
ENTER

DECLARATION
PUKRGE

DECLAKE

RECOVERY FROM ERRORS IN STATENMENTS

Run TIME SYNTAX CLASS ASSIGNMERNI
APFLIES ENTRY TO LIST CF
ICENTIFIERS

HANDLES OECLARATIUNS

REMOVES ATOMIC SymMeOLS FROW
OdJECT LIST wHEN LEAVING TFRE
gLOCK AND CHECKS FUR NMISSING
LABELS

HANDLES SERIES OF WECLARATIONS
ANU PROVIDES FOR RECCVERY FRCWV
SYNTAX ERRORS
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AR L R O S . . e L

DUMPCLLE

FRUCEODUREDEC

INTERPRFTER SECTICN

MKADH

INTERPRET

EXECUTE
PLLTTER

t REMLCTE

FiLe neEMOTES
BulpL kAN

REAL

NEWLINE »

CUMFTLING

FORMTOG»

NULABEL»

INTERPRETINGS

CMAX,

CUULNT

CLASS,
UL»

Fho
SAVE]»

| )
Wkl »

ADDKESSS

TERMINAL FILFE

D M B DY B B B B B A Be D Ak

TRANSFERS CQOE FRO¥ CCCE SIRING
TC THE LISP »STACK™ AT A PCINT
IMNMEQIATELY FCOCLLCWING IKE INFC
WwCHD COF THE ATUMIC SyvMeCL
REFRESENTING THE FUNCTICA

HANDLES UFCLARATIONS CfF FUNCIICNS
TC BE PLUTTEVD

REMNOVES ¢ CHAKACTERS FRCM CCUE
STRING TU HE ULSED AS AN AULKESS:
INTERPRETS [THE CULE STRIANG
MAKES CALLS UM FUNCTICNSS
INTEKPKET

PLUTS FUNCTION EXECUTEL BY
INTERPRETER

UECLARATI(CN

LSES

TELLS GETNEXT TG GET NEW LInt
WHEN THUE
TELLS GETNEXT
NUMBERS

SET TO TRUE wHEN ASSIGMNING
CLASSES [N ¢FORMAL FARAMETEHS Ct
A FUNCITTIUN

IS SET TG0 TRUE BY FUKGE IF A
DECLARED LAWKEL IS NQOT ULSED

TELLS GEINEXT [HAT NEXT mSymgCL"
IS TC UCME FRUM PRECCMFILEC

CUDE AND "CLASS"™ IS T1C BE THE
NEXT INSTRUCTIUN

fC PRINT LINE

1S THE NUMBER UF NUN=INTEGER
COCNSTANTS (gCcCLrRING IN A FUNCTICOS
DECLARATION

CCUNTS NUMpER UJF IUENTIFIERS
ENTERED BY ENTRY

THE SYNTAX CLASS VARIAELE

TEMP VARIABLE USED AT END CF
PROGRAM

USED LIKE 85500 "F" KEGISTER
SAVES LOCATIUN IN "STACK® (F
PCINT WHERE FUNCTIUN vALLE IS

TC BE KETURNEC

INDEX TQ "STACK"

THE WHULE INFCRMATION wCKO
ASSOCIATED wllirn EACH CECLAKEU
IDENTIFIER = SET BY GETINEXT
ADDRESS UF DECLAREL IDENTIFIER =
SET BY GETNEXT

8-35



INTEGER
LINENDS

Los

N
Sympg UL

sASE »

FLIST,

INF»

INFUS

ARRaY
STACKLO:9Y

CUNSTANT

CUNSTADKIU:1271]5%

i

- SR . S W

LIST CF
ENTRY
PCINTER
ENTRY
PCINTER
GETNEXT

Do Je A o B A M > W

B A B B

PCINTEK T10
ASSOCIATED

LINE NUMBER PRINTEL RBEFCRE EACFH
LINE CF FUNCTIUN
RELATIVE LOCATICUN UF CHARACTER
IN CCODE STRING
TENMP VARIABLE

UECLARATICA

FIRST wCRL FCLLCWING INp U wUNUL
WITH A FUNCTICN ICENTIFLER
START UF FUNCTICN CODE STRING

INDENTIFIERS CREATELD BY

TO INFU wUnD

T INFU wUnRD

THE “STACK®" USELU BY
INTERPRETER

TABLE GF NUN<INTEGER COUNSTANIS
APPEARING In FUNCTICN LCECLARATILIUAN
LINKS TO ADDRESS PART CF UF

A MRCN" INSTRUCTION
STHING ARRAY STKIVEIGYI(8)})
LAckL START, RESTART, EXLIT;

DEF [NE
BUMPL = L 83 L + c¢#,
CLSS =[33¢15]1#,
AUKS = [lot15]4%,
LINK = [3:15]1%>
LINKF = NFAR#,
CLASSF CORrF 4,

NPARAM = LINKZS

ATYFE = 1%,

sTYPE

Z2#;

STRING FIELD STKF [C381;

REAL FIELD CORF (333151,
ADUKESSF [18315],
NPAR (38151,

WH
SYmMCL FORMAT %
"RANDCM™
nEXPY
npIN®
80010D
I0MAX
npoe
nENDY
"LABEL"
"FALSE"

* % % ¥ §H % % X ¥

THE
*

* % ¥ *

* » %

%

CODE STRING

FCLLUWING ARE SYNTACTIC

"ABSY

"LN"
REALPRCCID
LApbLIU
"I‘."

"ELSE™
"REAL®Y
"TrUE"

*
*
*

*» ¥ ¥ * »

“SIN"
"SARI"M
REALID

nsgn
"RETURN®
nin
"INTEGER"
FCONSTANT
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CREATED bEY

= SET By

FE

USED CUNRING CUMPLILATIUN

CLASS ASSIGAMENTS

*
*
*

* % % * *

"ees"
HMAXH
INTIC

"RWRILE®
"BEGIN®
nUNTIL®
"BCOLEAN"
KCCNSTANI



SyMpUL
1

* % X * X X ¥ *

F

¥ % ¥ ¥ ¥ ¥ ¥ W ¥ ¥ % ¥ ¥ ¥ ¥ ¥ ¥ X ¥ X ¥ X * ¥ * ¥ ¥ ¥ ¥ ¥ ¥ ¥ * * X X *

"EUNCTIUN®

"sTOP"
w“TO"
NN T
nELsy"
w(n
"ayn
"oy v
L&D
"

CLASSNMAX;

CRMAT
SgUF
gUN
CHS
ADOP
SBOF
MUL 0P
pvnur
FACTCF
LNG
CROP
ANDQOP
EGLF
NERF
LSSE
LEQF
GEOF
GTRF
MKS
SER
RIN
LRN
LITC
GPDC
sTo
18D
SND
ISN
BLN
MAXF
MINF
RAND
ABSF
SINF
COSF
EXPF
LNF
SERTF
RCN 3

*

* % % ¥ ¥ % ¥ =

Hon

"LiSTn * "PLOT™ * “CELETE™
REVIVE S * "KRLCSET"
"Ihtf\" " "ANU" * "CH"
"= - "EQL" * 01‘\‘(__"(“"
"Lbn * "GEg" x "GIR"
” )N * ",n * " :N
"ot x Txn x nyn
non = LRI = ny"
"“'h" = "a" = M@"
"yn = FUF s NUMERI

2 INTEKPHRETER UINSTHUCTICNS
ERANCK ON FALSE
BHANCEF UNCUNDITIUNAL
CHANGE SIGN
Alu
SUBIRACT
MULTILIPLY
OIVIDE
RALSE TO PUWER
LGGLlCAL NEGATE
LGulCAL CR
LouwlcaL ANU

IV IA A W

A4

MAKK THE STACK FOR RETURN
CALL FUNCTION

RETUMN FROM FUNCTIUN

MAKE SPACE FUR VARLABLES IN sTaCKk
USE ADURFSS AS CONSTANI
"CPLRAND CALL"

STURE CESTRUCTILIVE

INTEGER STURE DESTrUCTIVE
STURE NONDESTRUCTIVE
INTEGER STORE NONCESTRULCTIVE
BCULFAN VALUE

FInu MAX QF TWQU NUMBERS
FINU MIN OF TW(Q NUMBERS
RANDUM NUMBER

AdSULUTE VALUE

SINEL FUNCTION

CUSINE FUNCTION

EXP FUNCTION

NATURAL LCOG FUNCTIUN
SGUARE RUOT FUNCTICN

NON INTEGER NUMBER
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A

Ent

THE GEINEXT ANL FRELR PROCEDURES
PRCLEUURE GETNEXTS

BeGin
LAvel LSS
IF INTERPRETING TrEn

or

ELSE

ok GLN

J ' L LIV os

CLASS = REAL(STRF(ATSM(JeBASE)) (L[ US223]01))3
HE T U |

NG

L

BEGIN
If CLASS = LUF CR NEWLINE THEN
BEGIN
NEWLINE $= FALSE?
IF CCMPILING THEN
dEGIN
Twxs82 8= FILLCLINENDS3) 8 "
TAE 8= 43 TERPKILS
LINEND $= LINENG 4+ 1
ENG
READ 1AX;
END S
CASE nEALCGNCFALSE) OF
BEGIN

we

LF COMPILLING TEEN GU TC LS
ELSE CLASS %= LOF
CLASS = NUMERRS %2 ILLEGAL NUMBER
HEGIN % NUMBER
CLASS 3= HCUNSTANT;
LF INREAL < 4096 THEN
LF INREAL = J 8= INREAL TrEN
BEGIN
INREAL 3= J3
CLASS 3= FCUNSTANT;
ENDS
END 3
LfF CLASS t= CORFCINSYVM) € CLASSVAX
THEN INFC 8= NIL
LLSE
BEGIN
WHL 3= WHOINFLS=ATSM(CLASS))S
CLASS 8= wHL,LLSS;
AUDRESS 33 WHL JADFRS}
ENDS
CLAass = (3
ENU CF CASE STATEMENTS
END

GETNEXTS
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FROCEUUKE FRRUR(XJ3 VALULE x; KEAL X3
EEGIN
I+ COL < & ThHEN PRINT SPACECCCL + 3) #x4;
PrIN #EHKUORS MISSING #3
CFSE x = 1 LF
st G LA
PRINT 4CR lLbieGgalL IUENTIFIER IN CECLARATILNGA
PRINT 43 CR ENC#3
PRINT 2LEFT FPARENTHESLISH;
PRINT ARIGHT PAKFNTHESIS#;
PrINT #CR ILLEGAL STATEMENTSS
PRIMY #mUNTLL" IN DU STATEMENTZ)
PRINT #(K ILLEGAL USE NF LAgbls;
PRIMT #9THEA" TN CUNDITIONAL EXFRESSICN Ch
STATEMENT®S
PRINT #9ELSE™ [N CONDITIGNAL EXFRESSICN#;
PRINT 2CULCN FULLOWING LABELRS
PRIMT &LABEL IN GU TC STATEMENT#;
PRINT #9UC" In wHilLE STATEMENTES
PRINT #w=w L CaINGg 2 TN ASSIGAVMENT
STATEMENT &
PRINT #,25
PRINT #CK ILLEGAL HUOLEAN EXPRESSICMNZ;
END
Eihd CF ERKS
SYMpCL rFORMAT #CLASS»GEINEXT,ERRORS
¥ MISC., ROUTINES FCk ACCESSING CUBE STHING
% PUT PLACES CHARACTER IN CCLE STRING
PROCEUUKE PUT(T»AJ)3 VALUE ToA3 HREAL TsA;
STRLA DIV 81CA MJu 8s1) 1= STHRING(T.[423¢
% PUTADR Puls AuprESS Iw CULE S
PRUCEUUKE PUTAUK(CI2A)3 vALUL TsAj; REAL T2A3
BEGIN
PUT(T,[363¢61sR0))5
PUTC(T», A + 1)
END S
* GET GETS CHARACTER FhUVM CCLE STRING
ReAL PRUCEDURE GEICA)S VALLE AS REAL A3
GET 3= REALCSTRIA Cilv 81CA,L045:23121))5
% GETAUK GETS AULDKESS FHROM COUE STHING
REAL FRGCEDURE GETADRCA)S yALUE A3 REAL A3
GETADR 8% GeT(A) X g4 4+ GETCA + 1)

12133
TRING

% EMIT EMITS UNE INSTRUCTICH
PRUOCEDURE EMIT(Xx)s VALUE X3 REAL X#
GEGIN
PUT(X,sL )3
IF L 2 798 THEN
BEGIN

PRINT #CUCE UVERFLCOW#3
LINENG 3= C
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END

ELSE
L *= L + 13

END
) EmMiTApR EviTS ApURESS Ub InSisLCTICN
PRUCELURE EMTITALKRLA)S valUE A3 KREAL 43

BEGIN

emITCALL36%3¢]));

ENMITCA)

END;
% EMITALY EMITS NUMBEKS
PROVELURE EMITANUMOC)S vakUuE C3 REAL C3

BEGInN
LAgkL FUCUNLS
FUK J 8= O STEF 1 UNTIL CMAX 00
IF CUNSTANTLJ} = C THEN GU T0D fFpolUnD3?
CONSTANTIU 8= CMAXK 3= CMAX + 1] = C3
Fulnus EMIT(RCND S
EMITAGRCCUNDTALRLGID S
CUnNSTADRLUY = L = 2
Eni CF EMITNUMS
2 pURyARD DECLAKATIUNS
SYMplLL FChRMAT AEXFS FLURWARD;
SYMpUL FOURMAT obxi’d FORwARUS
ReAL FrUGCEDURE EXFRESSS FlURwARDS
BUULE s PRUCEDURE STATEMENT) FOHwWARD:
PROCELURE FXECUITECCLULE D) yALUE CCCF; SyMlL CCCEs FURgARL;
A LXFHESSIUN SCANNERS

% IFEXF HANDLES CONQITIUGNAL EXFRESSICANS
SYMpOL FUORMAT IFEAP(X)3 SymMpOL FORMAT xi
BEGLN

ReAL T1s 73
L*BEXP, "THEN®Z2H; EMIT(BCH)S F = BUMPLS X, "ELSE™3G;
ExIT(eUN)S PUTALR(T 3 BUMPLIF=2);
*Xp PUTAUR(LsT = £23]
Ewl GF IFEXP;
% VARIAGLE CCMPILES VARIABLES 8§ ASSIGMMENTS
SYMeOL FORMAT VARIABLECIYFESADDRESS»FRCM)
VALUF TYFPESADORESS»FRUMS
KEAL TYFE» ARDLOKESS» FROM?
[["er, "=9:13; (+x1YPE = BUCID, »BEXPF ELSE *AEXP]»
EMITCREALCTYPE = INIIDY 4+ FrOM + STL) ELSE
*FRUM = 2 eMITCCRUC)S DS
EMITAURCADGRESS) DS

3 PANA PARENTHESTS ANU ARLITEMETIC EXFRES
SYMpUOL FCRMAT PANA [®(™33: *AEXP, ®"X"24];

2 PRIMAKY COMPILES ARITHMETIC PRIMARIES
SYMBOL FCRMAT PRIMARYS

BEG [N

REAL s N3
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Lhe ALJD * INTIDS | 3= CLASSS) J 3% ALURFESSS
*VARKLABLE(T»Jre2) ELSFE
REALPROCLL: ENMIT(NMKS); N 2= (T ¢= wkL),NFARAN;
i{*n =2 C ELSC
"("135 wAEXP s
[CeN = N = 1 # L Me™3l4s wpEXF,
RETURN ELSE
"IN34d],
EMITOSHR)S EMITADRCIL12e91)% EVITCT[273€¢1)
£ St
FOONSTAMNT S EMiICLIiC)s EMITADRCINMNREAL ) ELSE
KCCNSTANT? EMIINRUMOINREAL ) ELSE
"AS™ % "SErT"E T iz CLASS = (="AuS"M)i xPaANAs
ENVITC(ABSF + ) ELSFE
VAXT o« "MINY: T iz CLASS = (snpAAM);
(N3 XAEAPe Meniib4; *ApEXPe "IMe43
eMITCMAXE + T) LLSE
U"REALT, M(MI33 xgp XPs ")MI4 FLSE
“RARDOM™» ENMITC(RANU) ELSE

*FANA ]
Enwe CF FRIMARYS
b3 FACTUR COMPILES ARITHMETIC FACTCKS

SYMBOL FORMAT FACICKS
[*PRIMARY» L"%x™s APRIMARY> EMIT(FALTOF)S RETURN
ELSE NILIDS

p3 TERM CCWMPILES ARITHMETIC TERMS
SYMpdlL FORMAT TERMS

BeEGLN

ReAL 13

L*FACTCRsLMX™ & " /"3 T 1= CLASS = (="x")3 xFACTUk>
EMITOMULUP + T); RETUKN ELSE  NLILJ]
Eniy OF TERMS

2 AELXF CCMPILES ARITTHMETIC EXFRESSIONS
SYMuCUL FURMAT AbLXFS

BEGIN

REAL 15

L"IF", x]IFEXP(AEXF) ELSE
["+" = "e®2 T §g= CLASS ELSE NIL]»
*TERM, IF T = (=%e®") THEN EvIT(CHS):
£"+n - ﬂ-ﬂ: ‘ i = CLASﬁ - (:ﬂ«bﬂ)‘g
*TEKM,
EMITCADQP + T)s RETUHN ELSE
NIL ]
END UF AEXP3
% BOGPKRINM COGMPILES BOOLEAN PRIMARIES
REAL PrRUCEDURE BOUPRIMS
BEGIN
REAL 13
BUCLEAN NOTFLAGS
LABeL LFe EXIT)
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LE"NOTYs NCIFLAG 83 THUE ELSE NIL»
(LBlUOIDS 1V 8= AQURESS) *VARIABLEC(SCCIL»Ts2) ELSE
"EALSE® « "THRUE™S EMIT(BLN)Y;
EMITCLLASS ™ (="FALSE"™)) tLot
"BOULEANT» wPANAL, T 23 STYPE ELSE
"M, T t= EAPRESSS M)m"iy4 bl SE
*AEXP, T $¢= ATYPES Is
[*T = ATYPESs
LUEE™ = "GIR"S T 82 (LASS=(="EuwL")j
*AEXP, EVITCESLE+T)3
T 3= gTyPE ELSE
NILY ELSE
NIL s
[T = dTYPE,
LaNCTFLAG, EMIT(LNG) ELSE NIL) tbLSE
*T = ATYPL AND WNOT NOTFLAGII: LF»
RETURN T35 '
LES sUCPRIM = U
END Ur oCUPRINMS

% s0CStC CCmPILES BOOLEAN TERNMS
Rt AL FPRUCEDURE BUUSECS

BEGIN

ReEAL 1»

Label LF3J

LT 8= GCUPKRIV = BlYPL,
["AND"™s *BCUPKIM = BTYPE, EMIT(ANGCCF); RETURN
ELSE NILY tLoF
*T = ATYPE] ¢ LF;
KETURN T3
LF: BUOSEC 8= €
ENC CF wCUSECS

# LXPRESS COMPILES BUTH ARITEMETIC AAND
% BCOLEAN EXPRESSICONS

ReAlL FROCEDURE EXFPRESSS

BEGIN

REAL 1s R» S35
LABEL LFs EXITJ
LI % BEXFs mTREN"S8; EMIT(RBOF)S K 8= BUNPLS
T = EXPRESSS "ELSE™:93 EMIT(BUN)S
PLUTADR(S = BUMFLS R = 2)3
[*T = ATYPE, *AEXP LLSE 2T = BIYPEs» #BEXFP]»
PUTACKCL2S™<) ELSE
*x1 1= BOGSEC = BTYPE, ["ORK", *xBUCSEC = BTYPES
EMIT(URCP)3 RETURN ELSE NIL) ELSE
«7 = ATYPE] ¢ LF3
HETURN 13
LF?® EXPRESS 1= (3
EnD CF EXPRESSS
) 4 sEXP COMPILES BOOLEAN EXPRESSIOANS
SYMpGL FORMAT BEXP3
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LIk, »lFEXP(HBEXP) ELSE *EXPRESS = BIYPE ELSE
ERRUKCLIS)S *FalLSE 3
£ STATEMENT SCANNEKS
* COMPUUNDTAIL TAIL END UF CUMPCUND STATEMENT
SYMeCOL FUKRMAT CUMPFOLNOTALLS
LrSTATENMENT2 ["3%s RETUKN START ELSE M“ENC"ei21)5
% STMI SCANS SOME STATENENT BEGINNERS
SYMuOL FURMAT SImIs
BEGEN
ReEAL 1s4)
LSWITCH
REALID » INIID « gUUIDs T s$= CLASSS A := ACORESSS
*YARITABLECT?A»C) ELSE
LABELIDY T 4= whi? whkLADRS 1= |
WRECINFG) 3= ABSCWHLIS *T < uUs
wentlus RETUKRN ELSE
WiFr, *xpEXP» "THEN"$8; EMLIT(BUF)S A $= ELNFLS
*STATEMENT »
L"ELSE"™s EMII(EUN)S T 2= BLMPL;
PLTACR(L»A=2)3
*STATEMEAT, PUTADR(LT=2) FLSE
PUTADRCLsA=2)3] ELSE
"GO"s ["TU™ ELSE NILJ» LABELIOS115 EMIT(BULN)S
EMITAURCWHRLSLINKYS LINKFCINFO) 3= L = 2 ELS

"AHILEYs A $= L3 kopEXF, "UQ"125 EMITCHCF)Y T &=
*STATEMENT, EMITCHBUN)S EMITAURCA);
PLUTADKCLST = 2) ELSE
"ECY, T 8= L3 ASTATEMENTs ®“UNTIL"$E3 #BEXF,
EvIT(u0F)3 EMITADR(T)Y ELSE
“RETURN"» *AEXPs» EMIT(RIN)D ELSE
"HEGTINYs *CUMPFOUNUTATL]
Enu OF STMT;
% RESETLABELS KESETS FURWARD LAHEL REFERENCE
% AHEN "UNCOMPILING®™ (KECCVERING
% FRUM ERRUORS)
PROCELUKE RESETLABDELSS
BEGLN
REAL T» AJ
SYMelL S3

NEwLINE 8= TRUES
Gk TNFXTS
FUR S IN PLLIST OO
I (T 8= wHCCDK §2),CLSS = LAGELIU THEN
BEGIN
A 8= T4LINKS
WHILE A # 4095 AND A > | DG A t= GETAQRCA)S
TJLINK 1= Aj
IF 1 > ¢ THEN
IF T+ADOKS > L THEN
BEGIN
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T t= =

oo —
we

T.AURS 3 Q3
ENDS
wHLUR &) 3= T3
ENU
FURK g ¢ 0 STEP 1 UNTIL CHMAX 0O
BEGIN

A += (UNSTAuRLYDS
wHILE A # 0 ANC A 2 L DO A = GETACK(ADS
CONSTADKLJY 3= &

ENUS
END UF KESETLABELSS
L] STATEMENT COMPILES ALL STATEX¥ENTS & FANLDLES
* RECOVERY FRUM ERRORS IN STATEMENTS
BUOLEAN PROCELUKE STATEMENT

BEGIN
LAastl KECOVs STARISZ
KEAL LANRs LO3
LNK ¢= LINEND = 13
LG ¢= L
START: [*STMT ELSE
*CLASS 2 (="ENU™) AND CLASS < (="UNIIL™) ELSE
"RESET":55 LINENG ¢ INTEGER(REAUNCIWX));
GG 1C RECGvs) t RECUVS
AETURN THUL S
RECLVEIF LINENL 2 LAR THEN
BEGIN
L os= LO;
PRINT #RETYFE STARTING AT LINE # LINENC s LONR3
RESETLABELS?,
GC 10 START
END S
STATEMENT 8= BOCLEANCZ);
END GF STATEMENTS
¥ UELCLARATION SCANMNERS
% ENTRY RUN TIME SYNTAX CLASS ASSIGNNENI
BUCLEAN PROCEUURE ENTRYCTYPEDS VALUE TYPES REAL TYPES
HBEGIN
IF CLASS > U THEN
BEGIN
ERRKURCL);
RETURN FALSE
ENDJS
PLIST 83 (INSYM 8= MKATOM) o PLISTS
CORCINSYM) 3= INF 3= CONSLCLASSKF?® TYPE,
ADURESSFs IF TypE = LABELID OR FORMTICG THEN U
ELSE
IfF TYPE = REALPRUOCID IHEN
NEXTAVL(SYMEOL) + 2 ELSE
COUNT t= CCUNT + 113

8=-44



IF TYPE = LABELIO THEWN

BEGIN
NFECINE) 8= =wWH(INF))
LCINKECINE)D) 25 44955
END
LtLSE
LF FNRMTECG THEN CUUNT = COUNT + 13
UE TNEXTS
ENTRY 3= TRUES
ENU CF ENTRYS
b3 ENTEK APPLIES ENTRY TC LIST CF
b3 ICENTIFIERS

SYMpUL FCRMAT ENTER(X)? VALUF X3 REAL X4
[*ENTRY(XDp ["s»™s, HKETURN START ELSE NILIJIS

b DECLARATIUN HANDLES UECLARATIONS
SyvMpCOL FCRMAT DECLARATILIUNG
LSWITCH
"LABELY, *ENTERCLABELID) ELSE
"REAL"» *ENTER(REALID) eLSE

"INTEGER"™» *ENTERCINTTQ) ELSE
"ECULEAN™s  *ENTER(ECOID) 15

% FUKGL REMOVES ATOMIC SyYMEQLS FROW
3 03JECT LIST wHEN LEAVING TFrE
# BLUCK ANU CHECKS FCR MISSING
% LABELS

PRUCEUURE PURGECLISF VALUE Ls SymsGL L3

BEGIN

SYMgOL K3

REAL Tasha3j

CCUNT 1= U5
NULABEL = FALSES
FLUR R IN L LO
BEGIN
I[F (7T $= wH(CLR R))eCLSS = LABELID THEN
IF T < O THEN NOLABEL %= TRUE

ELSE
BEGIN
A 3= Ta.LINKS
T 8= TLADRS3S
WHILE A # 4095 ul
BEGIN
J '3 GETAURCA)S
PUTADRCT»A)S
A =z J
END;
END S
IF SMTA(CR) > 64 THEN
REMOU(R)

ELSE CDR R ¢= NILS
COUNT 8= COunNl + 1
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ENU#

ENU OF PURGES

b3 DECLARE HARDLES SERIES CF UFCLARATIONS
3 ANL PRUVIDES FUK RECCVERY FRUWM
2 SYNTAX ERRURS

BUCGLEAN PRUCEUUKE DECLANES

BEGIN

LABEL STARKT,RECUVS
REAL s LNR» CCs
SyvpOL PLISTGS
SIARTS CC ¢= CCOUNIS
T = NEXTAVLOSYMBUL)YS
PLIST = NJIL?
LNR = LINENGS
(*DECLARKATTIUN, "3 M,
PLISTU 8= NUUNC(PLISTSPLISTU)S; GO TC STARIT ELSE
"RESET™: LINENG $= INTEGER(REAONCTWX));
GC 10U KECCOv tLSE
NILDY ¢ RtCuvs
FLIST = PLISTULS
RETURN THRUE?
RECLUVIFURGECPLIST)S NEXTAyL(SYMBOL) t¢= s
ILF LINENU 2 LNR THEN
BEGIN
CLUNT 8= CUs
PrRINT #xRETYFE STARTING AY LINE # LINEND = Lihk3
GC 10 STAKI
ENDS
DECLARE ¢= oUCLEANCZ);
PLIST 8= PLLISTUS
ENG CF DECLARES

3 DUMPCCUE TRANSFERS CODE FRON CCCE STRING
% TC THE LISP "STACK" AT A PCINT
% ACRD COF THE ATOGMIC SYMECL
3 REPRESENTING THE FUNCTICA
FRUCELURE DUMPCUDEL S
BEGLN
INTEGER LMAXS
KEAL 13

LvMax s= (L + 7)) 01lv 85

FOR J 8= U STEP 1 UNTIL CMAX DO

whilE T 3= CUNSTADRLJ]) # € w0

BEGIN
CCNSTAUKLJ]Y 8= GETADR(TS
PUTADRCY + LMAX» T)3
END3
FCR J 8= O STEP 1 UNTIL LMAX = 1 10
STRFCCONS) = STRILJI3
FGR J $= 0 STEP 1 UNTIL CMAX DO
WwHCCONS) 3= CUNSTANTLJIS

8-46



ENU OF ODUMPCOUES

t PROCEDUREDEC HANDLES UECLARATIONS CF FUNCTILNS
% 1C HE PLUTTEV

PRUCELURE PROCEULREDECS

BEGIN

REAL s Ts Py FAs LNRJ
LAkl STAKT, NCGUe» RECUVsE EXITS
SYMeCL PLISTUs #Ns» S» PINFC, PARANMS
LINEND 8= 15
CMAX 33 =1
PLISTO t= PLISTS
K 1= NExTAYL(SYMBULL)
PLIST 8= NIL3J
[*ENTRY(REALPROCTIUL), FN 8= PLISTS PLIST 3= NILS
Clk Fn 8= ATSM(K);
PINFC 8= INF3 P t= NEXTAVL(SYMECL)S
CCUNT t= (3 FUORMTQG ¢= THUES
[("C"y *ENTERCREALIDD)s ™)™245 FA = Z(04ds
FCR S In FLIST OO
ADDRESSF(CDK §) 3= FA =z FA 4+ 1 tlLSt
NILJIINDGUS
NPAR(PINFG) $= CCOUNI3
PARAM t&= PLLIST;
FLIST 8= NILS
I = NEXTAVLOSYMOBUL)S
FURMTUG #= tALSES
INPUTCTwXFLloTwXxS1o12¢65/FALSEDS
COMPILING $= TRUL;S
GETNEXTS
LNR t= LINEND = 15
STARTICUUNT s L &= 03
["BEGIN"s *UECLARL»
IF COUNT # U THEN
BEGIN
EVMITCLRNDYG EMITCCUUNT)
ENDF
*COMPUUNDTAIL ELSE
*STATEMENT] & RECUVS
EMITCBLN)S EMIT(C); EMIT(RTNDS
PURGE(PLIST)S
IF NCOLAEEL THEN
BEGIN
PRINT #DECLARKEY LABELS DID NCOT CCCUR#3
GO 10 NCGC
END3
PURGEC(PARAMIS
NEXTAVLC(SYMBOL) 8= p3
DUMPCODE 3
PLISTU $¢= NCONCCFNs PLISTO)S
GU EXITS
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ReECLUVeLF LINENL 2 LNK THERN
sEuln
PURGECPLIST)S
NEXTAVL(SYMBUL) 3= T3
PRINT #RETYPE STARTING AT LINE 4 LINENCD = L0nR3S
NEWLINE 8= InmyEs
GETNEXT;
GC 1C START
ENLS
NUGU?! PURGE(FPARAMIS
FURGE(CPLIST)S
FURMTOG 8= FALSES
FURGE(FNDJ
NEXTAVLCSYNEGL)Y 3 Rj

ExIis CUMPILING 3= FALSES PLIST ¢= PLISITGS
INPUT(TwXF1oTwXxS1s1365/TRUEDS
Ent CF FRUCEODUREDEC;
% INIERPRETER SECTICN
# MKAUK REMOVES ¢ CHAKACIERS FRCM CCUE
% STRING TU 8E LSED AS AN ADLRESS
INTEGER PRUCELURE MKADR(A); VALUE A5 HUULEAN A
BEGILN
ReAL 13
] #= CLASSS
GETNEXTS
T 82 7 %X 64 + CLAYSS
GETNEXTS

MKADR 8= IF A ThHEw
IF T > 2G48 THEN FR + 2G4 = 7
ELSE FR + T

ELSE 13
Ent OF MKADK S
% INTERPKRET INTERPRETS THE CCOE STRING
SYVMpOL FUOKMAT INTERPRET
BEGIN
DEFINE
SA = STACKLL 83 1 = 11#,
SB = STACK[L]#»
SC = STACKLL + 11as
SU = STACKLL = [ + 11¢#3
ALPHA W)
REAL 134
LSWITCH

gOF» I 8= 1 =~ 13
IfF BUULEANCSC) THEN
dEGIN
L s= L + 13
GETNEXT
END
ELSE
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SEGIN
L $= MKADKCFALSEDS

GE TNFXT
END ELSE
BUNs L 8= MRADARC(FALSED)S GETWEXT FELSt
ChS» 5H 1= = gH [FLSE
ACUP, SA 3= 5y + SC ELSE
SbUPs SA 3= S8 = SC ELSE
MLULLUPs SA $= 58 x SC ELSE
DVUUF» SA = sB s SC ELSE
FACIUF» SA := Su % SC ELSE

LNG? SB 83 wbEAL(NOT BUOLEAN(SE)) ELSE
UrCFs SA 35 REALCBOULEANCSH) CR BUCLEANCSCIIELSE
ANLUUP» SA 3= REAL(BUQLEAN(SE) AND BCCLEAN(SC))

£l SE
EGLFs SA = REAL(SB = SC) ELSE
NEGF» SA = HEAL;SB # SC) ELSE
LSSk, SA 1= REAL(SB < SC) ELSE
LEWFs» SA 2= KEAL(SH < SC) ELSE
GEGF» SA 3 REAL(CSB 2 SC) ELSE
GTHE» SA 3= REAL(SE > SC) ELSE
MihSs SD 8= SAYET) SAVET s= | ELSE

Suohs SO 8= N3 FR 3= |3
EXECUTE(ATSM(MKADR(FALSE)*64 + CLASS) )
GETNEAY ELSE

RIns T 8= Sbs FR 8= STACK[Fnrl;

SAVEL = STACK{I t= SAVEIJ3 Sk t= T3
*FALSE ELSE

ZRNs tOK CLASS U0 SU $= 03 uwEINEXT ELSE

LITCs SC 3= MKADR(FALSE) ELSE

OPLC, SU 3= STACKIMRAURCIRLED] ELSE

STC * ISD % SNO » IONG
IF BOOGLEANCT 8= CLASS = SID) THEN

S8 t= INTEGER(SH);
NILs STACKIMKADRCTRUED] 3= SE;
IF T < 2 THEN T ¢= | = 1} ELSE

BLNs SD $= CLASS3 GETNEXxT ELSE
MAXE» SA = MAX(SE»SC) ELSE
MINF» SA 3= MIN(SB»SC) ELSE
RANDs, SC 3= CUNVAL(GU) ELSE
ABSF» SH 8= ABS(SB) ELSE

SINFs SE 3= SIN(SB) ELSE

CUSFs SBE $= CUOS(SB) ELSE

EXPFs SB $= EXP(SB) ELSE

LNF» SB &= LN(SB) ELSE

SERIF» SH 8= SGRT(SB) ELSE

RCNs SD 2= WH(ATSM(MKADR(FALSE)»BASED))S]
END OF INTERPRET;
3 EXECUTE MAKES CALLS ON FUNCTICMNS; LSES
% INTERPRET
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PrULELURE EXECULIECCLUER)S
BEGIN ‘
SYMbCL LLUCUDLE 5
ReAL LLULS
LLuCOLE #= bASES
pASE 3= CUDLS
uLOL ¢= L
L 3= (s
LETNEXTS

WHILE INTERPRET Ous
HASE = GLDCOCQES
L = (QLOLS
EnC OF EXECUTES
% PLUTITER
%
PROCEUUKE PLOTTERS
BEGLN
RLAL Xs Yo Zs No Vs TMARs
SYmp(GL CCUES, SYNM;
LAdel ExIT3
IF CLASS # REALPRUC

VALUE CnUF;

SyMlL CCCE3

PLUTS FUNCTIOM EXECUTELD BY

INIERPRETER
TNINs Ts Jo Ki

ID Ok K

t =

WHLeNPAKAM =

THEN

BEGIN PRINT #MISSING UR ILLEGAL FUNCTIONRZS

GC T0 t
t= INSYWMS
0Ot ATSM(L1sINFU
IF & # 1 THEN
BEGIN
PRINT #TYPE =&
IF K =
= i3
STACKLJ =
LNTIL

SYWM

=

J
De

END S

K &5 K + 135

PRINT #ENTER BEGINN
#THE FLCT#3

XIT ENUS

)3

K=1 # PARAMETELR4
2 THEN # * ELSE #5453

J + 11 = REAUNCTIAX
J = K3
ING VALUE, INCHREMENT

X = REAUNCIWX)3 Y 1= REAUNCTAX)3 £ 1=
Nos= (2 = X) /Y + 13
J t3 =13 INIERPRETING t= TRUE;
BEGIN
ARRAY VALUESICINIDS
THAX 3= =(TMIN $= TEN(6E])S
FCR V t= X STEP Y UNTIL 2 DU
BEGIN
SAVEIL 3= (3
FR 8= [ 8= KJ
STACKL1] = v
EXECUTECCUDE DS
VALUESLY 8= J + 1) 3= T 3=
TMAX t= MAX(TMAXsT);

8~-50

)

» ANC FINAL yALUE

READNCTwX)3

STACKLC S

FURE,



TMIN 33 FINCTMINST) )
END S
PRINT o/s/57s/s/ SPACECE) #PLCT CF 4 SvY»
#(X)s X = & X % Ty # £ # IN STEFS CF &
Ys/SPACL(16) #RANGE CF # SYM 4 IS #
ITMIN # 1C # TMAX /97573
IF TMAX # IMIN THEN
TVAX 8= 5C/CImMAX = IMIND;

J otz =13

FCr v 2= X STep vy ynNTIL 2 DU
BEGIN
TwXxse 3= SPACLS
PRIN vi

T 32 (yaLUESTUs=d+1] = TMIN) x THAX + €3
IF J #Ub 10 = Q THEN
TwXx82(8) 83 [23Msene™] & TWXS2Z(tod4z)
ELSE TWwx82(8) 1= ",
TwXS2(Ts1) t=2 "a";
MRITE TwX;
ENU3S
ENCS
PRIN s/9/2/32/5/5
EXIT: NEWLINE 8= [KUES
INTERPRETING 3= FALDE;
EnU UOF PLOTIEKS
#  MALN PROGRAM SECTICN
FRINT #RECC FUNCTIUN PLOTTERES
STARTS
PRINT #GU AHEAD .82/
MEWLINE 3= ThUES GETNEXT
[SwlTlR
"EUNCTIUN™, PRKUCEWUREDEC ELSE
"LIST", PRINT PLIST ELSE
wpLUT», PLGITER ELSE
"OELETE"» I+ NULL PLIST THEN
PRINT #FUNCTION LIST EMFTYH
ELSE
BEGIN
UL 3= SMTACCTRCINF 33 PLISTI)S
PLIST ¢35 CUR PLISTS COR INF %
PRINT CAK INF, BUELETEU#;
FURGE CINF )
NEXTAVLCSYMRBOL) 3= UL
LMD ELSE
"STOP®", GU TU EXIT#] 3 RESTARTS
GU 10 START
RESTART: PRINT g#PLEASE wbTyptw#s GO TO START;
EXIT: PRINT #ENU UF PROGRANM# »/9/2/;
EnL,

NLL S
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IX. GTL INPUT-OUTPUT FUNCTIONS

9.1 INTRODUCTION

In addition to the standard ALGOL Input-Qutput functions, GTL
contains a set of Input-Qutput functions which facilitates reading and
writing the GTL data types. The purpose of this section is to describe
in detail the operation of these Input-Output functions and to indicate

how they might be used with various kinds of files.

9.2 THE OUTPUT FUNCTIONS

9.2.1 Extended WRITE Statement

The syntax of the array row form of the ordinary Extended ALGOL
WRITE statement has been extended as follows: Any string variable (See Sub-
section 5,1)which is not a formal parameter and which is longer than 8
characters in length may beused in place of an array row. The number of
words to be written is specified as in the array row form, instead of the
number of characters, since only multiples of 8 characters can be written.
For example, if LINE is a 120-character string variable and OUTFILE is a

15-word output file, then

WRITE (OUTFILE, 15, LINE)

is a legal GTIL construct.

9.2.2 The PRINT, PRIN, and TERPRI Statements

The PRINT (PRIN) statement consists of the word PRINT (PRIN)
followed by a list of one or more printable items which are to be writ-
ten on an output file. The output file is specified by the OUTPUT
statement (Subsection 9.3, below). The OUTPUT statement also specifies

an output string variable in which the printed output is composed,
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the size of the output file, and the left and right margins. The PRINT
statement will cause each item in the list of printable items to be
inserted into the output string beginning at the left margin. If the out-
put string is filled, i.e., the right margin is reached, before all of

the items have been printed, then the output string is written onto the
output file and output string composition process continues at the left
margin. When all of the print items have been inserted into the output
string the output string is written onto the output file.

The PRIN statement has the same effect as the PRINT statement except
that the output string is not immediately written unless the right margin
has been reached. Subsequent PRINT or PRIN statements will continue to
fill the partially composed output string instead of restarting at the
left margin. The TERPRI statement will cause a partially composed output
string to be written after a series of one or more PRIN statements. (The
PRINT statement is equivalent to a PRIN statement followed by the TERPRI
statement.)

When two or more printable items appear in a PRINT or PRIN statement,
they may be separated by one of three following print list separators:

1) One or more spaces, which causes two print items to be
printed without intervening spaces,

2) A comma, which causes two print items to be printed with
one intervening space, and,

3) A comma followed by a slash (",/"), which causes an implicit
call on the TERPRI function starting a new line of print before the next

item is printed).
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For example,

PRINT Il 12, I3,/ 14

will cause the following to be printed (assuming Il1, I2, I3, and I4 are

chosen to represent the symbolic output corresponding to the four

printable items),

I112 13

I4

The kinds of items which may be printed are described in detail in para-

graphs 9.2.4 through 9.2.15 below.

9.2.3 The FORMAT Option

In addition to the PRINT and PRIN statements described above, there
are four optional forms of output functions. Any one of the following

may precede the list of printable items:

PRINT FORMAT
PRIN FORMAT
PRINT FORMAT [ae]

PRIN FORMAT [ae]

where ae represents an arithmetic expression. The use of this FORMAT
option will cause the items to be printed to be spaced evenly across the
line. After a printable item is inserted into the output string
variable, spaces are inserted into the output string variable up to the
smallest multiple of the spacing factor, the value of ae. If ae is not
given, the spacing factor will retain its previous setting (the spacing

factor is initially set to 15). 1In terms of the standard variable TAB
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(described in paragraph 9.7.2), the equivalent of
PRIN SPACE(ae - (TAB MOD ae))

is executed after each printable item is composed and inserted into the

output string variable (paragraph 9.2.14). For example,
PRINT FORMAT [5] Il1 I2 I3 I4

will cause the following to be printed (assuming I1, I2, I3, and I4 are
chosen to represent the symbolic output corresponding to the four printable
items),

I1 I2 I3 14

9.2.4 Literal String

A string to be printed, like a quoted string in a format statement,
may be enclosed in #'s. The character # itself may be printed by ##i#.
Two or more spaces in the string are reduced to one in the printed output.

For example,

#THIS IS A LITERAL STRING#
ilad
#X=+%#

The length of a literal string may not exceed 896 characters. If a
literal string will not fit into one line of output it will be divided
into two or more strings (the print mechanism will attempt to avoid

dividing a string in the middle of an identifier).



9.2.5 String Values

String valued printable items are string designators and string
assignment statements (Section V). If the string thus generated will not
fit into the output string, it will be divided in the manner described

in paragraph 9.2.4 above.

9.2.6 Real and Integer Values

Real and integer valued printable items are real and integer
variables, assignment statements, procedures and standard functions. The
maximum number of significant figures to be printed is initially set to 5;

it may be changed by the NIS function described in paragraph 9.2.16 below.

9.2.7 Alpha Values

Alpha variables, alpha procedures, and string constants (quoted
strings containing 7 or less characters) are printable items. They are

printed in standard alpha format (up to 7 characters in length).

9.2.8 Boolean Values

Any Boolean expression which does not begin with a conditional
expression is a printable item. The Boolean values TRUE or FALSE are

printed according to the value of the Boolean expression.

9.2.9 Double Precision Values

Double precision variables and assignment statements (Section III)
are printable items. The maximum number of significant figures is
initially set to 22; it may be changed by the NTS function described in

paragraph 9.2.16 below.
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9.2.10 Complex and Double Precision Complex Values

Complex and double precision complex variables and assignment state-
ments (Section IV) are printable items. If the imaginary part of the
complex number is zero, then only the real part is printed. If the real
part of the complex number is zero and the imaginary part is non-zero,
then only the imaginary part is printed. If the imaginary part is
printed, then it is preceded by a colon (:). If the complex number is

double precision, the remarks given in paragraph 9.2.9 above also apply.

9.2,11 LISP Values

LISP variables, procedures, and assignment statements, i.e., those
declared with the type SYMBOL, and the LISP field designators (Section VI)
are printable items. The item to be printed must have an S-expression
representation; the circular list described in Subsection 6.7, for

example, could not be printed.

9.2.12 Reference Values

Variables and procedures of type '"reference' (Section VII) are
printable items. The contents of the records referenced by the reference
values are not printed. Instead, the record class identifier associated

with the reference value and the reference value itself are printed.

9.2,13 QMARK
QMARK is a printable item which causes the question mark (the "illegal
character") to be printed. It is provided since there would be no other

convenient way of inserting a ? into the output string.
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9.2.14 SPACE
The SPACE function is a printable item which may be used in one of

the two forms:

SPACE

SPACE (ae)

where ae represents an arithmetic expression. If SPACE alone is used,
then one space is printed. If the other form is used, then the value of
the arithmetic expression ae determines the number of spaces to be
printed. If the value of ae is negative or zero, then nothing happens.
If the number of spaces to be printed extends beyond the right margin of
the output string, then the string of spaces is truncated at the right

margin, and does not extend onto the next line of print.

9.2.15 SKIP

The word SKIP used in the form
SKIP(ae)

where ae is an arithmetic expression, is a printable item. It causes
spaces to be placed in the output string up to the point indicated by the
value of the arithmetic expression. For example, if the output string is

120 characters long,
PRIN SKIP(60)

causes spaces to be filled in up to the sixtieth character position in
the output string. If the output string has been filled to a point beyond
the position given by the value of the arithmetic expression, or if the

value of the arithmetic expression is zero or negative, then nothing

happens.
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9.2.16 The NTS Statement

The NTS statement may be used in one of the three following forms:

NTS (*, ae)
NTS(?'\“}:’ _a_e)

NTS (aev, ae)

where ae and aev are arithmetic expressions. The first form of the NTS
statement will reset the value of the maximum number of significant
figures of a single precision number to be printed to the value of ae
(see paragraph 9.2.6). The second form of the NTS statement will reset
the value of the maximum number of significant figures of a double
precision number to be printed to the value of ae (see paragraph 9.2.9).
The third form of the NTS statement will convert the value of the arith-
metic expression aev into a string representing that value with a
maximum number of significant figures determined by the value of ae.

The string thus generated will be contained in the standard string
variable OUTSTR (see paragraph 9.6.1) and its length is given by LENGTH

(OUTSTR). For example,
NTS (123,5)

will cause the string "123" to be placed in the string designator
OUTSTR(0, LENGTH(OUTSTR))

where, in this case, LENGTH(OUTSTR) is equal to 3,
The string FILL statement (see paragraph 5.3.16) is similar to the

third form of the NTIS statement and may at times be more convenient.
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9.2.17 Conditional PRINT Statement

In addition to the preceding forms of the PRIN and PRINT statements,

the following '"conditional" forms are allowed:

PRINT IF bexp THEN printlistl ELSE printlist2

PRIN IF bexp THEN printlistl ELSE printlist2

where bexp represents a Boolean expression, and printlistl and printlist2

are lists of printable items defined previously. These constructs are

equivalent to

IF bexp THEN PRINT Erintlistl ELSE PRINT printlist2
and

IF bexp THEN PRIN printlistl ELSE PRIN printlist2

respectively. For example,

PRINT IF X = O THEN #YES# ELSE #NO#

prints

YES

if X = 0 and otherwise prints

NO
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9.3 THE OUTPUT STATEMENT

9.3.1 The Standard Form

The standard form of the OUTPUT statement, which may be used with any

output file, is

OUTPUT (outfile, outputstring, filelength)

where outfile represents an output file identifier, outputstring represents

a simple string variable, in which the output to be printed is composed,
and filelength represents an arithmetic expression the value of which
should be the length of the output file in characters. The output file
and simple string variable should be declared in the outermost block of
the program. The output file is declared by an ordinary ALGOL file
declaration. The simple string variable (Section V) is declared in the
form

STRING outputstring (n)

where n represents an unsigned integer which determines the length of the
string variable in characters. The string variable length should be at
least as long as the size of a logical record of the output file. With
this form of the OUTPUT statement, the left margin of the output string is
set to zero and the right margin is set to the value of the arithmetic

expression filelength. For example, given declarations

FILE OUT TAPE (2, 56, 10)

STRING TAP(80)

then the statement

OUTPUT (TAPE , TAP,80)
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will cause the print mechanism to print successive logical records onto
the TAPE file. An OUTPUT statement need only be executed once during a
program, although it may be executed as many times as desired to change
files, output string and/or left and right margins. The remote terminal
output file (file type REMOTE), which is described in Reference 7, is treated
the same way as any other output file in ALGOL. The most important dif-
ference is the restriction of the character set which may be printed; the
remote terminal character set is given in Appendix B. Another difference
is that a carriage return, line feed is generated before every line of
printing. The other difference is the action taken when '"break' or
"output impossible' condition occurs. If either of these conditions
occurs, the program is terminated with an error message. See Subsection

9.6 to avoid this action.

9.3.2 The Output Procedure

The name of an untyped procedure may be used in place of the output

file identifier in the OUTPUT statement. The statement has the form

OUTPUT (outpro, outputstring, filelength)

where outpro represents the procedure identifier, and outputstring and

filelength have the same meanings as defined in paragraph 9.3.1 above.

The output procedure will be called whenever the output string has been
filled or whenever TERPRI is called: it is assumed that the output
procedure will write the output string on some output file. The procedure
must be declared in the outermost block of the program, and must have no

formal parameters.
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For example, given the declarations

FILE OUT OUTFILE 16(2,15)
STRING LINE (120)
PROCEDURE OUTPRO;

WRITE (OUTFILE,15,LINE)
the OUTPUT statement
OUTPUT (OUTPRO, LINE, 120)

will have the same effect as the OUTPUT statement described in paragraph
9.7.2. This option is provided since it is sometimes desired to introduce

certain kinds of side effects.

9.3.3 Setting Left and Right Margins

There are three forms of OUTPUT statements which allow settings of

left and right margins in the output string variable to be filled by the

print mechanism:

OUTPUT (outfile, outputstring, filelength, lmargin, rmargin)

OUTPUT (outpro, outputstring, filelength, lmargin, rmargin)

OUTPUT (*, lmargin, rmargin)

where outfile, outputstring, filelength, and outpro have the same meanings

as in paragraphs 9.3.1 and 9.3.2 above. Lmargin and rmargin represent arith-
metic expressions whose values determine the left and right margins in the
output string. The first OUTPUT statement given above is an extension of

the OUTPUT statement described in paragraph 9.3,1. The second OUTPUT state-~

ment is an extension of the OUTPUT statement described in paragraph 9.3.2.
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The third OUTPUT statement (the asterisk form) may be used after the execu-
tion of any OUTPUT statement to change left and right margins when there

is no change in the output string, and the output file or output procedure.
The value of lmargin determines the number of characters to be skipped in
the output string before any printable item is inserted into the output
string. The right margin determines the maximum number of characters, from
the beginning of the output string, which can be placed in the output
string before it is written (starting a new line of print). For example,

with the declarations

FILE OUT OUTFILE 16(2,15)

STRING LINE (120)

the output statement

OUTPUT (OUTFILE, LINE, 120, 8, 104)

will cause a line to be printed indented 8 spaces and will allow a maximum
of 96 characters on a line (i.e., there is a cutoff of 104 characters from
the beginning of the string LINE).

Warning: Since the output mechanism does not change the contents of
the output string to the left of the left margin and to the right of the
right margin, and since any string variable is initially filled with zeroes
when declared, the output string variable should be filled with spaces
before any print statement is used. This may be accomplished by the assign-

ment statement

outputstring:= SPACE
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For example, referring to the example given above,
LINE:= SPACE

will prevent zeroes from being printed before the left margin and after

the right margin.

9.4 THE READ FUNCTIONS

9.4,1 Extended READ Statement

The syntax of the array row form of the ordinary Extended ALGOL READ
statement has been extended as follows: Any string variable (Section 5)
which is not a formal parameter and which is longer than eight characters
in length may be used in place of an array row. The number of words to be
read is specified, as in the array row form, instead of the number of
characters since only multiples of eight characters can be read. For
example, if CARD is an 80 character string variable and INFILE is a ten-

word input file, then

READ (INFILE,10,CARD)

is a legal GTL comnstruct.

9.4,2 The GTL Read Mechanism

When a GTL read function is called, one or more items of various kinds
are read from an input file., The input file is specified either directly
or indirectly (see Subsection 9.5). The read mechanism will fill an
input string variable (also specified by the INPUT statement) from a
logical record from the input file. The scanning process starts from a

left margin in the input string variable and continues until the right
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margin is reached, at which point the input string variable is refilled
from the next logical record. The left and right margins of the input
string are also specified by the INPUT statement. The scanning mechanism
will scan the input string and extract one or more items depending on the

type of read function being used. Blank spaces serve as delimiters only

and do not contribute to the value of a read function (except in the

case of the SCAN function described below). There are five basic different
kinds of read functions provided which are described in paragraphs 9.4.3

through 9.4.7.

9.4,3 The SCAN Function

The SCAN function is an integer valued function having one of five
possible values depending on the contents of the input string variable
which it is scanning. The values of the SCAN function and their meanings

are given in the table below.

Value of SCAN Meaning
0 one Oor more spaces scanned
1 an identifier was scanned
2 a digit string was scanned
3 one non-alpha character was scanned
4 end of file has been reached

The SCAN function will scan up to 31 spaces at a time so that a value of
zero does not mean that there are no remaining spaces; it simply means

that one or more spaces were seen. When an identifier, digit string, or
non-alpha character is scanned, the item scanned may be accessed through

the standard string variable INSTR (see paragraph 9.7.1). The length of

9-15



the item scanned by a call on the SCAN function is given by LENGTH(INSIR),

so that the string scanned by SCAN is given by

INSTR (0,LENGTH (INSTR))

9.4.4 The READCON Function

The READCON function is an integer valued function having one of
five possible values depending on the contents of the input string
variable which it is scanning. The READCON function is called in the
form

READCON (bx)

where bx represents a Boolean expression. The value of bx determines
whether a multi-character identifier will be read as a string or LISP
atomic symbol. If the value of bx is TRUE; then every multi-character
identifier is read as a LISP atomic symbol; otherwise, a multi-character
identifier is reported to be a LISP atomic symbol only if an atomic symbol
representing the identifier already exists. The values of the READCON

function and their meanings are given in the table below.

Value of READCON Meaning
0 end of file
1 number with exponent overflow (the

exponent is too large or too small)

2 number
3 LISP atomic symbol
4 multi-character identifier string

As indicated above, READCON can have a value of four only if the value of

its argument is FALSE. The value of an item read by READCON can be accessed
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through the standard variables (see paragraph 9.7.1) INREAD, INDBL, INSYM,
and INSTR. If a number is read, its value is given by INREAL in a single
precision arithmetic expression, or by INDBL in a double precision expres-
sion. If a LISP atomic symbol is read, then its value is given by INSYM.
If a multi-character identifier is read, then its value is contained in

the string designator

INSTR (0 ,LENGTH (INSTR))

9.4.5 The READN Function

The READN function may be used to read numbers only. 1Its value is
the number which is read. 1If used in a single precision context, its
value is a single precision number; if used in a double precision context
(Section III), its value is a double precision number. If the item read is
not a number, its value is set to zero, and the standard variable INSYM

is set to the question mark character (otherwise INSYM is set to zero).

9.4.6 The READ]1 Function

The value of the READ1 function, when used in a symbol expression,
is a LISP atomic symbol. This function is described further in para-

graph 6.10.2,

9.4.7 The READ Function

The value of the READ Function, when used in a symbol expression, is

a LISP S-expression. This function is described further in paragraph 6.10.2.
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9.5 THE INPUT STATEMENT

9.5.1 The Standard Form

The standard form of the INPUT statement, which may be used with any
input file

INPUT (infile, inputstring, filelength)

where infile represents an input file identifier, inputstring represents a
simple string variable which the read mechanism will scan, and filelength
represents an arithmetic expression the value of which should be the length
of the input file (in characters). The input file and simple string
variable should be declared in the outermost block of the program. The
input file is declared by an ordinary ALGOL file declaration. The simple

string variable (Section V) is declared in the form

STRING inputstring(n)

where n represents an unsigned integer which determines the length of the
string variable in characters. The string variable length should be at
least as long as the size of the logical record of the input file. With
this form of the INPUT statement, the left margin of the input string is
set to zero (the scanning starts at the beginning of the string variable)
and the right margin is set to the value of the arithmetic expression
filelength, so that the read mechanism will scan the entire logical record

from the input file. For example, given the declarations (for a tape file)

FILE IN TAPE (2, 56, 10)

STRING TAP(80)
then the statement

INPUT(TAPE,IAP,SO)
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will cause the read mechanism to scan from successive logical records from
the TAPE file. An INPUT statement need be executed only once during a
program, although it may be executed as many times as desired to change
files, input string, and/or left and right margins.

NOTE: The remote terminal input file (file type REMOTE), which is described
in reference 7, is treated the same way as any other input file in ALGOL.
The most important difference is the restriction of the character set
which may be printed; the remote terminal character set is given in Appen-
dix B. Another difference is that a message is sent after every READ
statement to give a carriage return, line feed. The other difference is
the action taken when ''parity', "buffer overflow', and "input too long"
occur. If any of these conditions occur, the program is terminated

with an error message. (See Subsection 9.6 to avoid this action.)

9.5.2 The Input Procedure

The name of a BOOLEAN procedure may be used in place of the input

file identifier in the INPUT statement. This statement has the form

INPUT (inpro, inputstring, filelength)

where inpro represents the BOOLEAN procedure identifier, and inputstring
and filelength have the same meanings as in paragraph 9.5.1 above. The
input procedure will be called whenever the scanning mechanism has

reached the right margin of the input string; it is assumed that the input
procedure will refill the input string variable from some input file and
will return a value of FALSE unless end of file is detected. The BOOLEAN
procedure must be declared in the outermost block of the program, and

must have no formal parameters. For example,
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FILE IN INFILE(2, 10)

STRING CARD (80)

BOOLEAN PROCEDURE INPRO;

BEGIN LABEL EOF, EXIT; |
READ (INFILE, 10, CARD) [EOF]
GO TO EXIT;
EOF: 1INPRO := TRUE;
EXIT:

END OF INPRO

Then the INPUT statement

INPUT (INPRO, CARD, 80)

will have the same effect as the first input statement described in
paragraph 9.8.1. This option is provided since it is sometimes desired

to introduce certain kinds of side effects (see paragraph 9.8.1).

9.5.3 Setting Left and Right Margins

There are three forms of INPUT statements which allow settings of
left and right margins in the input string variable to be scanned by the

read mechanism:

INPUT (infile, inputstring, filelength, lmargin, rmargin)

INPUT (inpro, inputstring, filelength, lmargin, rmargin)

INPUT (*, lmargin, rmargin)

where infile, inputstring, filelength, and inpro have the same meanings as

in paragraphs 9.5.1 and 9.5.2 above. Lmargin and rmargin represent
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arithmetic expressions whose values determine the left and right margins
in the input string. The first INPUT statement given above is an extension
of the INPUT statement described in paragraph 9.5.1. The second INPUT
statement is an extension of the INPUT statement described in paragraph
9.5.2. The third INPUT statement (the asterisk form) may be used after
the execution of any INPUT statement to change left and right margins when
there is no change in the input string variable, and input file or input
procedure. The value of lmargin determines the number of characters to be
skipped in the input string before beginning the scan of a logical record.
The value of rmargin determines the number of characters to be scanned
(from the beginning of the logical record) before continuing on the next

logical record. For example, with the declarations

FILE IN INFILE (2,10)

STRING CARD (80)

the INPUT statement

INPUT (INFILE, CARD, 80, 8, 72)

will cause the read mechanism to scan the first 72 characters from input
string CARD (filled from a logical record from INFILE) after skipping

over the first eight characters.

9.5.4 Sign-Number Separation

When using the read functions described in Subsection 9.4 (except for
the SCAN function), the sign of a number and the number itself are originally
read as one item (assuming there are no intervening spaces between the sign

and the number).
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For example,

+125 -42

appear in the input string variable being scanned; then two numbers, the
first positive and the second negative, will be read. It is sometimes
useful, however, to be able to read a number and its sign separately.

This may be accomplished by inserting a comma followed by a slash followed
by a Boolean expression immediately before the right parenthesis in any of
the INPUT statements described above. If the value of the Boolean expres-
sion is FALSE, then a number and its sign (if any) will be read separately,
and vice versa. To be explicit, the following additional forms of INPUT
statements are allowed:

INPUT (infile, inputstring, filelength, /bx)

INPUT (inpro, inputstring, filelength, /bx)

INPUT (infile, inputstring, filelength, lmargin, rmargin, /bx)

INPUT (inpro, inputstring, filelength, lmargin, rmargin, /bx)

INPUT (*, lmargin, rmargin, /bx)

where bx represents the Boolean expression, and infile, inputstring,

filelength, inpro, lmargin, and rmargin all have the same meanings defined

in the previous paragraphs. When the sign separation option is used, the
two numbers given at the beginning of this paragraph will be read as four
separate items, the first and third items being the LISP atomic symbols +
and - (SectionVI). The primary purpose for this option is that of facili-

tating the parsing of arithmetic expressions via the GTL Input mechanism,
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9.6 REMOTE TERMINAL INPUT-OUTPUT

9.6.1 The FILE REMOTE Declaration

The declaration FILE REMOTE may be used in a GTL program to declare
a remote terminal file. It is a pseudo-declaration which takes the place
of the usual pair of file declarations, and the associated input and out-
put string declarations and the INPUT and OUTPUT statements; it is equiva-

lent to the following declarations and statements:

FILE IN TWXF1 REMOTE(2,17);

DEFINE TWXF2 = TWXFLl#;

STRING TWXS1l, TWXS2(136)

INPUT (TWXF1l, TWXS1, 136);

OUTPUT (TWXF2, TWXS2, 136,0,72)

There are, in addition, other forms of the FILE REMOTE declaration

which are variants of the following basic form:

FILE REMOTE (file length in characters, outputstring right margin,

WAIT wait time, break label,

input time-out label, input overflow label,

output impossible label,

abnormal input condition label,

input end-of-file label, input parity label,

input buffer overflow label)

where file length in characters is the length of the file in characters, and

the length of TWXS1 and TWXS2 in characters, outputstring right margin is the
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right margin of TWXS2. The maximum length of TWXS1 and TWXS2 is 136 characters.
Wait time is the maximum time the system will wait for a response after an
input message is requested (in seconds--must be an unsigned integer--

maximum time is 300 seconds). Break label is the label specifying the

location of the next statement to be executed after the 'break'" key is
depressed on the remote station; after detecting a '"break'" condition, the
program must READ from the terminal to clear the break--the remote user

should just enter a left arrow. Input time-out label is the label preceding

the statements which determine the action to be taken if the wait time is

exceeded; input~-overflow label is the label to which the system transfers

if the input message exceeds the length of the input string; output

impossible label is the label to which the system transfers if it becomes

impossible to write on the remote terminal file. The abnormal input con-

dition label is the label to which the system transfers if it becomes

impossible to read from the remote terminal file. Input end-of-file-label

is branched to when the user types ?END on the remote terminal; input

parity label is transfered to when a parity error is detected on a READ;

and input buffer overflow label branches to that label, indicating a buffer

overflow has occurred during a READ. Any of the components of the FILE
REMOTE declaration may be deleted, with two restrictions: (1) since the
GTL compiler determines the meaning of a label by its relative position in
the sequence of labels, they may be deleted only from right to left; the
absence of a label contained in a sequence of labels may be indicated by
placing an asterisk in the corresponding position; (2) if only one unsigned

integer is specified, then it is assumed to be the file length in characters;

to specify the outputstring right margin only, the file length in characters should
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be replaced with an asterisk. For example,

FILE REMOTE (break label, *, input overflow label)

FILE REMOTE (%, 136, *,% % % * input end-of-file label)

The effect of deleting various components of the FILE REMOTE declaration
is indicated in the table shown below. 1In the case of labels, it is
assumed that the condition which affects a transfer to the label in ques-

tion has occurred.

MISSING COMPONENT EFFECT ON PROGRAM
file length in characters set to 136 characters
outputstring right margin set to 72 characters
wait time set to 300 seconds
break label GTL run time error #19
input time-out label GTL run time error #16
input overflow label "INPUT TOO LONG. RETYPE"
output impossible label | GTL run time error #9

abnormal input condition label GTL run time error #17

input end-of-file label GTL run time error #18
input parity label "PARITY ERROR. RETYPE"
input buffer overflow label "BUFFER OVERFLOW. RETYPE"

In the case of input overflow label, input parity label, and input buffer

overflow label, the system automatically types the indicated message and

then waits for more input from the terminal. The program cannot detect
when the system does this, nor does it need to know, because recovery is
handled for the user by the system. Under the Time Sharing MCP, all

information after outputstring right margin is ignored.
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Any labels appearing in the sequence of labels in the FILE REMOTE
declaration need not be previously declared; they are declared by default.
The FILE REMOTE declaration must occur in the outermost block of the

program, preferably immediately following the BEGIN.

9.6.2 FILE REMOTE Side-effects

A few side-effects occur when the FILE REMOTE declaration is used.
They are listed below.
1) The left margin related to output is set to zero, and the

right margin is set to 72, or the length of -the outputstring right margin, if

specified. A non-zero left margin may be set by

OUTPUT (TWXF2, TWXS2, file length in characters, lmargin, rmargin)

where lmargin and rmargin are unsigned integers.

2) The FILE REMOTE mechanism causes the printing device to be

positioned at the beginning of a new line before the printing starts.’

3) The left margin related to input is set to zero, and the
right margin is dynamically set to the number of characters received in

one transmission. A non=-zero left margin may be set by

INPUT (TWXF1l, TWXS1l, file length in characters, lmargin)

where lmargin is an unsigned integer.

4) A psuedo end-of-file indication is normally returned after

each remote terminal message, thus providing non-programmatic '"punctuation"

between remote terminal entries. Thus, in the case of SCAN and READCON

(paragraphs 9.4.3 and 9.4.4), an end of file is indicated every other time
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the function is called. 1In the case of READN, READ1l, and READ (para-
graphs 9.4.5 through 9.4.7), INSYM will contain a question mark character
on every other read. Thus the following would read an S-expression from

the terminal, L assumed to be type SYMBOL:

WHILE L := READ EQ QMARK DO;

Whenever a real end-of-file occurs ("?END"), it can be accessed by using
an end-of-file label in the FILE REMOTE declaration (see paragraph 9.6.1).

To have control over the psuedo end-of-file the programmer should execute

INPUT (booid)

where booid is a previously declared Boolean variable. As long as the
value of booid is FALSE, the end-of-file condition will be returned; if
booid is set TRUE, then the psuedo end-of-file is turned off.

5) 1If, after declaring FILE REMOTE, and having executed either
an INPUT or OUTPUT statement to change the file type, it is desired to
change back to the implicitly declared files of FILE REMOTE, then the

following INPUT and/or OUTPUT statements may be used.

INPUT (TWXF1, TWXS1l, file length in characters)

OUTPUT (TWXF2, TWXS2, file length in characters)

9.6.3 READ and WRITE Statements

Ordinary ALGOL READ and WRITE statements may be used with the remote
terminal file declared by the FILE REMOTE declaration if the implicitly
declared input and output string variable identifiers TWXS1l and TWXS2 are

used in place of the file identifiers. For example,
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READ (TWXS1, FORMATID, LISTID)

WRITE(TWXS2, FORMATID, LISTID)

The effective '"file size'" is determined by the lengths of the input and

output strings.

9.6.4 READ TWX

The use of the statement READ TWX will cause the input string variable
to be refilled with a remote terminal message regardless of what portion
of the previous message has been scanned., Also, any remaining positions
in the input string variable beyond the end of the input message are
filled with spaces. For example, the following program segment will trans-
fer successive remote terminal messages to a disk file (DISC) until the

first character of the message is found to be an asterisk.

READ TWX;

WHILE TWXS1(0,1) # "*" DO
BEGIN
WRITE (DISC,9,TWXS1);
READ TWX

END

9.6.5 WRITE TWX

The statement WRITE TWX will cause the contents of the output string
variable to be written onto the remote terminal. It is equivalent to the
two statements:

TAB := 72; TERPRI
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For example, the following statementswill write the contents of a disk

file (DISC) onto the remote terminal:

WHILE TRUE DO
BEGIN
READ (DISC,9,TWXS2) [EOF];
WRITE TWX
END;

EOF :

9.6.6 READN(TWX)

The function READN(TWX) is a special remote terminal version of the
READN function (paragraph 9.4.5). This function is used for reading num-
bers from the remote terminal input message. It will ignore anything in
the message which is not a number, If it reaches the end of a message
without finding a number, it will print a question mark, followed by a

space, and wait for a new message. - For example, if the remote terminal

message initially contains

2 35

then three successive calls on READN(TWX) will yield the three numbers,
A fourth call will cause a question mark to be printed, and the system
will wait for another number,

If READN(TWX) is used in a double precision context, its value will

be a double precision number (see Section 3).
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9.6.7 READN(TWXA)

The function READN(TWXA) works like READN(TWX) except that it returns
alphanumeric strings and special characters, and ignores numbers. If an
alphanumeric string exceeds 7 characters in length, it is truncated to
the leftmost 7 characters.

Example:

PRINT #CONTINUE #;

IF READN(TWXA) # "YES'" THEN GO TO EXIT

.

9.6.8 TWXNUM
The function TWXNUM is a Boolean-valued function which combines the
functions of READN(TWX) and READN(TWXA). Its value is TRUE if a number
is read, and FALSE otherwise. In either case, the resulting value will
be contained in the standard variables INREAL and INDBL.
Example:
L: WHILE TWXNUM DO AR[I := I + 1] := INREAL:

IF INREAL # "“STOP'" THEN GO TO L;

9.6.9 Conversational READ Statement

A familiar problem in writing remote terminal programs concerns the
process of getting data into the program in a conversational fashion.
Typically, the program prints a key word and reads the response from the
user for each piece of data required. This construct simply helps

mechanize this process. The syntax is as follows:

READ [V1, V2,---,VN]

where V1, V2,---, VN are each simple variables of type SYMBOL,'BOOLEAN,

ALPHA, REAL, or INTEGER. Strings and subscripted variables are excluded.
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For each variable in the list, the name of the variable (up to 7
characters) is printed, followed by "=" and a "?". Then a value is read
from the terminal.

The following table shows the variable types and the corresponding

value type that is expected:

SYMBOL atomic symbol (READ1)
BOOLEAN numeric (READN(TWX))

REAL numeric (READN (TWX))
INTEGER numeric (READN(TWX))

ALPHA alphanumeric (READN(TWXA))

If the proper value type is not entered the program types another "?" and
reads from the terminal again.

For example, the following GTL program fragment:

BEGIN
ALPHA A; BOOLEAN B; INTEGER I; REAL R; SYMBOL S;
FILE REMOTE;

READ [A, B, I, R, S]

produces the following at run time:
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ABCDE « (note ALPHA expected)

B =27

0 « (1 = TRUE, 0 = FALSE)
I =27

ABC «

?

10 « (note INTEGER expected)
R =2

10.2 ~

S = ?

ATOMICSYMBOL «

9.7 STANDARD VARIABLES AND SYSTEM CONTROL PARAMETERS

9.7.1 The Standard Variables

The GIL language contains a set of six standard variables whose

values reflect, and sometimes control, the operation of the GTL Input~

Output mechanism.

These variables, which are not declared in a GTL pro-

gram, may be used in any context appropriate for the type of the variable.

The names of these variables and their types are illustrated by the

following declarations:
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INTEGER TAB, COL
REAL INREAL
DOUBLE INDBL
SYMBOL INSYM

STRING INSTR(31), OUTSTR(64)

If any of these variables were actually declared in a GIL program, such
declarations would override the implicit declarations and they could no
longer have any special meaning. The standard variables INREAL, INDBL,
INSYM, and INSTR are used to return the values of real numbers, double
precision numbers, atomic symbols, and strings, respectively, which are
read by the SCAN and READCON functions (paragraphs 9.4.3 and 9.4.4). The
string variable OUTSTR is used primarily to return the string represen-
tation of a number converted by the NIS function (paragraph 9.2.16). The

variables TAB and COL are discussed in the next paragraphs.

9.7.2 The Standard Variable TAB

The value of the standard variable TAB is equal to the current num-
ber of characters inserted into the output string variable by the output
system. The only valid values of TAB are O to output string length,
inclusive. At the beginning of a line of print, TAB is set to the left
margin. When the string of characters representing a printable item is
inserted into the output strnng, the value of TAB is increased by the num-
ber of characters inserted. Ordinarily, whenever the TERPRI function is
called, either implicitly at the end of a PRINT statement, or explicitly,
the statement

PRIN SPACE (RM - TAB)
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where RM represents the right margin, is implicitly executed, and TAB is
reset to the right margin. An example of the use of TAB is the following
procedure which is used in a GTL program which produces flow charts from

GTL programs:

PROCEDURE CLEAR(A,B); VALUE A,B; INTEGER A,B;
BEGIN

TAB := A;

PRIN SPACE (B - A);

TAB := RMARG;

TERPRI

END OF CLEAR

This procedure has the effect of repeating the previous line of print with
spaces filled in between the character positions A and B in the output
string variable, The value of RMARG (see paragraph 9.7.4) is the current

right margin in the output string variable.

9.7.3 The Standard Variable COL

The value of the standard variable COL is equal to the current number
of characters in the input string which have been scanned by the read sys-

tem. The only valid values of COL are O to input string length, inclusive.
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When a logical record from an input file has been transferred to the

input string variable, COL is set to the left margin of the input string
variable. Each time a GTL read function reads an item, COL is increased
by the number of characters read. This process continues until COL equals
the right margin of the input string variable, at which point a new logical
record is read from the input file and COL is reset to the left margin.
When an INPUT statement is executed COL is set to the right margin, so
that a logical record will be read before the scanning begins. An example
of the use of COL is the following procedure which scans a quoted string
from a card. 1In this procedure, which uses GTL string constructs (Sec-
tion 5), it is assumed that CARD is the input string variable, T is a
global integer variable, and that left and right margins are 0 and 72,

respectively. It is further assumed that a quote mark has just been read.

PROCEDURE SCANQ;

BEGIN
T := COL -~ 1;
WHILE CARD(COL := COL+1,1) # """ AND COL < 72 DO;
COL := COL + 1

END OF SCANQ

The quoted string, including the quote marks, will be found in the string
designator

CARD (T ,COL-T)

9.7.4 System Control Parameters

The values of certain control parameters used by the GIL Input-Output

system may be accessed by a standard function called CONVAL. The CONVAL
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function is used in the form

CONVAL (n)

where n represents an unsigned integer whose value designates the desired

control parameter.

Some of the values of n which may be used and the

corresponding values of CONVAL(n) are listed in the table given below:

=]

13
14
15
16

17

18

19
20
21
22
23

24

value of CONVAL(n)

maximum number of significant figures in single
precision printed numbers

maximum number of significant figures in double
precision printed numbers

sign-separation control (see paragraph 9.5.4)

left margin of output string variable (same as LMARG)
left margin of input string variable (same as LMARGI)
right margin of output string variable (same as RMARG)
right margin of input string variable (same as RMARGI)

equals O if OUTPUT statement has been executed;
1, otherwise

equals 1 if INPUT statement has been executed;
0, otherwise

number of words in output logical record

number of words in input logical record

equals 1 if output procedure is being used; 0, otherwise
equals 1 if input procedure is being used; 0, otherwise
same as LENGTH(OUTSTR)

same as LENGTH(INSTR)
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The values of the GTL margin control parameters may be accessed

through the following standard variables:

CONVAL

Standard Variable Meaning Number
LMARG left margin of output string variable 13
RMARG right margin of output string variable 15
LMARGI left margin of input string variable 14
RMARGI right margin of input string variable 16

The asterisk forms of the INPUT and OUTPUT statements can be used to

change the left and right margins (refer to paragraphs 9.3.3 and 9.5.3).

9.8 SAMPLE INPUT AND OUTPUT STATEMENTS

9.8.1 Card Reader

In order to read from cards the following declarations could be made:

FILE IN INFILE(2,10)

STRING CARD (80)

If the entire card is to be scanned, then the following INPUT statement

INPUT (INFILE, CARD, 80)

could be used. 1If the input cards are sequenced, then the following

declarations could be used to check for the ordering:

STRING CARD(72,SEQ(8),0LDSEQ(8))
BOOLEAN PROCEDURE INPRO;
BEGIN LABEL EOF, EXIT;
READ (INFILE, 10, CARD) [EOF];
IF SEQ < OLDSEQ THEN PRINT #SEQUENCE ERROR#, CARD;
OLDSEQ := SEQ; RETURN FALSE;
EOF: RETURN TRUE;
EXIT: END OF INPRO
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In this case the INPUT statement should be

INPUT (INPRO, CARD, 80, 0, 72)

9.8.2 Line Printer

In order to print on a line printer, the following declarations

could be made:

FILE OUT OUTFILE 16 (2,15)

STRING LINE(120)

to be used with the OUTPUT statement

OUTPUT (OUTFILE, LINE, 120)

9.8.3 Remote Terminal Files

In order to use the remote terminal files the following declarations

could be used:

FILE IN F1 REMOTE(2,17)
DEFINE F2 = F1l#

STRING STR1, STR2 (136)

Then the following INPUT and OUTPUT statements could be used:
INPUT (F1, STR1, 136)
OUTPUT (F1, STR2, i36,0,72)
STR2(72) := SPACE

Also the following form could be used,
FILE REMOTE

with many variations given in Subsection 9.6.
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9.8.4 Listing of Input Cards

If a listing of the card input file on the PRINTER file is desired,

then the following additional declaration is suggested:

BOOLEAN PROCEDURE INPRO;

BEGIN LABEL EOF;
READ (INFILE,10,CARD)[EOF];
WRITE (PRINTER,10,CARD);
RETURN FALSE;

EOF: RETURN TRUE;

END OF INPRO

Then, in place of the INPUT statement given in paragraph 9.8.1 the following

statement should be executed before using READ or READL:
INPUT (INPRO,CARD,80)

These changes will cause each data card read by the program to be printed

on the line printer.
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APPENDIX A

EXAMPLES OF GTL PROGRAMS

Four examples of GTL programs are listed in the following pages. They
/
are not intended to be examples of practical applications, but merely serve:

to illustrate some aspects of the GTL language. Other examples are

included in Subsections 3.8, 4.9, 6.25, 7.6 and 8.8.
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BEGIN

String Processing Example

CUMMENT THIS PRUGKAM MERGES TwO CARD IMAGE TAPES ACCORCING TUO

SEQUENCE NUMBER.

FIRST TAPE ALREADY HAS SEWUENCE NUMBEKRS = SEQUENCE NUMBEKS
FOR SECCNU TAPE SPECIFIED AT INTERVALS BY CARD IMAGES

WHICH BEGIN WITH A "g" CONTAINING STAKTING SEQUENCE MNUMBER
AND INCREMENTAL VALUE, IF COLUMN PCOSITIONS 71 ANC 72

UN UNSEGUENCED CAKUS ARE BLANK, "4A" IS INSERTE(S

FILE IN TAPE1l (2,596,103

FILE IN TAPE2 (2556,10))

SAVE FILE OyuT TAPE3 (2,56»10,SAVE 10);
STRING CARD1(72,SEQ1(8))»

LABEL
L1
Les

EQF 3
END,

CARD2(72»S5EW2(8)» NEWSEQCINCR(8)»8EQ(E)))3
L1,L2,ECF3
READCTAPE1,10,CARD1)CEDF 1S
READCTAPEZ,10,CARDZ2)3;
IF CARDZ(U»1) = "§" THEN
BEGIN NEWSEWw 3=z CARD2(64,16)3 GC TO L2 ENDJ
SEQZ 1= SEQs COMMENT SET SEQ@2 TC CURREMNT SEQ NO3J
SEQ 8= + INCR3 COMMENT INCREMENT CURRENT SEQ NO3J
WHILE SEQ1 LSS SEwZ DO
BEGIN
WRITECTAPE3»10,CARD1)S
READ(TAPE1»10,CARD1)}
END3J
It CARD2(70»2) = " " THEN CARD2(70»2) 3= "gA"3
WRITE(TAPE3»10,CARD2)}
IF SE@! = SEQ2 THEN GO TO L1 ELSE GC 10 LZ3
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Lisp Processing Example

BEGIN
CUMMENT THIS PRUGRAM TAKES THE FIRST QOF TwWO LISTS»
REVERSES IT AND ApDS THE SECOND LIST TO IT3
FILt REMQTES
SYMEQOL LisL2)
SYMBOL PRUCEDURE REVANDAUD (X»Y)3 VALUE X,Yj3 SYVNBCL X,Yj
" REVANDADD $= IF NyLL¢x) THEN y ELSE
REVANDADDCCUR(CX)»CONSCCARCXD»Y) )3
LABEL ECF»STARTS
PRINT 260 AHEAD®#,/3
STARTS WHILE L1t= READ tQ QMARK DO
IF L1 EQ@ "STOP™ THEN GO TO EOF3
WHILE LZ23= READ E4 gMARK D03
PRINT #THE NEW LIST IS # REVANDAUDC(L1sLZ2)s/9/3
GO STARTS
EOF
END e

EXECUTE REVADD
RUNNING

GO AHEAD

(THIS IS A LIST)S
(THLIS IS ANOTHER LIST)$
THE NEw LIST IS (LIST A IS THIS THIS IS ANOTHER LIST)

(TH1IS (IS A) (COMPLEX (LIST)))¢

(THIS IS A SIMPLE LIST)®

THE NEw LIST IS (CCOMPLEX C(LIST)) (IS A) THIS TRIS IS A SIMPLE LIST)
(REVERSE IS THIS)®

(OF A LIST)S

THE NEw LIST IS (THIS 1S REVERSE OF A LIST)

STOP

ENU REVADD 1.1 SEC,
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Lisp Processing Example

BEGIN

CUMMENT THIS PROGRAM» USING LIST PROCESSING» ACCEPTS
SYNTAX RULES AS INPUT, AND wILL PRODUCE RANDOM GENERATED
STRUCTURES WHICH ARE SYNTACTICALLY CORRECT, 70
INPUT A RULE, THE COMMAND ®RULE®™ IS FOLLOWED FIRST BY
THE NAME UF TwE RULE AND THEN ITS UDEFINITICON.
A RULE IS ANY COMBINATION OF EITHER
RULE NAMES, WHETHER PREVIOUSLY DEFINEC OR NCT» UR AN
"ATOM®", (AN "ATOM"™ IS AN ATOMIC SYMHBCL AS DEFINEC 1IN
SECTION 6,12), ALTERNATE RULES MAY HE SEFARATEQ
BY A SLASH(/) WHICH MEANS "QOR",
THE SYNTAX OF "RULES®™ IS SHOWN BELOW?

SPECIFICATION st1= ATOM / ATOM SPECIFICATIUN
RULE 8$3= SPECIFICATION / SPECIFICATIQON "/" Rilt
RULENAME $t= ATQOM

RULES $3= RULENAME RULE

TO GENERATE RANDUM STRUCTURES FROM THE RULE SPECIFICATIONS
THE CUMMAND MGENERATE""INTEGER"™ "RULE NAME®™ WILL CAUSE
"INTEGER™ RULE NAMES T0 BE GENERATED
ACCURDING TU THE SPECIFICATION OF THE “RULE NAME"™,
TO STOP THE PROGRAM wSTOP®™ SHOULD BE ENTERED.
AFTER EVERY COMMAND, wgU AHEApw IS PRINTEL AN[C ThE
PROGRAM WAITS FOR MORE COMMANDS FROM THE TERMINAL;
FILE KREMQTES
SYMBOL R3
REAL X3
LABEL L3J
SYMBOL PRUCEDURE RULE3S
RULE s= IF R 3= READ1 EQ "/" OR R EQ WMARK THEN NIL ELSE R , KULES
SYMBOL PRUCEDURE RULES3
RULES s= RULE , (IF R EQ "/% THEN RULES ELSE NIL);
PROCEUURE GENCX)3

VALUE X3
SYMBOL X3
IF NUMBERP(X) OR NULL(CDR(X)) THEN
BEGIN
IF x NEQL "EMPTY™ THEN PRIN X SPACE}
END
ELSE FOR X IN RANUUMCCDR X) DO GEN(X)}
COMMENT PROGRAM STARTS HERE: 3
Ls PRINT #G0 AHEAD.#»/3
READ TWx;

IF R 1= READL EQ "RULE"™ THEN

DO CDRCREAD1) 3= RULES UNTIL R EQ QMARK
ELSE
IF R £Q "GENERATE"™ THEN



BEGIN
X 1% KEADNCTAX)S
R 1% READ1)
FOR X DO BEGLN GENCR)S TERPRIJ ENDS
END
ELSE
IF K EQ "STUP™ THEN
BEGIN PRINT #ECJU#s/2/s/3 EXITS END
ELSE PRINT #ILLEGAL INPUT#}
GO TO L3
END.

ExECUTE SENGEN

=8uUJ= OSENGEN
GU AHEAD.
RULE SUBJECT BAKRY/SUSIE/RECC/B5500/GTL
GU AHEAD,
RULE VERB LOVES/HATES/RUNS/PROCESSES
GU AHEAD,
RULt ADVERB REALLY/MOSTLY
GO AHEAD,
RULE ACTIUN VERB/ADVERB VERB
GU AHEAD.
RULE UBJECT SUBJECT
GO AHEAD,
RULE SENTENCE SUBJECT ACTLON/SUBJECT ACTIGON OBJECT
GO AHEAD,
GENERATE 25 SENTENCE
GTL PRUCESSES RECC
B5500 REALLY PROUCESSES
BARRY REALLY RUNS
GTL PRUCESSES
RECC REALLY RUNS BARRY
SUSIE HATES BARRY
GTL HATES SUSIE
B5S00 REALLY RUNS
RECC mOSTLY LOVES RECC
GTL PROCESSES
GTL REALLY LOVES
GTL REALLY RUNS
BARRY RUNS
SUSIE REALLY RUNS
BARRY REALLY RUNS
BSS00 REALLY RUNS
GIL PROCESSES
BARKY KEALLY PROCESSES
BARRY MOSTLY PRUCESSES
RECC LOVES
RECC REALLY LOVES H5500C
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SUSIE RUNS SUSIE

SUSIE PROCESSES B5500

BARRY REALLY PRUCESSES RECC
BARRY REALLY LOVES

GO AHEAD,

STUP

EQJ



Syntax-Directed Parsing Example

BEGIN

COMMENT A SYNTAX=DIRECTED PARSING PROGRAM USING THE REMCIE TERMINAL.
THIS PROGRAM PRODUCES REVERSE POLISKH FROM ANY ARITHMETIC
EXPRESSION, THE CUMMAND "POLISH"™ FOLLOWEC BY ANY ARITHMETIC
EXPRESSION WILL RESULT IN THE PRINTING CF THE PCLISKH OF
THAT EXPRESSIGN, AN OPTIONAL TRACE FEATURE IS INCLUDED. IHE
COMMAND "TRACE ON"™ WILL TURN THIS FEATURE CON» THUS GIVING
A TRACE OF THE PARSING OF THE ARITHMETIC EXPRESSICN INTO
POLISH, TO TURN THE TRACE OFF THE COMMANC ®TRACE CfFF"™ IS
USEDs TO SICP THE PRUGRAM, THE USER ENTERS "STCP"™ ANU ITHE
PROGRAM GUES TO END=OF=J0B, ANY OTHER INPQT CR
AN ILLEGAL ARITHMETIC EXPRESSION RESULTS IN AN ERRUR
MESSAGEs AFTER COMPLETING A COMMAND CR DETECTING AN
ERRUR, THE PROGRAM PRINTS "GO AHEAD™ AND wAITS FCR ANCOTHER
COMMAND FROM THE TERMINAL3S

FILE REMOTES

REAL CLASSS ¥ THE CLASS VARIABLE

BOOLEAN TRACES % THE TRACE VARIABLE

LABEL START,ERRURS

SYMBOL FORMAT 2 SYNTACTICAL CLASS ASSIGNMENT
*0
= VARIABLE

NUMBER

w(n

")"

LE 3

nyw

nyn

nen

Net

"POLISH"

"TRACE"

WON"

nOFF"

nSTOP"
* EOQF3

REAL FIELD CDRF [331151;

3

$THE "GETNEXT" PRUCEDURE

%

PROCEUURE GETNEXT3S
CLASS 3= CASE READCONCFALSE) OF

* % % % ¥ ¥ ¥ ¥ ¥ ¥ ¥ ¥ X |

BEGIN

EOF 3 ¥ THE ENO=OF=FILE CLASS (SECTION G.642)
NUMBER} £ JLLEGAL NUMBER CLASS

NUMBER} % NUMBER CLASS = NUMBER IN INREAL
CORFCINSYM)3% ATOMIC SyYmMBOL CLASS

VARIABLE} % NOT ON symMBOL TABLE = GIVE VARIABLE CLASS
ENDJ

COMMENT
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NOW TELL THE COMPILER THE NAMES OF THE GETNEXT PRCCEDURE>»
WHICH VARIABLE IS IHE CLASS VARIABLE AND
THAT THE TRACE OPTION IS DESIREDe NOTE THAT THE EKROK
OPTION IS NOT BEING USED IN THIS EXAMFLES
SYMBOL FORMAT #CLASS, GEINEXT, TRACE}
SYMBOL FORMAT AEXP3 FORWARDS
SYMBEOL FORMAT PRIMARYS
(VARIABLE?® PRIN INSYM SPACE ELSE
NUMBERS PRIN INREAL SPACE ELSE
(M, wAEXP, ")% 1)
SYMBOL FORMAT FACTORS
{*PRIMARY>
L"*"y, *PRIMARYs PRIN &+ #3 RETURN ELSE NILI1}}
SYMEOL FORMAT TERM3
BEGIN
SOOLEAN TIMESS
[L*FACTORS
L"xnwmyns TIMES 3= CLASS = =3tx";
*FACTOR» PRIN IF TIMES THEN #x # ELSE #/ 3
RETURN ELSE NJILI1)}
ENDS
SYMBOL FORMAT AEXP3
BEGIN
REAL MINUSS
[*TERM»
("+maneny MINUS 3= CLASSS
*TERM, PRIN IF MINUS = =a"en™ THEN #= & ELSE #+ #3
RETURN ELSE NILI1I1;
ENDJ

COMMENT PROGRAM STARTS HERES
PRINT #RECC POLISH GENERATOR#;
GETNEXTS
STARTSLEQOFs PRINT #GU AREAD#,/ ELSE
"POLISH"» *AEXP» TERPRI ELSE
"TRACE".»
["ON®"*"CFF"! TRACE 13 CLASS = 3"QN"j;] ELSE
"STOP", PRINT #GOUD BYE#s/,/5/3 EXITIIVERRQRI
GO STARTS
ERRURSPRINT #ILLEGAL SYNTAX OR COMMAND#;
COL $= RMARGI3 GETNgxT3 GO STARTS
END,

RUN

=B80J= OPOLISH
RECC PULISH GENERATCOR
GO AHEAD
POULISH (A+B)x(C=D)



A B + (C

GU AHEAD
TRACE ON
GU AHEAD

D = X

POLLISH (A+B)IXx(C=D)

CALL AEXP

CALL TERM

CALL FACTCR
CALL PRIMARY
CALL AEXP
CALL TERM
‘CALL FACTOR
CALL PRIMARY
PRIMARY = 1
FACTOR = 1
TERM = 1
CALL TERM
CALL FACTOR
CALL PRIMARY

PRIMARY = 1
FACTOR = 1
TERM = 1
AEXP = 1
PRIMARY = 1
FACTQR = 1

CALL FACTOR
CALL PRIMARY
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CALL AEXP
CALL TERM
CALL FACTOR

CALL PRIMARY

c
PRIMARY = 1
FACIOR = 1
TeRM = 1
CALL TERM
CALL FACTQR
0 CALL PRIMARY
PRIMARY = 1
FACTOR = 1
TERM = 1
) AEXP = 1
PRIMARY = |
FACTIQOR = 1
x
TERM = 1
AEXP = |
GO AHEAD
POLISH CA+(B*#C)/D)+ExF
CALL AEXP
CALL TERM

CALL. FACTCOR
CALL PRIMARY
CALL AEXP

CALL TERM
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CALL FACTQOR
CALL PRIMARY
PRIMARY = 1
FACIOR = 1
TeRM = 1
CALL TEHKM
CALL FACTOR
CALL PRIMARY
CALL AEXP
CALL TEFRM
CALL FACTCK
CALL PRIMARY
PRIVARY = 1
CALL PRIMARY
PRIVARY = 1
FACTOR = 1
TERM =
AEXP = 1
PRIMARY = 1
FACTOR = 1
CALL FACTGR
CALL PRIMARY
PRIMARY = 1
FACTOR = 1
TERM = 1
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AEXP = 1
PrIVARY = 1
FACTOR = 1
TERM = 1
CALL TERM
CALL FACTCR

CALL PRIMARY

£

FRIMARY = 1

CALL PRIMARY
F

PRIMARY = 1
*

FACTIOR = 1
TERM = 1
+
AEXP = 1

GU AHEAD
TRACE UFF
GU AHEAD

POLISH (A+(B*C)/DI)+E*F
A B C 0/ +EF % +
GO AHLAD

STOP

GOODL BYE
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APPENDIX B

REMOTE TERMINAL CHARACTER SET

The following is intended to serve as a convenient summary of the
relation between the standard B 5500 character set and the remote terminal
set. Other references should be consulted for a complete description (see,
for example, Reference 7). In the following it is assumed that the file
designated in the INPUT and OUTPUT statements are ALGOL file type REMOTE files,
or the GTL FILE REMOTE declaration is used.

All letters of the alphabet and all digits may be printed on a remote
station. The character ® (multiplication sign) is printed as \. With the
exception of six characters, all of the remgining non-alphanumeric characters
may be printed on a remote station. The following characters serve as con-
trol characters and will have different effects, depending on which MCP
the system is running under, either the Data Communications MCP (DCMCP) or

the Time Sharing MCP (TSMCP).

Character Effect on Output
DCMCP ISMCP
< causes carriage return prints ?
# causes line feed prints ?
> causes station disconnect prints ?
> activates paper tape reader prints ?

(X-ON character)

« causes preceding characters to be prints ?
transmitted to remote station to
be printed

< sends rub-out character prints ?
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Whenever the output string variable is ready to be printed, the GTL FILE
REMOTE Output system first writes a blank line to cause a carriage return-
line feed to be sent to the remote station, followed by the output string.
A1l letters of the alphabet and all digits may be entered on a remote
terminal by depressing the keys marked with these characters. The remote

terminal keyboard also contains keys for the following non-alphanumeric

characters:
" )
- # *
; $ =
> % @
& +
/ ( >

The blank character is entered by depressing the space bar.
The following additional characters may be entered with the keys

indicated in the table below:

character key
[ upper case K
] upper case M
® upper case L

The ! character causes the preceding portion of the line to be ignored.
The ? character should.not be entered since it may be interpreted by the
system as a control character which is not a part of the intended input.
The < character causes a hardware logical backspace each time it is
depressed; i.e., if it is depressed n times it will cause n characters to

be deleted from the current message. Since a message is transmitted from
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a remote terminal in 28 character groups, characters can be deleted only
from the current 28 character group. Under the TSMCP, the ' character

causes a software logical backspace and is not dependent upon hardware
configuration. The GIL FILE REMOTE system dynamically sets the RMARGI on
input from a remote terminal to point to the last non-blank character.

Thus RMARGI indicates the number of characters sent in the transmission,
excluding the «, which caused the information to be sent. When a GIL read
function scans to RMARGI a pseudo end-of-file indication will normally result

(see Subsection 9.6).

B-3






APPENDIX C

CONVAL FUNCTION

The values of various control parameters used by the GTL LISP and
Input-Output systems may be accessed by a standard function called CONVAL.

The CONVAL function is used in the form

CONVAL (n)

where n represents an unsigned integer whose value designates the desired
control parameter. The values of n which may be used and the corresponding

values of CONVAL(n) are listed in the table given below.

n Value of CONVAL(n)
0 a newly-created random number between 0 and 1
1 value of current random number produced by CONVAL(O)
2 maximum number of significant figures in single
precision printed numbers
3 maximum number of significant figures in double
precision printed numbers
4 Sign-separation control
5 total number of words collected by garbage collector
6 number of times garbage collector is called
7 time (in seconds) required by last call on garbage
collector
8 arithmetic value of the address of the first word in
the freelist :
9 first subscript of array described in paragraph 6.22.1
10 second subscript of array described in paragraph 6.22,1
11 same as COL
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=]

12
13
14
15
16

17

18

19
20

21

22

23
24

29

Value of CONVAL(n)

same as TAB

left margin of output string variable (LMARG)
left margin of input string variable (LMARGI)
right margin of output s;ring variable (RMARG)
right margin of input string variable (RMARGi)

equals O if OUTPUT statement has been executed;
1, otherwise '

equals 1 if INPUT statement has been executed;
0, otherwise

number of words in aitput logical record
number of words in input logical record

equals 1 if output procedure is being used;
0, otherwise

equals 1 if input procedure is being used;
0, otherwise

same as LENGTH (OUTSTR)
same as LENGTH (INSTR)
normally O; will be set to 1 after a REMEMBER is

executed, meaning that no LISP operation may be
performed that causes a new LISP record to be

generated when using automatic storage reclamation
initially O0; will be set to 1 after the first LISP
record is created by the program; when set to 1, the
RECALL statement cannot be used when using automatic
storage reclamation

number of atomic symbols created by GENSYM
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APPENDIX D

GTL RUN TIME ERROR MESSAGES

The following is a listing of the error numbers which may be generated

during the execution of the GIL program. The form of the message is as

follows:

Error Number

1.

10.

11.

12.

13.

14,

15.

16.

17.

18.

19.

~GTL ERROR Error Number Terminal Reference

Meaning

String designator reference beyond string variable
boundary.

Value of string expression longer than destination
string variable in string assignment statement.

File length specification in INPUT statement greater
than input string variable length.

File length specification in OUTPUT statement greater
than output string variable length.

Left margin greater than right margin or right margin
greater than specified file length in INPUT statement.

Left margin greater than right margin or right margin
greater than specified file length in OUTPUT statement.

Remote terminal "output impossible' condition detected--
no "output impossible'" label provided in GTL program.

Supply of LISP records exhausted ("freelist empty").
Value of Symbol expression is not a number (this
error can occur when a Symbol-valued item is used in

an arithmetic expression).

Attempt to generate new LISP records after REMEMBER
statement is executed (SYMBOL RECLAIM OPTION).

~ Attempt to execute RECALL statement after run-time

generation of new LISP records (SYMBOL RECLAIM OPTION).
Attempt fo apply a field designator to a null reference,
Invalid field index.

Remote read wait time exceeded (no label given).

Remote abnormal read condition detected (no label given).

Remote read end-of-file (READ) detected (no label given).

Remote 'break' key depressed (no label given).
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