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Creating a vector table and boot ROM
code for the TMS320C6201

Abstract 

Three types of boot processes are available on the
TMS320C6201. The boot process is determined by the
BOOTMODE[4:0] pins.

This document describes:

� the ROM Boot process,

� how to create a vector table,

� how to build a  ROM boot code in C and Assembly language
through an example.
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Overview

The ‘C6201 uses various types of boot configuration. There are
three types of boot process:

� The CPU starts direct execution at address 0.

� A 16K 32-bit words memory block is automatically copied from
the beginning of the CE1 memory space to memory located at
the address 0 through the DMA channel 0.

� A Host processor (connected to the ‘C6201 through the Host
Port Interface) maintain the ‘C6201 core in reset while
initializing the ‘C6201 memory space, including external
memory spaces.

In addition to these three modes, the user need also to select the
memory map and the type of memory which is mapped at the
address 0. This setting is determined by the BOOTMODE[4:0]
pins during the reset. Please refer to the section 7.3 of the
TMS320C62xx Peripherals Reference Guide for a complete
description of the BOOTMODE[4:0] pins.

The following chapters describe ROM boot process and how to
create a vector table for assembly and C framework, how to build
a code to be downloaded using the ROM boot process.
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ROM Boot Process

During ‘C6201 reset, the 64Kbyte memory block mapped at the
beginning of the memory space CE1 is transferred to the memory
located at the address 0, as shown in Figure 1. DMA channel 0
performs that transfer. Once channel 0 has performed the
transfer, the CPU is removed from reset and allowed to start from
the memory location 0.

Figure 1. ROM Boot process

The memory mapped at address 0 can either be the internal
program memory (MAP1) or the external memory space CE0
(MAP0), which may contain SDRAM, SBSRAM or Asynchronous
memory.

Typically a ROM device is connected to the TMS3206201, as
shown on the Figure 2, and mapped at the beginning of the
memory space CE1.

Notice that the values stored in the memory space CE1 are
expected to be in little endian format.

CE1

0x01400000
0x00000000

Memory
mapped at 0

64Kbytes

64K bytes
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Figure 2. EMIF-ROM interface (16-bit)

/ARE

/CE1

EA[N+2:2]

/AOE

ED[15:0]

/CS

/OE

A[N:0]

D[15:0]

/ARDY

R O M
External  Memory
Interface (EMIF)

G N D

For any further details about the connection between
TMS320C6201 and ROM devices, please refer to [1] section 6.5
and [2].
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Vector table (or Interrupt Service Table)

When the RESET pin on the processor is driven low, then high,
the device is reset. Once the ROM boot process is done (i.e. DMA
channel 0 has completed data transfer from CE1 to memory
mapped at 0) , registers  are initialized to their default value, the
Program Counter is loaded with the reset vector (which is always
0) and the CPU begins running code at address 0. Reset is the
highest priority interrupt. At the end of all interrupt sequence, the
CPU loads the vector address from the Interrupt Service Table
(IST) to the program counter.  The IST is a table containing code
for servicing the interrupts. The reset vector is always located at
the address 0.

Creating a vector table

As a fetch packet contains eight 32-bit instructions, each vector is
aligned on a fetch packet boundary that means each packet must
contain eight instructions. Each vector may either contain the
branch to the interrupt service routine (with some padding NOPs
or fill them with setup code for the interrupt service routine), or
may contain the complete interrupt service routine if that one is
less than eight instructions. On the Figure 3, the Interrupt Service
Table is included in the code section vectors, which is typically
linked at the address 0. Refer to [2] for any further details about
the Interrupt service table.

Figure 3. Example of Interrupt Service Table

.sect vectors
RESET: MVK .S2 Start, B0 ; Load Start address

MVKH .S2 Start, B0 ; Load Start address
B .S2 B0 ; Branch to start
NOP
NOP
NOP
NOP
NOP

NMI_ISR: MVK .S2 Nmi_isr, B0
MVKH .S2 Nmi_isr, B0
B .S2 B0
NOP
NOP
NOP
NOP
NOP
.

.
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Creating a vector table respecting the C language conventions

Because each vector included into the interrupt vector table has to
be aligned on a fetch packet boundary, the vector table is always
written in assembly language. When C language is used for the
application framework, C conventions have to be respected when
writing the vector table.

The C compiler run-time support library is  automatically creating a
function, _c_int00, when the –c or –cr linker options are invoked.
This function correspond to the entry point of the C program and
the reset vector needs to be setup to branch to _c_int00. The
Annex A give a complete example of table vector respecting the C
convention.

The interrupt keyword allows the user to write interrupt service
routine in C language. For example:

interrupt void myISR(void)
{

/* Code for myISR */
…

}

The vector, which is associated to the interrupt service routine
myISR, has to follow C conventions. If a branch to a register is
used, the register will first be stored to the stack before branching
to the interrupt service routine and then restored. For example,
vector for the C interrupt service routine myISR would be:

.ref _myISR

INTx: STW   .D2 B0,*B15--[1] ;push B0 to stack
   || MVK   .S2 _myISR, B0 ;store address of

MVKH .S2 _myISR, B0 ;myISR to B0
B .S2 B0 ;branch to B0
LDW .D2 *++B15[1], B0 ;restore B0
NOP ;
NOP ;
NOP 2 ;branch occurs
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Creating a Boot ROM code

The boot code is the piece of code that is transferred during the
ROM boot process to memory at address 0. When the complete
application is small enough (less than 64 Kbytes), the boot code
corresponds to the whole application. First, the boot code takes
care of the system initialization. The boot code might be written
either in assembly or C language. To initialize variables, the boot
code needs to copy initial values to variables. The user needs to
take care of this task when writing code in assembly. With C
language, the routine _c_int00, which is  included in the runtime-
support library, performs the variable initialization automatically
when you use the –c linker option, then it branches to the main
function. (Cf. to [4] sections 8.8 System Initialization).

A particular attention needs to be taken when using the ROM boot
process in MAP 1. TMS320C6201’s CPU can not perform data
accesses to/from on-chip program memory. Initialized data
sections have to be linked in the CE1 memory space.

As shown on the Figure 4, step c is performed automatically by
the ROM boot process. Once the 64Kbyte memory block is
transferred (step c), CPU starts to execute the program at
address 0, which is in charge of copy initialized value to variables,
step d.

To avoid getting the initialized data sections into internal program
memory after the step 1, the user may choose to link those
sections outside the first 64kbytes of CE1. (i.e. at address
0x01410000 or after).
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Figure 4. Sections organization for a ROM boot code with MAP1

When configuring the TMS320C6201 with memory map 0, there is
no restriction regarding where code and initialized data sections
are linked within CE1. Once the CPU is removed from reset and it
starts from the memory location 0, which is memory space CE0,
and may also access the initialized data sections stored into CE0.

Figure 5. Sections organization for a ROM boot code with MAP0
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sections

(after step 1)

Initialized data
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As shown on the Figure 5, because when using MAP 0 the CPU is
able to perform data accesses to CE0, the initialized values may
be copied with all the code sections by the ROM boot process.
Then, once CPU is released from the reset state, it starts at
address 0 and runs the boot code previously downloaded from
CE0. Boot code performs the system initialization by reading and
copying initialized values to the on-chip data memory. (Step d)

Step d is automatically performed by the function _c_int00 when
using the C compiler and the linker option –cr.
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Example

Let’s consider the system requirements are the following:

• The TMS320C6201 is booting from four 8-bit external EPROM
mapped in CE1 memory space.

• Memory map MAP1 is used, i.e. once the boot code has been
transferred the CPU will start to run at address 0, which is the
internal on-chip memory.

• The boot code and the application are written in C and every
thing fits into internal program memory.

To avoid getting the initialized data sections copied into internal
memory after the boot process, those sections are linked at
address 0x01410000. (Outside the first 64Kbytes of CE1).

In this example, the TMS320C6201 is connected to four 8-bit
EPROM. As shown on the Figure 6, BOOTMODE[4:0] is equal to
11101, i.e. :

• MAP 1, Internal Program memory mapped at 0

• ROM boot process selected from a 32-bit with the
default timing.
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Figure 6. TMS320C6201 connected to four 8-bit EPROM Memories

Figure 7 gives the linker commands file which may be used for
this example. Note –c option forces _c_int00 to initialize the C
environment. The file vector.asm, which contains for example the
table vector included in Annex A, is linked with main.obj. cinit and
const are mapped in the memory space CE1.

/CE1

/AWE

/AOE

EA[21:2]

ED[31:24]

External Memory
ED[23:16]

      Interface

TMS320C6201

ED[15:8]

/CE

/AWE
EPROM

/AOE

EA[17:0]

/CE

/AWE
EPROM

/AOE

EA[17:0]

/CE

/AWE
EPROM

/AOE

EA[17:0]

/CE

/AWE
EPROM

/AOE

EA[17:0]

1   1    1   0    1
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Figure 7. Command file for the linker

/*****************************************************/
/*  lnk.cmd                                          */
/*  Copyright ©   1996-1997  Texas Instruments Inc.  */
/*****************************************************/
-c
vector.obj
main.obj

-o main.out
-heap  0x0200
-stack 0x0200
-l rts6201.lib

MEMORY
{
   VECS:  o = 00000000h l = 0000200h
   PMEM:  o = 00000200h l = 000FC00h
   DMEM:  o = 80000000h l = 0010000h
   CE0:   o = 00400000h   l = 1000000h
   CE1:   o = 01400000h   l = 0010000h
   CE1init:o = 01410000h  l = 0010000h
   CE2:   o = 02000000h   l = 1000000h
   CE3:   o = 03000000h   l = 1000000h
}

SECTIONS
{
    vectors >   VECS
    .text   >   PMEM
    .far    >    DMEM
    .stack  > DMEM
    .bss    > DMEM
    .sysmem > DMEM
    .cinit  >   CE1init
    .cio    > DMEM
    .const  > CE1init
    .data   > DMEM
}
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Texas Instruments is providing a hex conversion utility, which
converts the output of the linker (a COFF object file) into one of
the several standards suitable for loading into an EEPROM
programmer. Figure 8 shows the command file for the hex
converter utility corresponding to our example. Refer to [7]
Chapter 9 for any further details.

Figure 8. Command file for the hex converter utility

main.out
-i
-byte
-image
-memwidth 32
-romwidth 8
-order L

ROMS
{
   EPROM:  org = 0x0, length = 0x20000
   files = {u22.int, u24.int, u23.int, u25.int}
}
SECTIONS
{
   .text:    paddr=0x00000
   .cinit:   paddr=0x10000
   .const:   paddr=0x10000
}
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Annexes

Annex A

Example of vector table supporting C language.

/**********************************************
**/
/* vectors.asm: */
/* TMS320C6201 vector table */
/* supporting C conventions */
/* */
/* © Texas Instruments */
/**********************************************
*/

.ref
_c_int00,_c_nmi01,_c_int04,_c_int05,
.ref
_c_int06,_c_int07,_c_int08,_c_int09,
.ref
_c_int10,_c_int11,_c_int12,_c_int13
.ref _c_int14, _c_int15

.sect vectors

RESET: B .S2 _c_int00
NOP
NOP
NOP
NOP
NOP
NOP
NOP

NMI: B .S2 _c_nmi01
NOP
NOP
NOP
NOP
NOP
NOP
NOP

RESV1: B .S2 RESV1
NOP
NOP
NOP
NOP
NOP
NOP
NOP

RESV2: B .S2 RESV2
NOP
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NOP
NOP
NOP
NOP
NOP
NOP

INT4: B .S2 _c_int04
NOP
NOP
NOP
NOP
NOP
NOP
NOP

INT5: B .S2 _c_int05
NOP
NOP
NOP
NOP
NOP
NOP
NOP

INT6: B .S2 _c_int06
NOP
NOP
NOP
NOP
NOP
NOP
NOP

INT7: B .S2 _c_int07
NOP
NOP
NOP
NOP
NOP
NOP

NOP

INT8: B .S2 _c_int08
NOP
NOP
NOP
NOP
NOP
NOP
NOP

INT9: B .S2 _c_int09
NOP
NOP
NOP
NOP
NOP
NOP
NOP

INT10: B .S2 _c_int10
NOP
NOP
NOP
NOP
NOP
NOP
NOP

INT11: B .S2 _c_int11
NOP
NOP
NOP
NOP
NOP
NOP
NOP

INT12: B .S2 _c_int12
NOP
NOP
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NOP
NOP
NOP
NOP
NOP

INT13: B .S2 _c_int13
NOP
NOP
NOP
NOP
NOP
NOP
NOP

INT14: B .S2 _c_int14

NOP
NOP
NOP
NOP
NOP
NOP
NOP

INT15: B .S2 _c_int15
NOP
NOP
NOP
NOP
NOP
NOP
NOP


