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Linking C Data Objects Separately
From the .bss Section

Abstract 

The TMS320 DSP C compilers produce several relocatable blocks
of code and data when C code is compiled. These blocks are called
sections and can be allocated into memory in a variety of ways to
conform to a variety of system configurations. The .bss section is

used by the compiler for global and static variables. It is one of the
default COFF sections that is used to reserve a specified amount of
space in the memory map that can later be used for storing data. It
is normally uninitialized. All global and static variables in a C
program are placed in the .bss section. On the ’C80, PP static and

global variables are placed in the .pbss section that is assumed to

be on chip. The far keyword can be used to force static or global

variables to reside in the .bss section, which is assumed to be off
chip. However, often it is desirable to place some of your variables
separate from the .bss or .pbss section.

This document discusses how to implement this.
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Design Problem 

How do I link a C data object, such as an array, separately from the
.bss section?

Solution 

The TMS320 DSP C compilers produce several relocatable blocks
of code and data when C code is compiled. These blocks are called
sections and can be allocated into memory in a variety of ways to
conform to a variety of system configurations. The .bss section is

used by the compiler for global and static variables. It is one of the
default COFF sections that is used to reserve a specified amount of
space in the memory map that can later be used for storing data. It
is normally uninitialized. All global and static variables in a C
program are placed in the .bss section. On the ’C80, PP static and

global variables are placed in the .pbss section that is assumed to

be on chip. The far keyword can be used to force static or global

variables to reside in the .bss section, which is assumed to be off

chip. However, often it is desirable to place some of your variables
separate from the .bss or .pbss section.

For example, on the floating-point DSPs you might want to link all of
your variables into off-chip memory but place a frequently used
array in on-chip RAM Block 0. On the fixed-point DSPs, for single-
cycle data moves (DMOV) to take place, as required for FIR filtering,
the data must reside in on-chip DARAM. However, not all of the
variables need to reside in on-chip DARAM. On the ’C80, most of
the data would be processed in PP on-chip data RAM blocks 1–3,
but tables for packet transfers might be created in on-chip parameter
RAM.

Method I

One method to accomplish this task is to declare the variable that is
to be separate from the .bss or .pbss section in a separate file. This
method works for the fixed-point, floating-point, and ’C80 DSP C
compilers. For example, declare a 32-word array, tapDelay[ ], in
a file called array.c as follows:

/* File: ARRAY.C */

int tapDelay[32];

/* End of file */

All files that reference the variable must declare it as extern.
Consider the following file, test.c, that makes a reference to the
array declared in file array.c as follows:

/* File: TEST.C */

.

extern int tapDelay[ ];
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.

void main(void)

{

int i;

.

tapDelay[i] = 0;

.

}

/* End of file */

In the linker command file, link this variable separate from the .bss
section in the SECTIONS section. The following linker command file
segment illustrates how to link the array tapDelay[ ] onto the
TMS320C50’s DARAM B2 on-chip dual-access data RAM while
linking the rest of the global and static variables into part of on-chip
SARAM:

/* File: TEST.CMD */

.

test.obj

array.obj

.

MEMORY

{

.

PAGE 1: DARAMB2: origin = 0x0060, length 0x0020

PAGE 1: INTDATA: origin = 0x0c000, length 0x1800

.

}

SECTIONS

{

.

.bss : {} >INTDATA PAGE 1

.

tapdelayline : {array.obj(.bss)} >DARAMB2 PAGE 1

}

/* End of file */

Method II

Another method that is available in the floating-point DSP C
compiler version 4.60 and the ’C80 C compiler version 1.10 is to use
the pragma DATA_SECTION. This is described in the TMS320
Floating-Point DSP Code Generation Tools Release 4.60 Getting
Started document and the ’C80 Code Generation Tools User’s
Guide. Consider the example described in Method 1. The following
code segment uses the DATA_SECTION pragma to declare a 32-
word array, tapDelay[ ], that will be placed separate from the other
global and static variables:

/* File: TEST.C */

#pragma DATA_SECTION (tapDelay, “.tapdelayline”)

int tapDelay[32];
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.

.

void main(void)

{

int i;

.

tapDelay[i] = 0;

.

}

/* End of file */

In the linker command file, use the section name .tapdelayline to
place the array tapDelay[ ] in RAM block 0 separate from the other
global and static variables that are in the .bss section as follows:

/* File: TEST.CMD */

.

test.obj

.

MEMORY

{

.

EXT0: org = 0x100 len = 0x3f00

RAM0: org = 0x809800 len = 0x400

.

}

SECTIONS

{

.

.bss : {} EXT0

.

.tapdelayline : {} RAM0

}

/* End of file */


